**SSD1: Introduction to Information Systems**

**SSD1: Introduction to Information Systems**

This is an introductory programming course. The course uses the Java language to illustrate programming concepts. You will learn how to program a computer to do simple tasks.

The course starts with HTML programming in unit 1. You will use the Web to search for information, and then you will design simple Web pages. You will also develop HTML forms that communicate with servlets.

In units 2 and 3, you will write simple Java programs that can be incorporated in your Web pages. In the process, you will learn and practice the following: compilation, syntax rules, variables, rudimentary object-oriented concepts (specifically classes, objects, and inheritance), data types, control structures, loops, and so on.

Each of the three units has several modules. Each module contains a homework exercise as well as both a multiple-choice quiz and a practical quiz. The course also contains three in-class exams. You can read about how to work through the quizzes, exercises, and exams in the course Help pages.

**SSD1 Hardware/Software Requirements**

* Internet connection
* iCarnegie-supported Web browser
* A text editor
* Sun's Java 2 Platform, Standard Edition (J2SE) 1.4 or later ([Appendix A. Java 2 Platform, Standard Edition (J2SE)](javascript:ContentByName('pg-sdk');))
* iCarnegie-supported MS Windows platform
* iCarnegie Servlet Workbench ( [Appendix B. The iCarnegie Servlet Workbench](javascript:ContentByName('pg-ic-servlet-workbench-appendix');) )
* WinZip application

**The purpose of SSD1 is for students to**

1. Learn foundational Internet skills and concepts
2. Learn foundational programming skills and concepts
3. Prepare for future Java courses by learning simple Java syntax and structure
4. Prepare for future programming courses by learning solid programming practices and strategies

**Students successfully completing SSD1 will be able to**

1. **Produce**
   * Basic HTML pages
   * Servlets that respond to user requests from browser
   * User interfaces with HTML FORM elements
   * Well structured solutions to simple programming problems
2. **Use**
   * The World Wide Web to find information
   * Effective Web searching techniques
   * A simple text editor to build and modify HTML and Java code
   * JDK tools for compiling and debugging Java classes and servlets
   * Simple Java data types, objects and collections
3. **Knowledgeably Discuss**
   * Basic HTML layout and publishing issues
   * The basic concepts of the software design cycle
   * The request-response architecture of clients, servers, and servlets in Internet applications
   * Rudimentary concepts of Object Oriented Programming
4. **Hold Positions in Quality Assuring and Troubleshooting Simple Web Sites**

On completing this course, successful students will be able to search the Web for information effectively. They will also be able to create simple Web pages using HTML and will be able to make servlets that respond to user input from browsers. Synthesizing these skills, successful students will be able to extend simple Web server functionality to create dynamic Web pages. For example, students will be able to write a simple calculator that performs arithmetic operations on numbers entered by a user.

The course also teaches effective strategies for learning programming languages, laying the foundation for students to learn advanced Java quickly, as well as other programming languages. This course will not only prepare students for future classes, but will also help them keep their programming skills up to date once they leave the classroom.

**Unit 1. The World Wide Web**

This unit of the course introduces you to the World Wide Web and its workings. You will learn how to use the Web as an effective tool for finding information. You will also learn how to create your own Web pages using Hyper Text Mark-up Language (HTML).

**1.1 Using the Web**

**1.1.1 Surfing the Web**

Let's start with some basic definitions. In case you do not already know, the Internet is a computer network that connects millions of computers across a number of countries. There is no central authority that controls the Internet; different organizations own different pieces of it. The Internet was originally conceived of by the Advanced Research Project Agency (ARPA) of the U.S. government in the 1960s. The **World Wide Web** (or **"the Web**" for short)refers to that portion of the computers on the Internet that can communicate with each other using a computer-network protocol called HTTP. All browsers use HTTP to request and receive Web pages from other computers.

Only a few years ago the expression "surfin' the Web" had meaning for only a small percentage of the population. Today that is no longer true, and if you haven't yet experienced surfing the Web, you should try it. Surfing (or browsing) the Web can take you to many different places with only the click of the mouse. However, if you do so, looking for information in a haphazard fashion, you *may* find the information quickly. Or, you may find yourself spending an entire evening wandering hither and thither, from page to page, finding at all sorts of interesting material—but not what you were actually looking for. So, in order to use the Web effectively, you need to know how to search the Web efficiently. That topic is covered in a later page.

As your search skills improve, you will find that you can locate a lot of information very quickly. But, be warned: all that means is that you are now able to search that many more places! Again, don't be surprised if entire evenings slip away while you meander around the Web. By the way, we have used the words ***page*** and ***place*** interchangeably when referring to the Web. Another synonymous term is ***site***, as in ***Web site***. All three terms refer to locations on the Web that you can visit and view through a browser. You are, in fact, familiar with at least one Web site: http://www.icarnegie.com/, the iCarnegie site you visited to log on to this course.

The Web is an interesting place. There is very little "law" on the Web—and it has been described as a place of "controlled anarchy." Efforts to regulate or govern it have been vigorously resisted by Web users. One way to look at the Web is to compare it to the early days of the Wild West, where just about anything could and did happen. While there are few rules, there are, however, two major areas of control. One has to do with the naming of a site on the Web and the other with the rules of an **Internet Service Provider** (**ISP**). (An ISP is any one of a number of companies that enable people like you and me not only to connect to the Internet and surf the Web but also to publish Web pages.) With respect to the first area of control, all Web sites must have unique names or addresses—one per machine. Therefore, if you want to set up a Web site, you have to apply to register a site name and pay a small fee; after that, no one else can use your site name. Concerning the second area of control, if you wish to publish Web pages, you must do so through an ISP, and ISPs often have rules that you must follow—rules that may govern, for example, the type of content Web pages may contain, where the pages can be stored, and so on.

Other than these constraints, the Web is a pretty wide-open place. However, on the Web you are still subject to societal rules and could find yourself in legal trouble if you slander someone, display information that is copyrighted by someone else, or commit fraud. When browsing the Web, you also need to understand that the people who use the Web and create Web pages represent a cross section of society. As such, there is both good and bad material on the web ("bad" material ranges from pornography to inaccurate or misleading information). And, because there is no one person or organization in control of the Web, there is no one to certify that the information presented on the Web is accurate, correct, and up-to-date.

Fraud is a problem, too. There have been several recent press releases from the federal government warning people to be cautious about buying unsolicited stocks and other securities over the Web.  Understand, however, that when fraud is detected, those responsible can be prosecuted, and the penalties can be severe. Nevertheless, when shopping on the Web, you would do well to remember the old saying, "a fool and his money are soon parted." This is not to say that there isn't a lot of good information on the Web and that you can't find good bargains; a surfer just has to be careful and evaluate any information taken from the Web.

One thing that the Web has facilitated is the formation of interest groups of various types. These groups can range from support groups for specific illnesses, to groups interested in hobbies such as stamp collecting or flying radio-controlled model planes. The Web provides a convenient meeting place for people with similar interests. Because distance is not a problem, people can easily communicate even though they are separated by vast distances. Some families that are geographically separated use the Web to communicate. People can see pictures of their grandchild almost as soon as they are taken. The parents have a digital camera (cost about $250) and they put the pictures on their Web page. The grandparents can access the Web page and see them.

If you have not yet tried searching the Web for information, you should do so. You might try looking for information on a favorite topic using a **search engine**. A search engine is a program that allows one to search for keywords in files at one or more Internet sites. Popular search engines include Lycos, Excite, and AltaVista. To try looking for information using a search engine, you might, first, pick a topic, then visit a search engine such as one of the ones mentioned above and read the help pages to learn how to use it. Then you are ready to start searching for information on your chosen topic. However, after every fifteen minutes or so of browsing, you should stop and see where you are. Don't be surprised if you find yourself far from the topic you chose originally, having become sidetracked by something else that caught your eye along the way. Also, be sure to remember that there is no one certifying that what you read is accurate. One important rule for Web surfers to keep in mind is "caveat emptor" or "buyer beware."

We discuss search engines in more detail in the course page [1.1.4 Searching the Web](javascript:ContentByName('pg-searching-the-web');).

**1.1.2 Your Web Pages**

As we have seen, there is no agency or group that certifies the information on the Web to be accurate, valid, and up-to-date. There is, however, the idea of the "Reasonable Person Principle" that many people follow. This idea is simply the Golden Rule at a practical level. If you are going to provide Web pages for others to view, then you should keep your Web pages in a condition that mirrors what you would like to find when you visit other people's pages.

At a minimum, the information should be correct and up-to-date. If your email address changes, then you should edit your Web page to reflect the change. If you don't want a lot of mail, don't include your email in the Web page. Putting your email address on the page implies that you will respond to mail. As a corollary to the "Reasonable Person Principle," if you have any doubt about displaying information, do not display it.

Remember that the users of the Web represent a cross section of society with its good and bad elements. Be careful about the personal information concerning yourself, your family, and others that you put on the Web. If you surf the Web, you will notice that many personal sites do not include home addresses and phone numbers. Many users keep the communication at an electronic level—probably not a bad idea.

If you decide to join the Web society, start small and simple. Keep your goals for your Web pages within your grasp. As your skills grow, you can enhance your Web pages to match your skills. If you build your pages in this manner, you will probably find your efforts more rewarding.

**1.1.3 Clients, Servers, and URLs**

**Clients**

**Client** and **server** are two terms that are common in computing contexts, but their meanings are not always understood. In a client-server setup, a client application requests information from a server application or asks the server to perform some task on its behalf. If you run a Web browser on your computer and use that browser to view Web pages from other computers, your browser is considered a client. When you, through a browser, request information from another site on the Web, the site that supplies the information (say, a Web page you wish to view) is considered a server.

**Servers**

Server applications are typically run on powerful computers, since they need to be able to service concurrent requests from a number of clients. On the other hand, client applications are typically run on less powerful computers, such as PCs or workstations. You probably do not use your home computer as a server, and if you publish pages on the Web, you probably do so through your school, your company, or through an independent ISP, which operates the server that makes your pages available to the Web.

**URLs**

The **Uniform Resource Locator** naming scheme provides users with a way to access Web resources using a uniform means for addressing those resources (HTML pages, text documents, images, and the like). A Uniform Resource Locator,or more commonly calleda "**URL**" (pronounced "U-R-L"), is the address of a specific Web resource, and typically, a URL has three elements. The first of these elements consists of an identifier that identifies the communication protocol to be used to access the resource the URL addresses, and this identifier is followed by a colon (:) and two slashes (//). Incidentally, a **communication protocol** is a generally agreed upon set of standards and rules that machines follow when they communicate with each other, and the most common protocol identifier found in URLs is "http" (which stands for **H**yper**t**ext **T**ransfer **P**rotocol); therefore, a large percentage of the URLs you'll encounter will begin with *http://*. Other common protocol identifiers you'll come across are "file" and "ftp"—as in *file://* and *ftp://*.

The second element of a URL is the name of the machine hosting the resource, an example being *www.icarnegie.com*. In addition, URLs typically include a third element, which is the name of the resource addressed by the URL. This name is specified in term of a path—such as, */courses.html*. Hence, a complete three-element URL might look as this: *http://www.icarnegie.com/courses.html*. And, as such, the URL might be interpreted this way: Using hypertext transfer protocol, retrieve the file on *www.icarnegie.com* named */courses.html*.

**How it Works — the Basic Model**

Client sends a request for a resource. A request consists of a protocol ("How do I get this resource?"), the server ("What server has this resource?") and the resource itself ("What resource specifically?"). The server first locates the resource that has been requested. Using the specified protocol, it then transmits a copy of the bytes that constitute the requested resource back to the client. When the client receives the resource, it deals with it in an appropriate way (saves it, displays it, etc.).

For a more specific discussion of this topic with regard to Web servers, read the [Webopedia](http://webopedia.com" \t "externalWindow) article "[How Web Servers Work](http://www.webopedia.com/DidYouKnow/Internet/2003/HowWebServersWork.asp" \t "externalWindow)."

**Beyond the Basic Model**

Under-utilized computer resources on both the client and server sides of things, the need for dynamic Web content, as well as a number of other issues—security being the most important of these—have encouraged efforts to extend the basic client-server model. As it turns out, these developments have focused on what occurs on the client and server ends, after a transmission from one to the other has taken place. To begin with, these innovations consisted of client-side and server-side scripting. On the client side, this means that some HTML pages now execute scripts. On the server side, this means that servers now sometimes execute auxiliary applications, including Java servlets. The importance of Java servlets lies, in particular, in their ability to address the need for dynamic content by composing Web pages "on the fly." This aspect will be the course's focus in later units.

**Questions to Consider**

* Given the description of Web servers above, what limitations can you see with this client-server model?
* In the above model, can the client receive personalized information?
* In your own explorations of the World Wide Web, what behaviors have you seen that the model above does not account for?

**1.1.4 Searching the Web**

First, let's discuss the difference between ***browsing*** and ***searching***. There is no formal definition for these terms like the kind we might find in a science textbook. However, for our purposes here *browsing* denotes the activity of following hyperlinks (also called *links*) that one encounters on succeeding pages. For example, suppose you hear a URL in a radio commercial on your way to school, and when you get a chance, you sit down and access that site. At that site, you find many hyperlinks, which in most browsers are displayed as blue underlined text. Among the many hyperlinks, you find one that catches your interest, and you click it. The link takes you to another page, which in turn contains another interesting link that you proceed to click. And, so it goes, until the next thing you know it's past lunchtime, and you've missed two classes and your work-study job.  *Browsing* denotes this unfocused, random passing from link to link around the Web.

Although what begins as *searching* may turn into browsing, searching involves the use of a computer program called a **search engine**. We said a little about search engines earlier in the course, and now it's time to say a little more. The term *search engine* is a generic one that refers to a class of programs, though the members of this class may employ very different search mechanisms. On the Web, popular search engines are often available through particular Web sites, sites that feature an index of almost all the pages on the Web. Users can therefore use the search engines at any of these sites, which rely on the mechanism of the site index, to search the Web efficiently for documents and pages containing specific words or phrases. The results of such a search is a list of Web pages the engine has found (referred to as "hits"), arranged in order of decreasing relevance. Several engines of this type are available on the Web, some of which are listed below:

* [Excite: www.excite.com](http://www.excite.com" \t "externalWindow)
* [AltaVista: www.altavista.com](http://www.altavista.com" \t "externalWindow)
* [Lycos: www.lycos.com](http://www.lycos.com" \t "externalWindow)

Note also that there are two types of search sites on the Web:

* **Sites that feature a search engine**. Sites of this type maintain indexes or databases of the addresses of virtually all of the pages and documents on the Web. These indexes and databases are updated regularly and automatically by programs known as "spiders," which search the Internet for the addresses of new documents and pages that have become available. Therefore, when you use the search engine at any of these sites, you are, practically speaking, searching almost the entire Web.
* **Sites that feature a Web directory**. A Web directory is similar to a telephone directory, in that it organizes information available on the Web into different categories and subcategories. Typically the categorization process relies on some amount of human effort, and since the amount of information on the Web is vast, more than is possible for one company or person to categorize, only a fraction of what is on the Internet gets included in a Web directory. Unlike search engine sites, which rely on automatic means to gather entries, Web directory sites typically rely on the owners of relevant Web sites to submit their sites for inclusion. One of the better-known Web directory sites is [Yahoo!](http://www.yahoo.com" \t "externalWindow); however, nowadays almost all search engine sites also have directories.

It turns out that, if you are looking for specific information and want to find it in a reasonable amount of time, you have to refine your searching skills. To do this takes practice and information. If you look carefully at a search engine's Web page, you will find a help button somewhere. Clicking this button will take you to a set of help pages. It will take time to work through this information and to test it, but it's time well spent, because it will reduce the overall time you spend finding information.

Let's try a sample search. We would like to learn something about tourist activities on the island of Java in Indonesia. Say we go to [Altavista (http://www.altavista.com)](http://www.altavista.com" \t "externalWindow) and type in the word "java" into its search engine. AltaVista pauses for a second and then comes back with a lot of "hits." You can see the actual output we got when we tried this: [See Search Output](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-using-web/pg-searching-the-web/java1.gif" \t "externalWindow). As you no doubt noticed looking at the output, the results we got were not what we wanted. Many of the pages returned by the engine were about Java the programming language, not Java the island. Although search engines these days are quite clever, they cannot read our minds and give us exactly what we want all of the time. So, we must refine our searches. Look at AltaVista's help page for the different operators available to us. Since we know that the island of Java is in Indonesia, we can use the "+" operator to specify that the word Indonesia must appear in all result pages. We are thus reducing the scope of our search for Java to those pages that contain references to Indonesia as well. The pages returned by our refined search will, we hope, give us the information we desire. When we tried our refined search, that hope was realized—as the [results of our revised search](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-using-web/pg-searching-the-web/java2.gif" \t "_new) show.

As a prudent use of the "+" operator in the search string shows, a little knowledge can go a long way in helping you search for information. You don't need a book if you are willing to use the help information offered by each search engine. It is important to note here that each search engine has different rules for refining and narrowing a search. You can learn more by visiting the search engine's help pages. We urge you to spend time using a variety of search engines, trying to refine and narrow the focus of your searches. Doing so is fun, and what you learn can be helpful when it comes time that you really need to find information.

**1.1.5 Commerce on the Web**

Web-based Internet commerce (also known as e-commerce) can take many forms, of which some are relatively new. We will look briefly at three of the most common forms of Internet commerce:

* Internet Service Providers (ISPs)
* Advertising
* Commercial Transactions

**Internet Service Providers**, as the name implies, sell you access to the Internet. The cheapest form of internet service provided is the ability to log on from your home. You typically dial up to a number provided by the ISP and are connected to the Internet, after which you can browse and search the Web. Many ISPs also provide email service, and many allow some minimal Web publishing. However, although one still needs an ISP to establish a major Web presence, establishing and maintaining such a presence can be expensive. The price is usually based on the total size of your Web page files and how many hits you want your site to be able to handle in a given amount of time. If you are going to sell goods through your Web site and are looking to make it popular, it will have to be capable of handling a large number of hits, and that can be expensive. Until recently, ISPs gave you a maximum number of connect hours to the Web for a fixed fee.  If you exceeded that number of hours, you incurred an hourly charge. However, things have changed, and many ISPs now offer unlimited Web connect time for a fixed fee—currently about $20.00 a month.

**Advertising** is one way that search engine companies make money. If you took our advice in [1.1.4 Searching the Web](javascript:ContentByName('pg-searching-the-web');), you tried out one or two search engines, searching for variety of things. While you were doing this, you probably noticed lots of visual clutter that search engine companies call advertising. The companies that this "visual clutter" advertises pay a search engine company a fee every time their ads are displayed. The fee per display is small, but since there are a lot of people using the Web, the display fees add up. Search engines also select the ads to be displayed on the basis on what a user is searching for. If, for example, a user is looking for information about football, they probably will not be shown ads for the opera. However, if they are searching for classical music, a search engine may show ads to the opera. Note also that many of the ads include links to the Web site of the company they advertise. Follow just a few of these links and you may find yourself spending a lot of time and, possibly, a lot of money.

**Commercial transactions** do not represent a large percent of Internet commerce, but that percentage is growing. Presently, you can order books from several companies on one day and receive them the next. Furthermore, during the holiday season, you can also order toys, and companies that use printed catalogs are now likely to put their catalogs on the Web: it is cheaper to display a catalog on Web than to print and mail it to many individuals. Doing this also makes inventory control a little easier; the Web-based catalog can be updated immediately to reflect changes in inventory. Therefore, if blue shirts sell out, that listing can simply disappear from the catalog on the Web. That is not possible with a printed catalog, and some electronic catalogs display more items than it is practical for a printed catalog to do. To see an example of a sophisticated commercial site that features a Web-based catalog, check out the Lands' End Web site at [www.landsend.com](http://www.landsend.com" \t "externalWindow).

Recent news articles report that many observers believe that the number of commercial transactions on the Web will continue to grow each year for the foreseeable future, and other forms of Web commerce are possible. Web commerce is, in fact, a field fertile with opportunity for clever and thoughtful individuals. There are many niches that haven't even been filled yet, and Web commerce as an enterprise is still very new. Just remember that prior to 1997, you couldn't even order books on the Web.

**1.1.6 Some Ethical Considerations**

Let's start with some interpretations of the simple question, "What can you put on your Web page?"

1. Can you go to your favorite sports team's Web page, make a copy of the .jpeg or .gif file that is their logo and put that logo on your Web page?
2. Can you put a link on your page to the home page of your favorite sports team?

The answer to number 1 is "No." There is a very strong possibility that your favorite sports team has that logo copyrighted. To use it legally, you need their permission. Whether or not they prosecute you for copyright infringement is beside the point: you need their permission to put the logo on your page.

The answer to number 2 is "Yes." You can put on your Web page a link to any other Web page. If your favorite sports team does not want everyone to access its Web page, it can put a gate on the page and require people to log in with a password.

The use of any material from another Web site that is not specifically marked as free for the taking, or for which you do not have permission, is not ethical. In this context, the word *material* is very broad. It means text, pictures, graphics, backgrounds, cute little buttons, and enhancements. There are some sites that provide graphics and enhancements free for the taking. If you find something you like, you can send email to the Web page owner and ask for permission to use what's there.

In the page [1.1.2 Your Web Pages](javascript:ContentByName('pg-your-web-pages');), we said that if you have any doubt about material you want to put on your Web page, leave the material out. The same is true here—if you don't own it, don't use it. And, if you use text, be sure to include a full attribution stating its source.

**1.2 What's in the Web?**

**1.2.1 What's in a Web Page?**

By now, you probably have a basic knowledge of Web browsers and how to use them. You may also be aware that there are several competing browsers on the market. Web browsers allow us to view Web pages, which is, as you know, what you are currently reading. A Web page is "written" in a formatting language called HTML. When we view a Web page, we normally do not see the elements of this language. However, if you are using a browser such as Netscape or Internet Explorer, it is possible to see the HTML elements that make up the page you are viewing (known as the page's "source code" or just "source" for short). Position the mouse pointer anywhere over the page and click the right mouse button. Click **View Source**, **View Frame Source**, **View Page Source**, or equivalent command on the menu that appears. However, be warned: some pages are quite complex, so we suggest you start with a simple one. To see one example, you might look at the [author's home page](http://www.cs.cmu.edu/%7Ejar" \t "externalWindow). It is a relatively simple Web page, but it manages to provide some useful information. Take a moment to look at the page, and then look at its source.

The type of file you are looking at when you view a page's source is a **text** **file**. Unlike Claris, WordPerfect, or Microsoft Word files, text files do not contain special formatting characters that cause text to appear as **bold**, underlined, and the like. But, if the file that contains a Web page's source contains no special formatting characters, how is that Web pages exhibit these and many other formats? The answer is HTML consists of special formatting notation—called *tags*—that tell a browser how to display a Web page's content. Some of these tags can create connections to other computers over which information is transferred (such as text and images) for display on your computer. Now, to look at the tags that create this course page, position the mouse pointer anywhere over the page and click the right mouse button. Click **View Source**, **View Frame Source**, **View Page Source**, or equivalent command on the menu that appears. In a short while, you are going to learn a number of these tags and use them to create your own Web page.

Since you are learning to create Web pages, it is a good idea to get in the habit of looking at the Web page source when you browse. Don't be surprised if you find some very strange information in the source files. The more detailed and complex a page is, the more complicated its source is, in terms of number and types of tags. But, any page's source is understandable—if you take the time to decipher the tags. However, since we have many other things to cover in this course, we will decipher only a few tags for now—just enough to allow you to produce several basic Web pages. If you want to take your Web pages to the next level of visual delight, then you will have to explore the tags needed to do that on your own (and we strongly encourage you to do just that kind of exploration).

We should actually call the programming exercises in this course "labs"—since in order to get the most out of them, you should always do a little experimenting when you are working on them. Of course, unlike what you may remember from Chemistry class, these "labs" should allow you to experiment freely as you like—without the need to wear safety goggles and aprons. Such experimentation is one of the major ways we learn how to write Web pages or Java programs—by mimicking those features, we see and like in the applications of others—and by trying out features, we dream up on our own. Programming is like playing an instrument; it takes practice, frequent practice on a regular basis, and many of our students find experimental practice one of the more enjoyable aspects of programming. Of course, with experimentation comes failure—but, again, one of the biggest advantages programming has over Chemistry is that simple programming experiments do not result in explosions, flames, and broken glass!

**Other Information on Creating Web Pages**

There are a lot of books out about authoring Web pages. One that the author has both used and loaned to others is *HTML Web Publishing 6-in-1*, by Todd Stauffer, from QUE publishers (ISBN 0-7897-1407-8).

You can also visit the sites behind the links below and find a lot of good information about HTML:

* Raggett's [Getting Started with HTML](http://www.w3.org/MarkUp/Guide/" \t "externalWindow)
* [A Beginner's Guide to HTML](http://www.ncsa.uiuc.edu/General/Internet/WWW/HTMLPrimerAll.html" \t "externalWindow)

Also, before you spend your money on any book, we suggest you check your campus library to see what they have. And, you can always "surf the net" to find online tutorials as well.

**1.2.2 A First Look at HTML**

The acronym ***HTML*** stands for ***Hypertext Markup Language***.  Let's examine this term, starting with the last word first:

* ***Language***. Language is a term we all understand. A language is a system of signs used for communication—written and oral. For example, we are communicating the content of this course with a language known as *English*.  But, English is a human language, a language that humans use for communicating with humans; HTML, on the other hand, is a language that humans use for communicating with Web browsers.
* ***Markup***. In paper publishing contexts, markup is the process of preparing manuscripts for typesetting by marking them with directions about font type and size, indentation, spacing, and the like. The same principle applies in electronic publishing. Instead of marks made by pencil or pen, formatting directions are conveyed by notation called "tags." We mentioned tags in this context earlier; however, we did not mention earlier that the goal of markup is to make the text more meaningful. Whether markup elements make one part of a text bigger, darker, or a different color than another part, or whether they add blank lines, indentation, or horizontal bars, markup elements should make the text more meaningful by focusing and guiding a reader's attention. For example, a reader is more apt to notice and recognize a title for what it is if it is bigger and darker than the rest of the text.
* ***Text***. Text refers to the words on the computer screen that we are marking up. But, the word "text" actually has another, special meaning in computer contexts: the term "text format" denotes the plain characters of the ASCII (American Standard Code for Information Interchange) character set. As it is, text format is the simplest format in which to store written materials, and text files contain only the characters of the ASCII character set— which consists of printable characters such as punctuation marks and alphanumeric characters, but not symbols that render text in special formats such as **bold**, underscore, and *italics*. In contrast, word processors like Microsoft Word embed all sorts of hidden characters in their files, and these hidden formatting characters control the appearance of text as we see it on the screen.
* ***Hyper***. This term should be combined with the term "text" in this discussion. Hypertext as a concept developed from Vannevar Bush's 1932 visionary brainchild known as the "memex," a device that would create links between related topics in different papers, and although the memex was never built, the notion of creating linked, nonlinear structures of information endured. A hypertext document is quite different from a traditional printed document. In a printed document, the order in which information is presented is linear—that is, sentence 1 precedes sentence 2, which in turn precedes sentence 3, and so it goes on up the levels so that chapter 1 precedes chapter 2, which precedes chapter 3, and so on. However, a hypertext document contains links, and by clicking a link, a user is taken to a different page or different part of the same page. If the user then clicks other links, he or she is taken to another page or part of the same page. Thus, the user can follow a nonlinear path through the document or documents, using the links provided by the author and encountering the information there in an order that depends on the choices that both they and the writer have made.

**1.2.3 A More Detailed Look at HTML**

The remarkable fact about HTML is that it has already become a widely accepted standard, and browsers that can display HTML documents have become commonplace and available for most types of computers. Therefore, most computers, given an appropriate browser, can display HTML files. This was not the case in the days before HTML. Back in those day there were several competing formats, each requiring different software to read and display its documents—and getting the software to display a particular format on a particular type of machine was often not an easy task.

**Choice of Editor**

In this subsection, we will practice writing HTML documents and viewing those documents in your browser. In order for you to write an HTML document in a computer, you need an editor. The editor that you choose must allow you save documents as text files.  The editor must also allow you to save these documents with  ***.html*** extensions (**.*htm*** will work also): "MyFirstWebPage.html" or "MyFirstWebPage.htm".  A **filename** **extension**, as you may know, is a suffix on a filename that consists of a period (or "dot") and a sequence of characters. By saving files in text format, you force the word processor to leave out its own special formatting characters, which Web browsers cannot read.  By using the extension .html, you identify the file as one a Web browser can read and display using the HTML markup tags in the file. In Windows, the extension tells the operating system the kind of contents stored in the file—that is, the file type. For example, an .htm extension indicates an HTML file type. On UNIX and Macintosh, the filename extension does not mean anything to the operating system.

You really must do a lot of practicing in addition to doing the exercises. The exercises will be much easier and more worthwhile if you have spent several hours just experimenting with HTML. Remember that programming is like playing an instrument—you must practice. Practicing involves spending time every day on the computer experimenting and trying things out to see what happens. Practicing one hour a day, seven days a week is much better than practicing for three on Saturday and four on Sunday.

**The Basics**

As we mentioned earlier, the symbols that we add to the text to tell Web browsers how to display that text are called *tags*, and there are many types of tags. Each tag is enclosed inside a pair of angle brackets ( "<" and ">", otherwise known as the mathematical operators for "less than" and "greater than"). Some tags come in beginning and ending pairs that follow the syntax <TAGNAME> and </TAGNAME>, with ending tags distinguished by a forward slash ("/") after the open angle bracket ("<"). Here is a pair of tags that identify a section of text as a paragraph:

<P>   
  
 Now is the time for all good programmers to quit.  
  
 </P>

The *<P>* tag above marks the beginning of a new paragraph, and the *</P>* tag marks the end of the paragraph. You can use either an uppercase or a lowercase *P,* but our convention is uppercase. The text between these tags will be displayed so that they "wrap" to fit in the window of the browser—that is, lines of text will not extend beyond the window's left or right margins.

But, not all tags come in pairs of beginning and ending tags. Suppose you want the Web browser to put a line break at a particular place in the text. Just hitting the ENTER key (or the RETURN key on a Macintosh keyboard) while editing a file will cause the editor to insert a line break in the text—but doings so will not cause a Web browser to display a line break at that point. That is because the character that hitting an ENTER key inserts into a text does not mean the same thing to a browser that it does to an editor. To tell a browser to display a line break, you use the <BR> tag. Note that while you can use several consecutive <BR> tags to tell browsers to display multiple blank lines (that is, a series of line breaks), this will not always have the desired effect: some browsers will display multiple blank lines, while others will ignore all <BR> tags after the first. Here is an example of a passage of text inside paragraph tag that makes use line break tags:

<P>This is the first sentence of the paragraph   
  
and the browser will add line breaks wherever  
  
needed to fit it on the page.<BR>This will be  
  
a new line in the display.<BR>So will this one.</P>

We can make the text easier to read by typing the above text like this:

<P>  
  
This is the first sentence of the paragraph   
  
and the browser will add line breaks wherever   
  
needed to fit it on the page.  
  
<BR>  
  
This will be a new line in the display.  
  
<BR>  
  
So will this one.  
  
</P>

In either case, a browser will display something like the following:

This is the first sentence of the paragraph and the browser will add line breaks wherever needed to fit it on the page.   
This will be a new line in the display.   
So will this one.

However, formatting the text as in the second case can makes the text easier to work with in an editor.

Note: the browser will ignore all of the extra white space we've added to make the text easier to read and will simply display the text according to the instructions provided by the HTML tags in the text. But, we are getting ahead of ourselves.

**The Main Components**

An HTML document should begin and end with this tag pair:

<HTML>

</HTML>

Immediately after the <HTML> tag should be the following tag pair to denote the document header:

<HEAD>

</HEAD>

In between the <HEAD> </HEAD> pair should be the <TITLE> </TITLE> tags. The title of the document is specified within them. This title will be displayed in the title bar of the Web page—for example,

<HTML>  
  
<HEAD>  
  
<TITLE>  
  
My First Web Page  
  
</TITLE>  
  
</HEAD>  
  
</HTML>

Next come the beginning and ending BODY tags:

<HTML>  
  
<HEAD>  
  
<TITLE>  
  
My First Web Page  
  
</TITLE>  
  
</HEAD >  
  
<BODY>  
  
</BODY>  
  
</HTML>

Almost all of a Web page's content will come between the beginning and ending BODY tags ("<BODY>" and "</BODY>").

Now, we need to consider one other type of tag—"comment" tags. If, for example, we are creating a Web page and we want to put something (a remark, note, etc.) in among the page content but we DO NOT want that something to be displayed by a browser, we can accomplish this by putting inside a pair of comment tags. Unlike the label-like tags we have encountered so far, comment tags consist of a beginning and ending sequence of characters ("<!--" and "-->"). Below is an example of a comment inside a pair of comment tags:

<!-- This is a comment. -->

The <!--   --> character sequences above mark or *delimit* (a good programming word) the beginning and end of the comment.

**Physical Styles**

**Physical style** tags allow us to tell browsers to use certain font styles. The following tag pairs force the following styles:

* <B> </B>                 **Bold**
* <I> </I>                    *Italics*
* <TT> </TT>             Monospace(fixed width)
* <U> </U>                 Underline
* <SUB> </SUB>       Subscript
* <SUP> </SUP>        Superscript

If an HTML document had the following text:

The following is <B>bold</B> while the following is <U>underlined</U>.

It would display like this:

The following is **bold** while the following is underlined.

**Logical Styles**

When we use **logical styles**, we allow browsers to decide how to display the text. Here are a few of the logical style tags:

* <EM> </EM>                                 *Emphasized text*
* <STRONG> </STRONG>             **Strongly emphasized text**
* <CITE> </CITE>                           *Text in citation*
* <SAMP> </SAMP>                       Text in a computer screen output sample

There are a few other logical style tags, so you might want to go exploring here.

These are used in a manner similar to the way physical tags are used, but the browser decides how to display the text. For example, the following HTML text:

The following is <STRONG> strongly emphasized text </STRONG>.

might look like this in Netscape

The following is **strongly emphasized text**.

and like this in Internet Explorer

The following is strongly emphasized text.

**Size and Color**

If you want to set the background color of your Web page, you can do this in the body tag like this:

<HTML>  
  
<HEAD>  
  
<TITLE>  
  
My First Web Page  
  
</TITLE>  
  
</HEAD >  
  
<BODY  BGCOLOR=RED>

</BODY>  
  
</HTML>

You can set the font size as follows: <FONT  SIZE=7>

Possible font sizes range from 1 (smallest) to 7 (largest).

You can also set the color of the font as follows: <FONT  COLOR=RED>

The color of the font following the above tag will be red until it is changed by another FONT tag—or until the next ending FONT tag ("</FONT>"), at which point the font will return to the default color, whatever that happens to be set to.

Choosing colors by name limits you to a basic set of colors, and if you want to work with shades of color, you will have to employ RGB color codes. A RGB color code consists of a sequence of three two-digit hexadecimal values, values that can range from 00 to FF  The RGB color system uses the three hexadecimal values to represent the amounts of red, green, and blue (in that order) present in the desired color. The amounts specified can range from 00 (none) to FF (as much of the color red, green, or blue as possible). Thus, to express a color, you employ a six-digit hexadecimal number representing three color-amount values. Each color amount value is represented by two hexadecimal digits.  For example, instead using the notation "<BODY  BGCOLOR=RED>" to set the background color, as we did above, we can achieve the same result using an RGB color code:

<BODY  BGCOLOR="#FF0000">

To specify yellow as the background color, one could write

<BODY  BGCOLOR="#FFFF00">

To specify gray, one could write

<BODY  BGCOLOR="#BEBEBE">

**Headings**

There are seven levels of heading tags, which come in beginning and ending pairs. The <H1> and </H1> tags are used to delimit the highest-level headings (which are also the largest) and <H7> and </H7>, to delimit the lowest level headings (also the smallest).

**Horizontal Lines**

It is possible to create a horizontal line (or "rules") on a Web page by using an <HR> tag. Used without attributes, an <HR> tag creates a shaded line across the width of a page—and should the user change in the size of the window in which the Web page is displayed, the browser will adjust the length of the line accordingly. However, there are several attributes that allow you to modify the appearance of the line the tag creates:

|  |  |
| --- | --- |
| SIZE=5 | SIZE sets the line's thickness in terms of pixels—5 pixels in this example |
| WIDTH=50 | WIDTH sets the line width in terms of a percent of the width of the Web page displayed—50% in this example |
| ALIGN=LEFT | ALIGN justifies the line against either the right or the left margin (as in this example) or centers it in the window |
| ALIGN=RIGHT | justifies the line against the right margin |
| ALIGN=CENTER | centers the line in the window |
| NOSHADE | NOSHADE removes the line's default shading |

And, you can use several of these attributes together like so:

<HR SIZE=10 WIDTH=75 ALIGN=CENTER>

**Preformatted Text**

Suppose you have text that is already formatted the way you want it, and you don't want to trust browsers to decide how it should be displayed. You can make browsers use the formatting you designate by using the PRE tag (where *pre* stands for *preformatted*), which consists of the beginning and ending tags <PRE> and </PRE>. Here is an example:

<PRE>  
Type this #$&\*\*$&($\*\*  
 |\_\_\_\_\_\_\_\_\_|  
Be sure to type exactly this.  
</PRE>

Ideally, a browser will display text just as you have formatted it. However, browsers may not always present text as intended. Therefore, you should always verify that the page displays in the browser as you intended it to.

**Lists**

Here we encounter two kinds of lists: ordered (or numbered) lists and unordered lists. Creating an ordered list requires two different tags. The first is the OL tag, which consists of the beginning and ending tags <OL> and </OL>. The OL tag automatically numbers the elements of a list, starting at 1. The second tag required to create an ordered list is the LI tag (for "list item"). Use the tag to create items in the order list by placing a single <LI> tag in front of each element of the list. Here's an example:

The Top Three Reasons to Write Java Programs:  
<OL>  
<LI> I want to pass   
<LI> I want to graduate  
<LI> I want a job when I graduate  
</OL>

An unordered list, on the other hand, requires use of the UL tag, which also consists of a pair of beginning and ending tags: <UL> and </UL>. Like the ordered list, however, items are created on an unordered list using the LI tag:

The Top Three Reasons to Write Java Programs:  
<UL>  
<LI> I want to pass  
<LI> I want to graduate  
<LI> I want a job when I graduate  
</UL>

Finally, list items of ordered and unordered lists may optionally be enclosed in a beginning-ending pair of list item tags:

The Top Three Reasons to Write Java Programs:  
<OL>  
<LI> I want to pass </LI>  
<LI> I want to graduate </LI>  
<LI> I want a job when I graduate </LI>  
</OL>

and

The Top Three Reasons to Write Java Programs:  
<UL>  
<LI> I want to pass </LI>  
<LI> I want to graduate </LI>  
<LI> I want a job when I graduate </LI>  
</UL>

**Finally**

This has been a very brief look at some of HTML's capabilities. There are many more things you can accomplish using HTML tags; however, with the tags you've encounter here, you have all you need to start building good, effective Web pages. We encourage you to, first, work with this material found in this page and then to explore some of HTML's other capabilities. One word of caution: HTML is evolving rapidly, and new capabilities are constantly being added to the language; therefore, if you want to master HTML and maintain that mastery, you will have to be diligent to keep up with it as the language keeps changing.

In learning HTML, just as in any other learning, whether it's learning to play tennis or to play piano, remember to practice one hour a day. Who knows, you might even enjoy it!

**1.2.4 Creating Links to Other Documents**

It is worth recalling the previous discussion of HTML documents. We mentioned that HTML documents can have links to other documents and that users can use these links to navigate to these other documents. Note that in the context of the Web, all documents and other Web resources reside on some computer. In this section, we will return to the subject of how Web resources, such as documents, can be distinctly addressed so that links can be created to those documents from other documents. As we learned earlier, such distinct Web addresses are called Uniform Resource Locators or URLs. In this section, we will return to this subject and go into it in a little more depth.

**URLs**

To review what we learned earlier, URLs are the addresses of Web resources that allow us to access those resources. A typical URL consists of three elements, though this number can and does vary. These elements are

1. A **protocol identifier,** which consists of a label signifying a communication protocol (such as *http*, *file*, and *ftp*) followed by a colon (*:*) and two slashes (*//*), as in http://
2. A **host name** (or "server name" as it is often referred to), which is the name of the machine hosting the resource, as in www.icarnegie.com
3. A **resource name** in terms of a *path*, as in /courses.html

Now, we'll explore these in more depth. Here is the complete URL to the author's home page:

http://www.cs.cmu.edu/afs/cs/user/jar/www/index.html

Let's take this path apart piece by piece.

The first element, *http://,* indicates that the home page is to be retrieved using the communication protocol known as HTTP (Hypertext Transfer Protocol).The second element, *www.cs.cmu.edu*, is the symbolic name for a computer at CMU (Carnegie Mellon University). That computer is the Computer Science Department's Web server and is the computer that hosts the author's home page. Incidentally, by convention, host names commonly begin with the node *"www*," although they can just as easily begin with something else—such as "*server*," as in "*server.cs.cmu.edu*." The last node of this symbolic name, "edu," adheres to the Domain Name System (DNS) convention of identifying educational entities with the suffix *"edu*."  Below are a few other DNS conventions, showing suffixes and the entity types those suffixes go with:

* com – commercial organizations such as Ford or IBM
* edu – U.S. educational entities
* gov – U.S. government agencies
* net – a network service provider
* org – non-profit organizations such as PBS or the Red Cross

After specifying the host computer name, we then provide more information about the exact location of the home page file on the host in terms of a "path"—that is, in terms of a meaningful series of characters and slashes (/). The file name of the home page we are trying to access is the string of characters that follows the last slash on the right in the path. The slashes and characters to the left of the file name describe the directory hierarchy, from the server root directory—signified by the initial slash (/) following the server name—to the directory in which the file resides. The *directory system* (or the *folder system* on machines running Mac OS or Windows 9x) is hierarchical in a way that is similar to a family tree. In our example, the initial slash (/) after the server name signifies the root of the directory tree described by the URL http://*www.cs.cmu.edu/afs/cs/user/jar/www/index.html*. (Incidentally, root directories are sometimes represented by appending the server name to the slash, like this *www.cs.cmu.edu*/.) Moreover, each slash (/) that follows the slash after the host name marks a transition to a lower directory level—much the way that branches of a family tree lead from grandparent to parent to child to grandchild. Let's take a closer look at the part of the URL that follows the host name, which we have called a "path":

/afs/cs/user/jar/www/index.html

The term "path" provides us with a metaphor by which we might understand this segment of the URL. This segment indicates that in order to access the file *index.html*, we must first enter the *afs* subdirectory of the server, and then once in the *afs* subdirectory, we must go to the *cs* subdirectory. We then must continue in a similar manner and enter the *user* subdirectory, the *jar* subdirectory (which is the author's personal directory), and, finally, the *www* subdirectory. Remember, in a path, all of these subdirectory names are separated by slashes (/).

To reinforce our understanding of the hierarchical nature of URLs, say we wanted to create a URL to Jim's physical office space at CMU. That URL might look something like the following:

wean.cmu.pgh.pa.usa/floor-3/corridor-1/room-08.

**URLs and Links**

So far, in our discussion of URLs, we have presented them from the perspective of complete and unique addresses necessary for identifying and accessing resources on the Web. A critical element in our discussion so far has been this notion of *complete*: in order to access a Web resource, any resource, a client such as a browser must use a complete URL. However, as we move to our discussion of links—those elements in Web pages that allow users to navigate from one resource to another—it is important to make the point that, although browsers require complete URLs, links do not need to *supply* complete URLs. That is, a link can supply only part of a URL (what we'll call a *relative URL*), and the browser relies on other sources to derive the complete URL.

Now, note that we are talking about links and linking here only at a conceptual level and haven't said anything yet about how links are implemented with specific HTML elements. However, don't worry: we will get to that matter shortly, later in this page.

**Links and Relative URLs**

*Relative URLs* are URLs that, at the upper end of the range, lack only a protocol identifier and a host name. At the lower end of the range, relative URLs can consist of only a resource file name. That is, the most a relative URL can contain and still qualify as a relative URL is what we have come to know as the *resource name* (as in */afs/cs/user/jar/www/index.html*), and the very least a relative URL can contain and still qualify as a relative URL is the *resource file name* (as in *index.html*).

There are three other points to make here.

* A relative URL that begins with a slash (/) describes the location of a resource in relation to a host's root directory. Therefore, we might call that type of URL a *relative-to-root URL*.
* A relative URL that does **not** begin with a slash (/) describes the location of a resource in relation to the location of the resource (that is, page) containing the link. Therefore, we might call this type of URL a *relative-to-resource URL*.
* The value of relative URLs is that they, for one, give us a way of abbreviating URLs, thus making it easier for us to create links. There is another benefit with respect to link maintenance, and we'll go into that shortly.

A relative-to-resource URL is a good choice, if you want to create a link to a file that is in the same directory as the file containing the link, or is in a directory that is a subdirectory of that directory, or is in some other directory on the same computer. If the file is in the same directory as the file containing the link, the relative URL need only include the minimum amount information: the name of the file to which the link is being made. If the file is in a directory that is below the directory as the file containing the link is in, the relative URL need also include, in addition to the name of the file, the path of the additional directories to where that file resides.

However, remember that a browser needs a complete URL to access a resource. Therefore, when it encounters a relative URL of either type, it must derive a complete URL by obtaining the missing information from some other source. However, while there are two or three sources a browser might obtain this information from, for our purposes in this course, the only source we'll mention is that of the URL of the page containing the link.

That said, when a browser encounters a relative-to-resource URL (the type that does **not** begin with a slash), it constructs a complete URL by prepending the URL of the file containing the link—less the file name—to the relative-to-resource URL.

For example, if the page containing the link has this URL:

http://*www.cs.cmu.edu/afs/cs/user/jar/www/index.html*

and the relative-to-resource URL consists of

*courses.html*

the browser would construct the following complete URL:

http://*www.cs.cmu.edu/afs/cs/user/jar/www/courses.html*

Again, if the page containing the link has this URL:

http://*www.cs.cmu.edu/afs/cs/user/jar/www/index.html*

and the relative URL consists of

*fall2003/courses.html*

the browser would construct the following complete URL:

http://*www.cs.cmu.edu/afs/cs/user/jar/www/fall2003/courses.html*

The relative-to-resource variety of URLs is especially useful when you are working with a collection of files that go together logically. If you use relative-to-resource URLs for your links, you can move those files as a unit to a different location, and the links between them will work without having to be updated.

On the other hand, relative-to-root URLs are useful when the resource to which the link is being made is **not** in the same directory as the file containing the link or one of that directory's subdirectories.

That said, when a browser encounters a relative-to-root URL (the type that *begins* with a slash), it constructs a complete URL using only the protocol identifier and host name from the URL of the file containing the link, appending those to the relative URL.

For example, if the page containing the link has this URL

http://*www.cs.cmu.edu/afs/cs/user/jar/www/index.html*

and the relative-to-root URL consists of

*/courses.html*

the browser would construct the following complete URL:

http://*www.cs.cmu.edu/courses.html*

Finally, one very important thing to say before we move on to our next topic: It is this last variety of relative URL—the relative-to-root variety—that you, as an SSD1 student should always use for your work in this course. Incidentally, using relative-to-root URLs will be especially important later in the course when you begin working with servlets and with the iCarnegie Servlet Workbench.

**Relative-To-Root vs. Relative-To-Resource Demo**

Before we move on to our next topic, let's try a demonstration that will illustrate vividly the difference be a relative-to-resource URL and a relative-to-root URL, a difference that can amount to the presence or absence of an initial slash (/).

Listings 1 and 2 below show the code of two HTML pages. Each of these pages contains an **IMG** element, and each of these elements refers to identically named images. The only difference between the two **IMG** elements is this: the first contains a relative-to-root URL, and the second, a relative-to-resource URL. Applying what we've just learned, the **src** attribute of the DemoRelToRootURL.html's **IMG** element specifies a relative-to-root URL because the URL begins with a slash (/), not with a server name. Also, since there are no other directories specified before the file name, the file *test.jpg* is said to be in the server's root directory. In contrast, the **src** attribute of the *DemoRelToResURL.html*'s **IMG** element specifies a relative-to-resource URL. The reference both lacks a server name and does not begin with a slash (/). Also, since there are no other directories specified before the file name, the *test.jpg* is said to be in the same directory as the page containing the link.

The next step will demonstrate just where the system expects to find the image files. Copy and paste sample HTML pages shown in Listings 1 and 2 into a plain text editor, such as Notepad, and save them each to your Desktop as files with .html extensions. Now, right-click the following link and save a copy of the test.jpg to your Desktop and a copy to your computer's root directory (which is probably C:\): [test.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-whats-in-the-web/pg-links-to-othr-docs/test.jpg" \t "externalWindow). (Note: for the purposes of this demonstration, test.jpg need not actually exist on your computer; the demonstration will work without it, so you can skip the last step if you want.)

|  |
| --- |
| <!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.0 Transitional//EN'> <HTML> <HEAD> <TITLE>Demonstrate Relative-to-Root URL</TITLE> </HEAD> <BODY> <IMG src='/test.jpg'> </BODY> </HTML> |
| **Listing 1** *DemoRelToRootURL.html* |

|  |
| --- |
| <!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.0 Transitional//EN'> <HTML> <HEAD> <TITLE>Demonstrate Relative-to-Resource URL</TITLE> </HEAD> <BODY> <IMG src='test.jpg'> </BODY> </HTML> |
| **Listing 2** *DemoRelToResURL.html* |

Once you've created these two HTML files on your Desktop, open *DemoRelToRootURL.html* in Internet Explorer, and what you'll see will be something like what is shown in Figure 1. Now, right-click on the image in the page, and then select the **Properties** command.

When the **Properties** dialog box appears (Figure 3), the image's expected location in terms of a path and file name is displayed after the label **Address**. Of course, the path and file name "C:/test.jpg" is equivalent to the Windows path and file name specification "C:\test.jpg"; and, as Figure 3 shows, the browser expects to find test.jpg in the computer's root directory.

If you are working with Netscape, you can accomplish this demonstration through slightly different steps. Annoyingly, those steps may vary, depending on which version of Netscape you are working with. So, by way of illustration, I walk through a Netscape demonstration with the version I am using: Netscape 7.02.

First, I open the page with Netscape, and, for some reason, Netscape 7.02 displays a blank page, not the graphic. However, I right-click the blank page, and then select the **View Page Info** command on the menu that appears, as shown in Figure 4.

When the **Page Info** dialog box appears, I click the **Media** tab, and the image file's location ("file:///test.jpg") is displayed both in the **Address** column and after the label "URL:" (Figure 5). Again, the URL "file:///test.jpg" is the Netscape equivalent of saying that it expects the file to be in the computer's root directory. Since Netscape 7.02 doesn't display the image, I must confirm that the URL constructed by Netscape from the relative URL in the link, is in fact pointing to the file in the machine's root directory. So, I select and copy the URL reported by Netscape (Figure 6) and then paste into the **Open** box of the Window's **Run** dialog (Figures 7 and 8).

When I click **OK**, test.jpg is opened in the default JPEG application, which on my machine is Internet Explorer (Figure 9). Notice the value displayed in the **Address** box.

Now, go through the process outlined above with *DemoRelToResURL.html*: open it in a browser and view the image address information. Figure 10 shows that the relative-to-resource URL tells the browser to look for test.jpg in my Desktop directory, which is the same directory where *DemoRelToResURL.html* is located.

To summarize this demonstration, the presence or absence of a slash (/) at the beginning of a path specification marks the difference between a relative-to-root URL and a relative-to-resource URL, a difference that cause the browser to look for the file in very different places.

**Using Complete and Relative URLs in a Web Page**

Below is a segment of code from the author’s home page (the file called *index.html*, which is in the *www* subdirectory). The segment illustrates how two *links* have been created. *Links*, by the way, are elements in a Web page that users can click to be "taken" to a different Web page. In Web jargon, they are said to be "following a link." The link shown below contains the relative URL to Jim’s freshman advisor page. The URL in the link below is a relative URL because it omits the protocol identifier and host name, and because it refers to a file that is also in Jim's *www* subdirectory, it also omits the path information, making it a relative-to-resource URL.

<A href='FA.html'> Freshman Advisor</A>

However, the URL in this next link refers to the "iCarnegie: In the News" page and is a complete URL:

<A href='http://www.icarnegie.com/about/news.html'> iCarnegie: In the News</A>

**Creating a Link to Other Files**

We got ahead of ourselves in the previous section, so some of this is going to be a little redundant. To create a link, you start with opening and closing anchor tags: <A> </A>.

Within the opening anchor tag, you add the HREF (**H**yperlink **Ref**erence) attribute like this: <A href> </A>. After the **href** attribute, you insert the URL within quotation marks. This finishes the link portion of the anchor.  After the opening anchor tag and before the </A>, you place the text you want to appear and represent the link on the Web page (that is, browsers will display the text, and readers of the page will be able to click it). Finally, you then add the closing anchor tag </A>.

Here again is the first link we encountered earlier in this page. Accompanying it here is an explanation of its various elements:

<A href='FA.html'>Freshman Advisor</A>

When a user clicks this link, the browser will fetch the file *FA.html* and display its contents. Since the path specified by the **href** attribute is a relative URL, the file identified by the path *must* be in the same directory as the page on which the link is located. The text *Freshman Advisor* will appear on the Web page, and mark the place users will click to access the file specified in the path. Most browsers will underline in blue text that is enclosed by opening and closing anchor tags (<A> and </A>)—in this case, *Freshman Advisor*. After a user clicks a link, a browser will change the text's color, usually to pink. Changing a link's color is meant to make it apparent to the user that he or she has visited the link.

Here again is the link to the "iCarnegie: In the News" page. Since this page file is not in Jim’s www subdirectory, a complete URL must be used.

<A href='http://www.icarnegie.com/about/news.html'>iCarnegie: In the News</A>

**Creating an Internal Link to a Place on the Same Web Page**

You can also create links to other places in the same page. To do this you need two tags. The first one is an anchor tag with the **name** attribute. This literally gives a name to a point in the document that becomes the *target* for the link. To create a target like this, you can write something like following:

<A name='office'><H2>Jim's Office</H2></A>  
 *Text about the office goes here*

Now that the target *office* has been created, you can create a link somewhere else in the document that will cause browsers to jump to the place named *office*. That link might look something like this:

One of our offices is <A href='Jim.html#office'>Jim’s Office</A>.  
Feel free to explore other offices as well.

Think of the hash ("*#*"**)** as a tab within the *Jim.html* file. The hash tells browsers to display the section of Jim.html where the *office* target is found.

**Embedding an Image into Your Web Page**

There are many issues involved with adding images and text, and aligning those in different ways. While much of this is beyond what we want to do here, simply embedding a picture in a page is fairly straightforward.  First, you'll need to learn about a new element, the **IMG** (Image) element.  It has a required attribute, **src**, that provides the URL of the image to be included. If, for example, you want to display a picture of downtown New Orleans on Mardi Gras night and you have a copy of the picture file in your www folder, you can use a relative URL as the URL to put the picture in your Web page. Therefore, since Jim’s picture file is in his www folder, he can use a relative URL for the picture file's URL. The following HTML statement puts his picture on the Web page:

<IMG src='jim.jpg' align='left'>

The align='left' attribute puts the picture on the left side of the page.

**A Little Extra to Make Data in Your Web Page Easier to Read — Tables**

There are two ways to display information in a tabular manner. One is to use the tags <PRE> and </PRE>. This is not always ideal since each browser may do the display a little differently. Another way to display tabular data is to use a table. Tables might seem confusing initially, but after you've studied the syntax and built a few, they shouldn't seem too hard. A drawback of tables is that there is a lot to their syntax, much more than for any other HTML tag we've studied so far.

In the following <TR> stands for table row, <TH> stands for table header (headers are usually on the first or top row), and **<**TD**>** stands for table data. Here is the basic table syntax:

<TABLE>  
<CAPTION> *text of caption goes here* </CAPTION>  
<TR><TH> column 1 name </TH><TH>column 2 name </TH>… </TR>  
<TR><TD> row1, col1 data </TD><TD>row1, col2 data </TD>… </TR>  
<TR><TD> row2, col1 data </TD><TD>row2, col2 data </TD>… </TR>  
<TR><TD> row3, col1 data </TD><TD>row3, col2 data </TD>… </TR>  
…  
</TABLE>

To create consistency, each row must have the same number of columns.

You can place the caption in different places with the **align** attribute. It defaults to the horizontal center at the top of the table. You can align it at the bottom of the table like this:

<CAPTION align='bottom'> *text of caption goes here* </CAPTION>

You may also wish to use the **align** attribute with the table row tag <TR>. The **align** attribute can accept the values **left**, **right**, or **center**. Table rows typically default to **left** alignment. You can force **center** (or **right** with the appropriate change) like this:

<TR align='center'>

There are some other table attributes such as padding and borders that you may also want to explore.

**Finally**

This is the end of our look at HTML. We encourage you to continue your exploration of this topic and to continue to tinker on some practice Web pages. Once you've mastered the use of individual tags, try combining them—placing an image inside a table cell, for example, or creating an embedded image that also serves as a hyperlink. Enjoy!

## 1.2.5 Images and Multimedia

Next, we'll discuss the .jpg extension seen in the filename in the last section (jim.jpg). You will commonly find two extensions on image files: **.jpg** and **.gif**. The **.jpg** extension is used for **JPEG** (**Joint Photographic Experts Group**) files. JPEG files are compressed—which means that the data they contain is stored in a manner that reduces the amount of information needed to reproduce a picture. If the data was not compressed, JPEG files would be much larger and would take much longer to transfer over the Web—which is what must happen for the images to be displayed by a browser. Also, most browsers store image files on the user's hard drive, so that if the user wants to view an image again, the image can be displayed more quickly by being read from the drive rather than transferred again over the Web. This is an example of a process known as *caching*, and caching provides yet another reason for compressing image files—the larger an image file is, the more room it will take up on a hard drive.

The **.gif** extension is used for **GIF** (**Graphics Interchange Format**) files.  Like JPEG files, the data in GIF files is compressed.  The major difference between the two formats lies in the way compression is achieved.  The data of GIF files is compressed in such a way that none of the original image information is lost. However, GIF files are limited in the range of colors they support. JPEG files, on the other hand, support more colors, but some of the original image information is lost during compression—a fact that can have an impact on image quality. Therefore, most Web masters recommend using JPEG compression for photographs and GIF compression for other kinds of graphics, such as icons and drawings. It's also important to note here that you do not need to know a lot about compressing or decompressing to use of either of these formats: most graphics packages and browsers handle these processes automatically. For example, if you are working on a photo in PhotoShop, all you have to do is save the photo as JPEG file (an option available through the **Save As** dialogue), and PhotoShop compresses it in JPEG format automatically. Browsers will then automatically employ the correct decompression technique to display it. The same is true for GIF files.

If you read articles or books on building Web pages, you will find disagreement about the use of JPEG and GIF files. Transferring these kinds of files over the Web does take time, and if your page has a many of them, users viewing your page will pay a price in terms of time. Therefore, use these types of files judiciously and only when pictures and graphics will enhance your Web page; do not use them just for the sake of using them. The same advice holds for audio and video files (both of which are beyond the scope of this class).  If you use these types of components wisely, you will create superior Web pages.  However, if you use them arbitrarily and without much forethought, you can end up with pages that are flashy, annoying, and a hodgepodge of confusing and useless information.

**1.2.6 Organizing the Process, Validation, and DOCTYPE Elements**

**Steps of the Process**

There are several steps that you can follow to make this process very organized and rewarding, as well as to reduce the total overall number of errors and amount of frustration:

1. Outline your Web pages in a logical manner, based on subject matter—do not worry about appearance initially.
2. Using paper, lay out each page according to the outline developed in step 1. Do this with just text at first—do not worry about graphics.
3. Mock up the page with big print for headers and with lines for the border, to get an idea of the overall look.
4. Identify the links you will need on the page.
5. Find several friends or classmates and ask their opinion and suggestions for improvement.

Once this is done, go to your computer and follow the procedures your teacher outlined for creating Web pages. When you're ready to type the actual HTML, follow these steps to build your Web page:

1. Work from top to bottom, adding one element at a time. After you add the first element, save the document and examine the page in a browser. If it doesn't appear correct, you may have a problem with one of your tags—find it and fix it. If you do not like the style that you chose, adjust it.
2. Add the second element and debug it in a similar manner.
3. Continue until you have the formatting and text in place. DO NOT PUT IN GRAPHICS OR LINKS YET.
4. Find those friends or classmates again and get their advice and suggestions.
5. Make the needed changes and test it in a manner similar to what you did before.

For the present, leave out the links and repeat this process with your other Web pages. Once you have your Web pages finished in terms of the text and formatting, you can add the links. Add the links one at a time and test each link individually. When you have all the links in, find those friends or classmates yet again and get their final opinion.

In summary, the process of Web page creation involves four steps:

1. Define the Web page content
2. Plan the look of the page and the links needed
3. Implement the Web page by writing it incrementally in small steps
4. Evaluate the Web page in two ways: a) test to see that it's HTML is correct and b) check to see that its appearance satisfies you and, as you have opportunity, other people.

Now, we've actually compressed a number of important matters into this last step, and in a moment, we will explore two of these matters in detail, but before we do that, here's a comment about how to go about steps 3 and 4. It is best to work through these two steps incrementally and iteratively. That is, you should build, say, the page you are working on, completing small parts of it, one at a time. Then, once you've completed a part, go to step 4, and when you do, remember to solicit feedback from other people, as you have the chance. Then, go back to step 3 and complete another part. If you keep the parts you build in step 3 small and cycle through steps 3 and 4 often until you are finished, you will find that the amount of time you spend on the project will be less than the amount you would have spent if you had built the entire page before evaluating it. Also, as you change your page, be sure to use the "Reload" button (if you're using Netscape) or the "Refresh" button (if you're using Internet Explorer) each time you go to view the page: doing so will ensure that your browser displays the latest version. Browsers store copies of pages in their cache, and a reload/refresh command will tell the browser to retrieve a fresh copy of the file to display rather than using a copy it may have in its cache.

Once you are done, you can add your graphical elements. See this module's next page [1.2.7 Some Final Thoughts](javascript:ContentByName('pg-final-thoughts');) for a few comments about the use of graphics.

**Verification, Validation, and HTML Validators**

In many professional circles these days—from software development to engineering and design—you’ll hear the watchwords “verification and validation.”  And, while you don’t need to remember these terms, you do need to remember the questions that are behind them. The question behind the term *verification* is this: "Is the product that has been made what the specifications ask for?" For this course, that translates into, “Is the HTML page that has been created what the specifications (the exercise or exam instructions, for example) ask for?” Stated this way, it is easy to see that this type of verification will play an important role in success in this course.

Behind the term *validation* is a question might be stated this way, “Has the product been made in a way that conforms to real-world conventions and standards for that type of product?" Now, that may seem a little abstract, but in many areas of life (medicine, construction, engineering, and so on), these real-world conventions and standards are widely-recognized and published, and they have come into being for some very important reasons—safety, security, ethics, usability, interoperability, backward compatibility—to name just a few.  But, that is still somewhat abstract for our purposes. However, fortunately for us, in this course the question behind validation is very specific one, and one that is easy to understand. For us, that question becomes, "Does an HTML page conform to the syntax and grammar published in the appropriate HTML specifications?" Also, fortunately for us, there are tools that can help us answer this question quickly.

That is, part of what you want to accomplish in step 4—checking that your page's HTML source is correct—can be greatly aided by the use of a tool known as an *HTML validator*. A validator is a tool that checks source code for not only the gross errors that even the most forgiving browsers catch but also of violations of various published conventions. HTML has evolved over the years and some new elements and conventions have been introduced while others have become obsolete. HTML validators help us determine if HTML code conforms to a particular published specification: HTML 4.01, HTML 4.0, or HTML 3.2, for example. When you work with Java later in this course, you will come across a similar step, called *compilation*, in which, among other things, the syntax of a servlet's Java code is validated. HTML validation is an equivalent step for HTML.

Why use an HTML validator instead of a browser to check your page's source? Because most recent Web browsers can be quite "forgiving"—that is, they can "fix" a variety of HTML errors before they render a page, hiding the problem from the user. This wouldn't be so bad for page authors such as yourself—if you could assume that all people would read your page using the most current browser and that all of the most current browsers, regardless of their brand, were equally forgiving. But, these are assumptions you cannot make. The capacity of browsers to "forgive" HTML errors varies from brand to brand and from version to version of the same brand—later versions typically being more forgiving than earlier. But, the situation is even more complicated: there other applications besides browsers that retrieve and render HTML pages, such as plug-ins and media players. So, as an author of an HTML page, you need to take such situations into account. But, beyond these, there's another consideration. HTML pages that conform to a published specifications are not only more likely to work with a wide variety of software that retrieves and renders Web content, they are more likely to continue to work properly, even as HTML and Web technologies evolve.

**The WDG HTML Validator**

The WDG HTML Validator is one of the HTML validators you will encounter in this course. It is one published by an organization known as the Web Design Group (WDG) and is available at their Web site. You don't need to visit that site just now, but when the time come, click the following link and the Validator's page will open in a separate browser window: [WDG HTML Validator](http://htmlhelp.com/tools/validator/upload.html" \t "externalWindow).

Figure 1 shows the validator site, as you will see it when you visit it. The procedure for using the validator is straightforward. Click **Browse...** and browse to the file you want to validate.

When you locate the file, in the **Choose file** dialog box, select the file and click **Open**.

When you click **Open**, the validator loads the file, and the file's path should be visible in the validator's text box, as in Figure 3. Then, select the **Include warnings** and **Show input** check boxes if they aren't already selected, and click **Validate it!** Selecting the **Include warnings** and **Show input** options will cause the validator to display both errors and warnings and a listing of the file evaluated in its "HTML Validation Results" report.

<HTML>  
<BODY>

<STRONG><EM>A common problem: Incorrect nesting</STRONG></EM>

A misplaced element:  
<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.0 Transitional//EN'>

A missing slash:

<FORM>Form element goes here.<FORM>

</BODY>  
</HTML>

**Listing 1** *HTMLerrors.html*

Listing 1 shows the source of the file used in the validator demonstration shown in the figures in this page, and as you can see, HTMLerrors.html's source is listed in a section of the "HTML Validation Results" report name "Input" (shown in Figure 4). (Incidentally, the "Input" section is at the end of the report, after the "Document Checked" and "Errors and Warnings" sections.)

|  |  |  |
| --- | --- | --- |
|  |  | |
| **Figure 4** *The "Input" section of the validator's "*  *HTML Validation Results" report* | **Figure 6** *A WDG HTML Validator help page* |

Figure 5 shows an example of the "Errors and Warnings" section. This is the result of selecting the **Include warnings** option.

In the validator report's "Errors and Warnings" section, all HTML elements are hyperlinked to the validator's help page for the hyperlinked element, as shown in Figure 6. These help pages contain relevant information about the particular elements, such as their syntax, attributes, and status within the HTML specification against which the page is being evaluated.

Also hyperlinked are the line numbers for the lines of source in which the validator identifies issues. These hyperlinks are part of the entries in the report's "Errors and Warnings" section. These entries are bulleted, and each entry consists of the hyperlinked line number of the line of source where the problem is—and the number of the character in the line where the problem is located. Below that is a fragment of the line of source, with a caret (^) underneath the character that is identified by the character number. Below these may appear either a description of the problem found (what starts with "Error:"). Sometimes a problem causes the validator to generate more than one entry. In these cases, the validator provides additional information in the second entry that supplements what is in the first entry. For an example of this, see Figure 7, the entries labeled "Line 4, character 56" and "Line 4, character 9." What is important here is that, the validator tries to diagnose problems, and, although its diagnoses aren't always correct, it usually provides enough information for you to make an accurate diagnosis.

|  |  |
| --- | --- |
|  |  |
| **Figure 7** *The "Errors and Warnings" section, lines 4 to 7* | **Figure 8** *The "Errors and Warnings" section, lines 7 through 13* |

Now, take a moment to look back over Listing 1 and Figures 5, 7, and 8. The file used in this demonstration contains some common HTML problems: improperly nested tags (Figure 7, line 4), a misplaced element (Figure 5, line 1 and Figure 8, line 7), and an end tag that is missing a slash (/) (Figure 8, lines 11 and 13). Take a close look at the lines of source and at how the validator reports the errors they contain. Doing this will help you become familiar with these common errors—and how the validator handles them and others like them.

This brings us to the end of our introduction to the WDG HTML Validator. Take a few moments now to visit the site: [WDG HTML Validator](http://htmlhelp.com/tools/validator/upload.html" \t "externalWindow). While you are there, be sure to try the Validator out a few times. You also might find it useful to read some of the supporting pages linked to the validator's front page such as "Common validation problems," "Tips on using the validator," and "4 reasons to validate your HTML."

When you return, we'll move on to our next topic, and as we do, take another look at the "misplace element" problem shown above (see Figure 5, line 1 and Figure 8, line 7). That problem involves the **DOCTYPE** element, which is what we'll learn about next.

**The DOCTYPE Element**

The validator flagged the **DOCTYPE** element in HTMLerrors.html's line 7 because **DOCTYPE** elements are supposed to be on the very first line of a file, right before the beginning <HTML> tag.

The **DOCTYPE** element's purpose is to tell agents that process Web files—such as validators, Web browsers, and the like—what HTML specification is followed in the file's source. The **DOCTYPE** element we encountered earlier in HTMLerrors.html is:

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.0 Transitional//EN'>

Breaking this element down into it parts, this particular element declares the file to be an HTML document that follows the HTML 4.0 Transitional specification. This means that source in the file largely conforms to the HTML 4.0 specification but may include certain elements that are technically obsolete in the specification but are permitted in a transitional edition of the specification.

We can't go into more details here. What is important to say here for the purposes of this course, is that you must use this exact **DOCTYPE** element in all of your HTML files for this course, here on out. Now that we've introduced the validator, you will be required to use it to validate all of your HTML source, and your HTML files will not pass the validator without an appropriately placed **DOCTYPE** element.

## 1.2.7 Some Final Thoughts

You may have figured out that the author is not a big fan of cluttering up a Web page with lots of graphics in the way of JPEG and GIF files. There's a reason for this: graphical elements should enhance a Web page and not detract from the information presented. Also, remember that JPEG and GIF files take time to download, and if people are trying to access your Web page at a very busy time, the more images your page has, the longer it will take people to download it. Therefore, since some very simple HTML can produce some very nice formatting, be sure to make the most of HTML's capabilities and limit your use of graphics to something that is reasonable.

Also, make sure that you are not using the copyright or intellectual property of someone else without permission. This is very important.

Finally, if you are going to reduce the size of a picture, do so with software that allows you to reduce the size of the picture as well as the size of the file. JPEG files are compressed, but they can still take up a lot of space. If you just display a 4x5 picture as a small thumbnail picture, you still transfer the full data file—no time is saved by just displaying the file in a smaller format. But, if you edit the file with software, you can reduce the actual size of the file as well as the picture.

This has been a brief overview of HTML and the Web. It is supposed to get you started, so it is just a beginning. You can write very useful and pleasing Web pages without going beyond the material presented in this unit. If you do that, we will be very satisfied. However, we encourage you to continue to explore HTML and its capabilities throughout the term and we hope that the suite of Web pages that you will prepare for this module will continue to grow and evolve as you acquire more skill and knowledge.

**1.3 Introduction to HTML Forms and Servlets**

We begin this module by introducing forms and servlets in the context of a conceptual problem—the need for dynamic content and information submission and processing—teaching forms and servlets as two language-specific pieces to a solution to this problem. We then move on to take a detailed look at the **FORM** element and a basic set of form controls. Next, we take a high-level look at Java servlets and the role they play in extending the basic client-server model. With this background, we then turn to the practical, looking to gain experience in creating and submitting forms to a supplied servlet. To this end, this section will introduce the iCarnegie Servlet Workbench tool and provide some experience using it.

**1.3.1 Working with HTML Forms**

**The Need for Dynamic Content**

So far we have seen HTML primarily only in its role as a markup language—a tool that allows us to format and present content to users who view it with Web browsers. That’s a very good start, and we should be pleased with the ability we've acquired so far. Now, so long as our Web pages meet our users' every need and are linked in such a way that users find what they want easily, we are in good shape.

However, a bit of reflection will quickly show that our position is still pretty limited. Several factors might complicate things and make meeting user needs with ready-made, static pages intractable. Sometimes, the needs of our users may outstrip our ability to meet them. For example, if our users need different pieces of our content to be combined in different ways, or if the content on our pages changes frequently, or if our users need the content we supply to be combined with information they supply. We can't create new pages or revise existing pages fast enough to keep up with demand. Fortunately, this problem and its solution aren't new to data processing. HTML has a provision for one part of the solution: the **FORM** element. The other part of the solution, the part on the server side, involves Java servlets. Servlets will be discussed in more detail in the following page.

In this section, we will cover the basics of the **FORM** element and learn how to submit and process forms. Beyond this are a number of topics that are outside the scope of this course, but before concluding this section, we will take a moment to identify these topics for further study and point you to sources where you can read more about them.

**The FORM Element**

The FORM element is a container element that creates a special area on an HTML page known as a *form.* A **FORM** element can contain, in addition to the usual page content, markup tags, and special elements known as *controls* or *widgets*. It is these special control elements that allow users to interact with the form. Users can modify control values by entering text, choosing items from a menu of items, and so forth. When the user is finished, one of these controls allows them to submit the form to an agent, such as a Web server, that will then process the form. After we cover the rudiments of the **FORM** element, we will cover a set of the most important control elements: the **INPUT** and **LABEL** elements, the **BUTTON** element, and the **TEXTAREA** element.

Like many HTML elements, the **FORM** element consists of a pair of beginning and ending tags: <FORM> and </FORM>. Between these two tags is specified the content of the form, which can be typical page content, other HTML markup tags, and form controls:

<FORM *element attributes*>

form content ...

</FORM>

In addition to specifying the form's content, the **FORM** element specifies the program on the server that will process the form when it is submitted and the method by which the form data will be sent to the server. This information is specified as attributes that are entered in the beginning <FORM> tag. The **action** attribute designates the program that will process the form data; the method attribute specifies the HTTP method by which the data will be sent to the server:

<FORM action='http://example.com/servlts/myprog' method='post'>

form content ...

</FORM>

As shown in the above, the **action** attribute provides the name of the program that will process the form data. The program name is specified within single quotation marks (') and can include a complete path name, including a site URL. (**Note**: Using double quotation marks (") are also acceptable and actually more common. However, for reasons we can't get into just now, using single quotation marks will help you keep matters less complicated than they might otherwise be when you get to Unit 2.) The **method** attribute has only two valid options—**post** and **get**. We won't get into how the two differ at the moment. We will only be working with the post method for the moment.

The **action** and **method** are the only **FORM** attributes we will work with in this course. But, be aware that **FORM** element takes a number of other attributes—the **enctype**, **accept**, **name**, **title** attributes and others. In addition, it also features several "event" attributes— for example, some of the more commonly used are the **onsubmit**, **onreset**, **onclick**, **ondblclick**, **onmouseover**, and **onkeypress** event attributes. These attributes allow one to assign scripts to be executed in response to a specified "event," such as a key press or mouse click.

**Form Controls and Control Types**

There are a few basic types of form controls that we will introduce immediately and cover in some detail, such as *button*, *checkbox*, *radio button*, *label*, *menu*, *file select, and text input controls* (including *password*). Beyond these are a few other special-purpose controls—*hidden, image*, and *object controls*—which we will be satisfied with merely mentioning: they are beyond the scope of this course. The number of form elements used to create these controls is somewhat smaller. Some elements can create more than one type of control.  In fact, the all-purpose **INPUT** element can be used to create all but the more special-purpose controls—such as menu controls.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **buttons** | | **checkboxes** | **radio buttons** | **label** |
|  | |  |  | My label text |
|  | |  |  |  |
| **menus** | **file select** | **text input** | |
| single option  scrollable options grouped options |  | single-line input  multiple-line input (text area) password | |

**Quick facts about controls.** Let us now consider a few basic facts about controls in general that makes understanding the nature of each type of control a little easier.  First, each control has a *control name*, which is designated by its **name** attribute.  This control name allows the control to be referred to by other client-side programming entities, such as scripts, and the scope of a control name is the **FORM** element in which the control resides. But, most important for our current discussion is that the control name plays an important role in the form submission process, which we will say more about shortly.

Second, all controls can have both *an initial value* and a *current value*. The initial value (also known as the *default value*), if one is specified, is designated by the control’s **value** attribute, though there are a couple of exceptions to this (more about what these exceptions are when we get to discuss the syntax of specific control elements).  A control’s initial value never changes. In contrast, the defining characteristic of the current value is that it **can** be modified.  The current value is set to the initial value when the page is first loaded.  After that, current values can be modified, by user actions.  Of course, when a form is *reset*, current control values are once again set back to their initial values, where initial values are specified.  By the way, controls that have no initial values specified are considered *undefined* when their current values have not been modified—either after the form is first loaded or after it is reset. Controls that remain undefined cannot be sent with a form to a server. But, the term *undefined* may carry connotations that don't apply here, so let's probe into what it means in this context, and as we do, be aware that the phrase "remain undefined" in the preceeding sentence is an important one and was used deliberately. *Undefined* is used to describe situations for which no standard has been defined about how user agents (browsers, for example) are to behave in those situations; therefore, how browsers handle (or don't handle) those types of situations may vary from browser to browser. For example, some browsers when they process forms and encounter certain types of controls that have no current or assigned initial (default) values might assign default values on their own (such as an empty string when a string data is called for) and then include controls and values in the data set to be sent to the server. Other browsers might ignore the controls and exclude them from form data sets. The important point to remember here is that *undefined* means you can't predict browser behavior, and, as a developer of Web page, that is something you want to avoid.

Finally, when a form is submitted for processing, the controls that have values (including those with browser-assigned default values) have their names and values combined into *name-value pairs*, which are then submitted to a server with the form.  All controls submitted with a form, are known as *successful controls*; as mentioned before, controls that remain undefined are not considered successful controls, and are not sent to a server. But, like the word *undefined*, the words *successful* and *unsuccessful* carry certain connotations that do not necessarily apply here. Unsuccessful controls are merely controls that, for whatever reason, do not qualify to be included in a data set sent to a server, and that isn't necessarily a bad thing. Why should controls be sent to the server if there are no values to submit with them?

* *Buttons*. There are three types of buttons: *push button*, *reset buttons*, and *submit buttons*. Push buttons are beyond the scope of this course, so we won't say anything more about them here. That said, reset and submit buttons have dedicated functions. Reset buttons, as their name suggests, cause the controls of their host form to be reset to their initial values. Submit buttons cause the form to be submitted to the program identified in the form’s action attribute. By the way, a form may have more than one submit button.
* *Checkboxes*. Checkbox controls allow users to toggle them “on” and “off” (with a click of the mouse or a press of the SPACEBAR).  When a checkbox is “on”—that is, when it is “checked”—the control is considered "successful" and its name-value pair is submitted with the form; otherwise, it is **not** considered a successful control, and its name-value pair is **not** submitted with the form.
* *Radio buttons*. As do checkboxes, radio buttons allow users to toggle them “on” and “off” (again, with a click of the mouse or a press of the SPACEBAR). However, in contrast to checkboxes, radio buttons are usually used in groups of more than one (though this is a matter of practice, not of syntax requirement).  A radio button group is created by assigning all of the radio buttons that are to be in the group the same control name. The effect of creating a radio button group is to make the buttons in that group mutually exclusive: only one button can be in the “on” state at a time.  When one button is clicked—that is, turned “on”—the button that was “on” prior to that is set to “off.” As with checkbox control, when a radio button is “on,” it is considered "successful" and its name-value pair is submitted with the form; otherwise, it is **not** considered a successful control, and its name-value pair is **not** submitted with the form. The implication this has for radio button groups is that only one of its button name-value pairs is submitted with its form.
* *Labels*. Label controls are used to specify label text for form controls that do not have provide for labels in their own syntax, say, by way of an attribute. Examples of this type of controls are checkboxes and radio buttons, and we'll say more about them and label controls later in this page.
* *Menus*. So-called menu controls allow users to choose from set of predetermined options. However, form menu controls are unlike the controls that are referred to as "menus" in the Windows and the MAC environments—such as the bar across the top of a window displaying options like "File," "Edit," "View," "Insert," and so on or the pop-menu that appears after a right click. Rather, form menu controls are basically what are also known as "combo boxes" and "drop-down lists," and form menu controls come in three basic formats: single-option drop-down lists, scrollable-option list (which features the ability to allow for the selection of single or multiple options), and grouped-option drop-down list.
* *File select controls*. File select controls allow users to browse to files, select files, and submit the contents of a file or files with a form.
* *Text input controls*. There are three types of controls that allow users to input text: one for single-line input, one for multiple-line input, and one for text that should not be displayed as it is being typed—passwords, for example.
* *Image controls*. Image controls are submit buttons; however, instead displaying a textual button label on their face, image buttons display a graphic image.

**The INPUT Element**

The **INPUT** element is a general-purpose element that can be used to create most of the controls introduced earlier in this page*.* The controls that the **INPUT** element can create are password and single-line text input controls; checkbox and radio button controls; submit, reset, and push button controls; and file select, image, and hidden controls. What are left out of this list are object, menu, and multiple-line text input controls. Along this line, it’s also worth mentioning here that, although the **INPUT** element can create all three types of buttons, its facility for doing so is limited, and for situations that require a richer set of options, the **BUTTON** element is a better choice, which we'll cover in more detail later in this page.

The **INPUT** element consists of only one tag: <INPUT *element attributes*>.  Its *element attributes* include the following:

* Attributes mentioned earlier in the quick facts about all controls : the **name** and **value** attributes and a set of “event” attribute
* Attributes dedicated to its function as an element— principally the **type** attribute
* Attributes that limit a control's input (the **checked**, **disabled**,  **readonly**, **size**, and **maxlength** attributes)
* Attributes that we'll say a little more about later in this page: the **tabindex** and **accesskey** attributes

The **INPUT** element’s **name** and **value** attributes function basically as described earlier. The **name** attribute specifies the control name. Using the control name, the form submission process allows other client-side programming entities, such as scripts, to access the control. The **value** attribute allows page authors to provide a control with an initial or default value, though an initial value is not required for most control types. The only exceptions to this are radio button or checkbox controls. With the radio button or checkbox controls, the **value** attribute designates the value that is to be submitted if the control is "on"—that is, if it is checked.

The **type** attribute, on the other hand, is the **INPUT** element’s principle attribute, controlling what type of control is created. Options for the **type** attribute include **text**, **password**, **checkbox**, **radio**, **file**, **hidden**, **submit**, **image**, **reset**, and **button.** These options are described in more detail below (except for the **hidden** option, which is beyond the scope of this course):

* ***text***. This **type** attribute causes an **INPUT** element to create a single-line text input control. This is the default control type if no **type** attribute is specified. The **value** attribute, if present, specifies the initial value for the text input control, which will appear in the control when the form loads. The **size** attribute specifies the visible width of the control on the form. For text input controls, this width is specified in terms of number of characters (for other controls, it is specified in terms of pixels). The **maxlength** attribute sets a limit on the number of characters that can be entered into the control. When this limit is reached, the control generates an audible beep.

|  |  |
| --- | --- |
| **rendered control** | **source** |
|  | <input type='text' name='txtline'> |
|  | <input name='txtline2'> |
|  | <input name='txtline3' type='text' value='Default Value'> |
|  | <input type='text' name='txtline4' size='12' maxlength='200'> |

* ***password***. This **type** option creates a single-line text input control that obscures from view with a special character, such as an asterisk (\*), the characters that are entered into it. This characteristic, of course, makes the control a suitable choice when security is a concern, such as with password entry. In those situations, it is common to use it in conjunction with the **size** and **maxlength** attributes because passwords are typically limited to a small number of characters.

|  |  |
| --- | --- |
| **rendered control** | **source** |
|  | <input name='withoutdefault' type='password' size='8' maxlength='8'> |

* ***checkbox***. This **type** option creates a checkbox control. Unlike all other **INPUT** control types (except the **radio** type), **checkbox** types *must* include a **value** attribute, which specifies the value that is to be submitted with the form when the checkbox control is checked at the time the form is submitted. The control may be set initially to a checked state with the **checked** attribute. Doing so, specifies that, by default, the value of the **value** attribute will be submitted with the form—unless the control has been turned "off" in the meantime. The **checked** attribute is valid only for **checkbox** and **radio** **INPUT** types, and will be ignored if it is specified with any other control type.

|  |  |
| --- | --- |
| **rendered control** | **source** |
|  | **<name='chkbx1' type='checkbox' value='value-to-be-sent'>** |
|  | **<input name='chkbx2' type='checkbox' value='value-to-be-sent2' checked='checked'>** |

* ***radio***. This **type** option creates a radio button control. Unlike all other **INPUT** control types (except the **checkbox** type), **radio** types *must* include a **value** attribute, which specifies the value that is to be submitted with the form when the radio button control is checked at the time the form is submitted. As with **checkbox** control types, a radio button may be set initially to an "on" state with the **checked** attribute. Again, doing so specifies that, by default, the value of the **value** attribute will be submitted with the form—unless the control has been turned "off" in the meantime. The **checked** attribute is valid only for **checkbox** and **radio** **INPUT** types, and will be ignored if it is specified with any other control type.   
    
  Radio buttons differ from checkboxes in that they are commonly used in groups in which only one button can be selected at a time. **INPUT** controls of type **radio** are made into a group by assigning each control that is to be in the group the same value for its **name** attribute.

|  |  |
| --- | --- |
| **rendered control** | **source** |
|  | <input name='rdbtn1' type='radio' value='value-to-be-sent'> |
|  | <input name='rdbtn2' type='radio' value='value-to-be-sent' checked="checked"> |
|  | <input name='btn-grp' type='radio' value='default-value-to-be-sent' checked='checked'>  <input name='btn-grp' type='radio' value='alt-value'> |

* ***file***. This option creates a file select control, which enables users to select a file or files to have their contents submitted with a form.

|  |  |
| --- | --- |
| **rendered control** | **source** |
|  | <input name='selct-a-file' type='file'> |

* ***submit*** *and* ***image***. These options both create submit buttons. Recall that a submit button causes a form to be submitted for processing to the server agent specified in the **FORM** element's **action** attribute.   
    
   The **submit** option results in a submit button with a text label. If no **value** attribute is present, button's default label is "Submit Query." A value specified with the **value** attribute will override this default.  
  The **image** option creates a submit button that displays an image. The **src** attribute specifies the path and file name of the image to be displayed. When using the **image** option, it is good practice to specify alternate text with the **alt** attribute. Doing so will make the control accessible to users who rely on text recognition software to read interfaces to them. For this type of control, the software will read the text specified by the **alt** attribute. But, text specified with the **alt** attribute can benefit other types of users as well: the alternate text appears as a context tip when the mouse pointer is held over the control. **Note:** given the important roles alternate text can play, care should be taken to make the text as descriptive as possible, perhaps identifying the button's function as a submit button or otherwise, indicating its purpose. (By the way, specifying an **alt** attribute with an **image** **INPUT** control is not yet required for HTML 4.01 validation, as it is for the **IMAGE** element, but the principle is a still good one to follow even though it's not required yet.)

|  |  |  |  |
| --- | --- | --- | --- |
| **rendered control** | **source** | | **source for the equivalent button using the BUTTON element** |
|  | <input type='submit' name='subbtn'> | | <BUTTON name='subbtn' value='submit' type='submit'>Submit Query</BUTTON> |
|  | <input name='subbtn2' type='submit' value='Submit Answer'> | | <BUTTON name='subbtn2' value='submit' type='submit'>Submit Answer</BUTTON> |
|  | <input name='subbtn3' type='submit' value='Log On'> | | <BUTTON name='subbtn3' value='LogOn' type='submit'>Log On</BUTTON> |
|  | <input name='graphicsubbtn' type='image' src='tools.gif' alt='Submit Tools Information Form'> | | <BUTTON name='graphicsubbtn' type='submit'><IMG src='tools.gif' alt='Submit Tools Information Form'></BUTTON> |
| ***reset***. This option creates a reset button, which will set the current values of all form controls back to what they were when the form first loaded. If no **value** attribute is present in the reset button control, the button's default label is "Reset." A value specified with the **value** attribute will override this default. **rendered control** | | **source** | |
|  | | <input name='resetbtn' type='reset'> | |
|  | | <input name='resetbtn2' type='reset' value='Reset Form'> | |

**The LABEL and TEXTAREA Elements**

In addition to the **INPUT** element, two other elements are useful to our purposes in this course: the **LABEL** element and **TEXTAREA** element.

The **LABEL** element can be used to assign text labels or other information to controls that have no provision such labels in their syntax—checkboxes and radio buttons, for example. **LABEL** elements require both beginning and ending tags: <LABEL></LABEL>. These tags enclose the text that is intended to be the label's text. These tags may also enclose one control. When they do, that control is said to be associated with the **LABEL** element "implicitly."

|  |  |
| --- | --- |
| **rendered control** | **source** |
| Diamonds | <LABEL>Diamonds <INPUT name='jeweltype' type='checkbox' value='diamonds'></LABEL> |

But, **LABEL**s can also be associated with controls "explicitly." This is accomplished with the **LABEL** element's **for** attribute, which is set equal to the control's **id** attribute.

|  |  |
| --- | --- |
| **rendered control** | **source** |
| Ruby | <LABEL for='rub'>Ruby </LABEL> <input name='jeweltype2' type='checkbox' value='rubies' id='rub'> |

**The TEXTAREA element.** As we learned earlier, an **INPUT** element can create a single-line text input control, but often, what is needed is a control that allows for multiple lines of input, which is beyond the **INPUT** element's capacity. For that purpose, one must use the **TEXTAREA** element. Like **LABEL** element, the **TEXTAREA** element requires a beginning and ending tag. Within the beginning tag, page authors can specify **name**, **rows**, and **cols** attributes. The **name** attribute, as we learned earlier, specifies the control name. The **rows** attribute specifies the number of visible lines of text the control will display. The **cols** attribute specifies the control's visible width, in terms of average number of characters.

|  |  |
| --- | --- |
| **rendered control** | **source** |
|  | <TEXTAREA name='textarea' cols='40' rows='5'></TEXTAREA> |

**Form Design: Taking Users into Consideration**

Now that we have covered a basic set of form controls, there is one more important matter to mention before we move on. That matter is form design. In general, controls shouldn't be placed randomly onto a form without giving thought to how users might experience the form. Will users find the form easy to understand and to work with? They will if its controls are grouped logically, labeled clearly, and placed on the form in an order that they find to easy to work with. However, interface design is a large subject, and there isn't enough space in this course to say much about it. It will suffice for our purposes here to point out a few things that are worth mentioning in passing.

First, there are form control attributes that are designed to address some of these issues. These attributes are the **readonly**, **tabindex**, **accesskey**, and **alt** attributes. The **readonly** attribute can be used to allow users to see the contents of a control but not be able to change the contents, and there are situations when that is a very good thing to be able to do, from the standpoint of usability. The **tabindex** attribute is used to specify the order in which users can move the cursor or focus from control to control on the form using the TAB key. The cursor or focus moves first to the control with the lowest **tabindex** attribute and proceeds from there in order of ascending **tabindex** value (where "0" is the equivalent of "10"). The **accesskey** attribute allows page authors to assign "access keys" to individual controls. Access keys allow users to activate controls with the press of a key—as opposed to clicking them with a mouse. Finally, as we mentioned earlier in this page, the **alt** attribute can be used to controls accessible to, say, users who rely on text recognition software to read computer interfaces.

In addition to these, we learned earlier that forms can include other HTML markup tags, and one useful way to exploit this capability to enhance the appearance and design of your forms is to make use of the **TABLE** element. In this context, the **TABLE** element can be used to group controls on a form in a way that is logical or aesthetic. The following site has an example that uses a **TABLE** element to do just that. Visit [http://wdvl.com/Authoring/HTML/4/Tags/forms.html](http://wdvl.com/Authoring/HTML/4/Tags/forms.html" \t "externalWindow) and you will see both, an example of the form as it is rendered as well as the code that creates it.

**Topics and Resources for Further Study**

Our goal in this page has been to introduce you to the basic **FORM** elements that you will need in this course. However, the time will certainly come when you want to learn more, and our purpose in this section is to point you in the right direction—providing you with a short list of suggested topics and resources with which you might explore them, when that time comes.

Our suggested list of topics consists of the following: the **BUTTON** element; the **SELECT** element (for creating menu controls); the **LEGEND** and **FIELDSET** elements (which provide structure to forms); access keys, TAB navigation, and giving controls the focus; disabling and making controls read-only; and, finally, form content types. You can find out about all of these and more at the World Wide Web Consortium (W3C)'s very useful site. As an organization, the W3C is dedicated to promoting technologies that will help the Web achieve its potential, and the W3C site features a very useful write-up on the **[FORM](http://www.w3.org/TR/html401/interact/forms.html" \t "externalwindow)** [element](http://www.w3.org/TR/html401/interact/forms.html" \t "externalwindow). Be warned, however, W3C pages are written for a number of very technical audiences, and therefore, their specifications can be challenging to read in places. However, the rewards are usually worth the effort and patience expended.

As you already may know, in addition to the WC3 site, there a host of other HTML resource sites on the Web, and many of these include use write-ups on forms. Among these are those available at the Web Developers Virtual Library (WDVL): [http://wdvl.internet.com/Quadzilla/Tag\_Ref/form.html](http://wdvl.internet.com/Quadzilla/Tag_Ref/form.html" \t "externalWindow) and [http://wdvl.internet.com/Quadzilla/Tag\_Ref/](http://wdvl.internet.com/Quadzilla/Tag_Ref/" \t "externalWindow).

**1.3.2 Servlets, HTTP Connections, Server Push-Client Pull, and Refresh**

**An Overview of Servlets**

In our last section, we learned about the need for dynamic content and HTML's role in the client-side of the solution in the provision of the **FORM** element. In this section, we turn to the server-side of the solution and take a high-level look at Java servlets. Servlets are typically called from HTML forms (remember the **action** attribute), and form controls are the agency through which input is created for servlets. Let's learn a few more details about what servlets are and how they fit into the client-server model. Servlets are programs that run inside of complex software programs known as Web servers (hereafter referred to as "servers"). It is the servers that run servlets, in order to construct dynamic responses to client requests. Therefore, it should be clear that, although servlets respond to requests from clients, servlets do so indirectly—at the request of a server, not the client itself.

In this context, here is the basic sequence of events, in the order they occur. A user using a Web browser sends a *request* for information to a server. When the server receives the request, it determines if the request is for a static HTML page or for an application, such as a servlet. If the request is for a static HTML page, the server responds by serving the appropriate page to the browser. This typically is a file stored on the server's machine. However, if the request is directed to a servlet instead (incidentally, requests to servlets typically have URLs that contain the node “/servlet/”), the server's next action is to load and initialize the servlet—if the servlet isn't already running. Once the servlet is initialized and running, the server passes the browser request on to the servlet, which then performs some kind of process. When that process is finished, the servlet then sends its *response* to the server, which in turn forwards the response on to the client browser. This response is usually a fully formed HTML page that has been constructed by the servlet "on the fly." At this point, the servlet will continue to run, awaiting a subsequent request—after which it will continue to run. In fact, a servlet will continue to run indefinitely, though it can be terminated as a part of system housekeeping.

**HTTP Connections and Connection Life Cycle**

With HTTP client-server transactions as we have presented them thus far, the HTTP connection life cycle typically follows this pattern: an HTTP connection is opened, a client sends a request to a server, the server sends a response to the client, and the connection is closed. If the client then sends subsequent requests to the server, the same pattern holds—for each request, a connection is opened, the request is sent, a response is returned, and the connection is closed.

One additional concept should be introduced here with HTTP connections: user sessions. In the context of this course, a user session might be thought of as the series of interactions a user has with a server to carry out a user task, such as purchasing a book. The user session begins when the user first accesses the server through an initial HTTP connection, and the session ends when the user either completes or cancels the task (say, by clicking the Confirm Purchase or the Cancel Purchase button). Either of these events put an end to the session and to its series of HTTP connections.

Now back to typical HTTP connection life cycles, one thing to notice is that, because connections are both opened and closed for each request-response exchange, nothing we've mentioned so far keeps a server from seeing each request-response transaction as a discreet entity with no relation to any other transaction. Nevertheless, there are many situations in which a server *must* not only keep track of information from one transaction to the next, but also keep track of which client the information came from. To keep track of these details, servers drop cookies into the client browsers. A cookie is a piece of data generated by a web server and stored on the browser's computer for future reference. Cookies allow servers to "remember" information from one transaction to the next and to distinguish the requests that come from one client from the requests that come from other clients.

For example, consider an application that allows users to make flight reservations over the Web. Typically, such an application would lead users through a series of Web pages, each page being both the result of and the initiating point for a client-server transaction. At the beginning of this process, the application via a server might provide users with a page that allows them to specify information, such as desired destination, place of departure, and so on, as shown in Figure 1.

|  |  |
| --- | --- |
|  |  |
| **Figure 1** *Flights Search interface* | **Figure 2** *List of available flights* |

Once users submit the page (which is an HTML form) with the requested information, the server may in turn respond with a page listing all of the available flights that meet the specified criteria. This page would typically also include relevant information such as flight numbers, ticket prices, and so on (as shown in Figure 2), and the page would typically include controls that allow users to choose from the flights on the list.

Once users choose departing and returning flights, the server might provide them with a page that summarizes the details of their selected travel package, with the controls necessary to allow users to confirm and book the reservations, as shown in Figure 3.

|  |  |
| --- | --- |
|  |  |
| **Figure 3** *Book the roundtrip travel package* | **Figure 4** *Billing information* |

Once users choose to book the package, the server might respond with a page designed to collect the billing information necessary to make the actual reservations. For example, the page might request the customer's name, billing address, credit card number, and so on, as shown in Figure 4.

What is important here for our discussion of HTTP connection life cycle is this issue. When John Martindale—or any other user using the Customer Billing Information interface (Figure 4)—submits billing information, the server must then be able to combine that information with the correct flight information about the flights selected (which was submitted a couple of forms earlier in a separate HTTP transaction, see Figure 2). It must combine the correct information in order to be able to make the correct entries in the flight reservation database. The server is able to combine the billing information correctly with the flights selected by the same client, though data items were collected in separate transactions, by placing a cookie in the client's browser. Once a cookie is placed in a browser, it serves to identify requests and data with a particular client.

Without a cookie, a server has no way of knowing that two or more requests are part of the same user session. Notice that the Customer Billing Information form shown in Figure 4 contains no form controls containing information about the flights that have been selected—hence, when the form with the billing information is submitted to the server, the information about the flights selected will not be submitted with it. Thus, if after John Martindale submits his choice of flights to the server in Figure 2, Mary Zhu comes along and submits her billing information, Mary might mistakenly book (and be billed for) John's flights. Consider this scenario exclusively from the server's perspective, and the problem will be readily apparent. From the server's perspective, the sequence of requests it receives is as follows: a request to process a choice of flights (John's) and then a request to process billing information (Mary's). Without cookies to indicate which request belongs to which session, the server cannot know that the request to process a choice of flights came from John's session and the request to process billing information came from Mary's. Moreover, there are only two users in our imaginary illustration, and in a real life, during a peak period, a server like the one in our illustration might receive simultaneously literally hundreds of requests of different types from hundreds of different users. Without cookies, our server can't even distinguish between John's requests and Mary's requests, much less requests from hundreds of users.

By way of illustration, you can view the cookies that have been placed in your own browser. To view cookies placed in Internet Explorer, open an Internet Explorer window, click **Tools** on the main menu bar, and then select **Internet Options...** on the list of options that appears. On the **General** tab of the **Internet Options** dialog box, click the **Settings**. When the **Settings** dialog box appears, click the **View Files...** button, and an Explorer window will open to the Temporary Internet Files folder. Click the **Internet Address** heading, and cookie files should sort to the top. The file name of cookie files begin with the prefix "Cookie:"—as shown in Figure 5.

|  |  |
| --- | --- |
|  |  |
| **Figure 5** *Internet Explorer cookies in an Explorer window* | **Figure 6** *Netscape Cookie Manager* |

Viewing cookies placed in Netscape is a little more straightforward, open a Netscape window and click **Tools** on the main menu bar, and then select **Cookie Manager** on the list that appears, and then click **Manage Stored Cookies** on the submenu that appears. The **Cookie Manager** dialog box will then, showing the Stored Cookies panel (Figure 6). If you've used Netscape to sign on to this course, a cookie from icarnegie.com will be visible in this panel.

**Server Push–Client Pull**

Now, let us revisit the topic of dynamic content. So far, in our discussion of dynamic content and of static content for that matter we have seen the client-server interaction from the perspective of one that is driven by user action. That is, fundamental to HTML features like forms and hyperlinks is the idea that users make requests and servers respond to those requests, one for one. While this user-action-driven, response-for-request view of things is accurate overall, there are situations in which an alternative to this user-driven dynamic is desirable. That is, there are situations in which it is desirable for servers to send multiple responses without the need for user actions generating requests for each response.

In a pattern we've seen before, efforts to provide this alternative have resulted in two mechanisms—one that focuses on the server side and the other that focuses on the client side. In the server-side mechanism, called **server push**, control of the client-server transaction is maintained directly by the server. The HTTP connection is left open, and the server sends data to the client any time it wants until either the server signals the end of the transaction or the transaction is interrupted by the client. In client-side mechanism, called **client pull**, requests are generated automatically, without user action, at specified intervals, and the HTTP connection life cycle follows the pattern typical of client-server transactions initiated by user action.

As we pointed out earlier, client pull transactions follow the same HTTP connection life cycle just described, including the use of cookies to track clients and data. Client pull transactions differ from conventional user-driven client-server interactions in one important way: In conventional user-driven client-server interactions, a user directs the browser's request that the server fulfills. However, with client pull, the server or servlet (not the user) directs the browser's request. With client pull, HTTP response headers, whether generated by an application like a servlet *or* by HTML tags, direct the browser to retrieve either the same page or another page after a specified interval of time.

Now that we've described what server push and client pull are, let us say one more thing about server push before going on to ways of implement client pull. For our purposes in this course, it is enough that you be aware of what the server push mechanism is. The term is used in technical publications, and you may encounter it. However, server push will not figure into what we do later in the course. On the other hand, we will be working on client pull, both later in this page and when we come to servlets.

**Refresh**

As mentioned earlier, client pull involves directing a browser via information in an HTTP response header, information that originates either in an application or in an HTML tag. But, in order to explain these two approaches in more detail we are required to say something about the anatomy of server responses. The responses that servers send to clients usually consist of the following parts: a status line, one or more response headers, a blank line, and an HTML document. With the application-generated-response-header approach to implementing client pull, the information directing the client to retrieve a page at a specified interval is inserted into the response as a header by an application, such as a servlet—that is, this information does not come from the HTML page that is served in the response.

However, client pull can be implemented with information provided by an HTML document using the HTML **META** element. In general, the **META** element provides a means by which an author can specify information *about* an HTML document. For example, with **META** elements, authors can specify such information as a document's size, title, author, and the like. But, more relevant to our discussion about client pull is this: With the **http-equiv** attribute, the **META** element provides a means to specify information to a browser that the browser might ordinarily get from the document's HTTP response headers. **META** elements are placed within a document's **HEAD** element (that is, within its <HEAD> and </HEAD> tags), and when HTTP servers serve the document, they read its **META** elements and create HTTP response headers for all items defined by an **http-equiv** attributes and assigned values with accompanying **content** attributes.

For example, the **META** element with the **http-equiv** and **content** attributes shown below

<META http-equiv='Published' content='Sat, 22, June 2002'>

will provide a browser with the information equivalent to the following response header:

Published: Sat, 22, June 2002

That said, simple client pull can be implemented from within an HTML document with a **META** element that has an **http-equiv** attribute set to "Refresh" and a **content** attribute set to the desired number of seconds between each page reload.

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>  
<HTML>  
<HEAD>

<META http-equiv='Refresh' content='5'>

<TITLE>ACME Demo Page</TITLE>

</HEAD>  
<BODY>

<H1>ACME Demo Page!</H1>

This page demonstrates an implementation of basic client pull. The page will reload every five seconds.

</BODY>  
</HTML>

**Listing 1** Simple client pull with a five second reload interval

The **META** element in Listing 1 will provide a browser with the information equivalent to the following HTTP response header

Refresh: 5

One common use of **META**-implemented client pull is to "redirect" traffic for one URL to another, say, when the first has become obsolete. In that case, the author includes in the **content** attribute the URL to which traffic is to be redirected after the interval specification and delimited from it with a semicolon (;), as shown in Listing 2.

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>  
<HTML>  
<HEAD>

<META http-equiv='Refresh' content='15; URL= http://www.example.com/ACME/newACMEDemoPage.html'>

<TITLE>ACME Demo Page</TITLE>

</HEAD>  
<BODY>

<H1>ACME Demo Page!</H1>

This page demonstrates an implementation of a "redirect" using client pull. The page will redirect traffic after this page is displayed for 15 seconds.

</BODY>  
</HTML>   
**Listing 2**

The **META** element in Listing 2 will provide a browser with the information equivalent to the following HTTP response header

Refresh: 15; URL= http://www.example.com/ACME/newACMEDemoPage.html

Client pull is also used to implement "cover pages." These are pages that are displayed for a few seconds and then give way to other pages, whose URLs are specified with **content** attributes.

However, when you implement a redirect in this way, there are a couple of things you should be aware of. First, although Netscape and Microsoft browsers support **http-equiv** initiated refresh, not all browsers do. Therefore, if you use this technique to redirect traffic to another page, be sure to include a link to the new page on the page doing the redirect. Second, some browsers, if they are busy when the time for the redirect arrives, may fail to execute the redirect. For example, if they are busy, say, still loading graphics for the first page, they may not redirect traffic to the second. Therefore, it is important to set the length of the interval long enough to allow the page to load completely over the slowest connection your users might be expected to use.

**Two Client-Pull Demos**

Now, let's take a look some examples of HTML-page implemented client pull in action. [Simple Client Pull Demo](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-forms-servlets/pg-servlets-connections-refresh_v2/refresh.html" \t "externalWindow) is an example of a page that implements simple client pull. What will appear in an external browser window will resemble the image you see in Figure 7.

|  |
| --- |
|  |
| **Figure 7** *Simple Client Pull: a single page*  *being refreshed at regular intervals* |

When the Simple Client Pull Demo opens in a browser window, notice that the page reloads every five seconds. However, since the content of the page is static and does not change between each reload, there are no visible changes in what is displayed. The only thing indicating that the reloads are taking place is the status information provided by the browser. For example, in Figure 7, Internet Explorer signals the completion of a reload with the message "Done" and a solid blue status bar at the bottom of the browser window.

It should be obvious from this example that implementing simple client pull—when the content of the page remains static—accomplishes very little. However, you will see when you begin to work with servlets that some of the magic that servlets can work is to change the content of an HTML page, even as its name remains the same. Therefore, in the context of that servlet-provided ability, simple client pull can take on a range of possibilities.

Still, even with static HTML pages, it is possible to work a little magic with **META** elements—magic that goes beyond mundane applications like redirects and cover pages. For example, you can implement a simple type of animation by using the **META** element to create a series of redirects to different pages, one page redirecting to the page showing the next in a sequence of actions. To see a demonstration of this application, click [Client Pull Animation](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-forms-servlets/pg-servlets-connections-refresh_v2/a.html" \t "externalWindow). In the demonstration, random black squares converge to form the letters "iC."

**1.3.3 Using Forms with Servlets**

In our last section, we took a brief overview of servlets and the role they play on the server side of things.  In the section before that, we learned about the HTML **FORM** element and its role in providing users controls with which to input and modify data to be sent to a server, and, although we went into some detail about the **FORM** element's components, we stopped short of looking at the details of the form submission process. In this section, we focus again on forms and the client side of things and look in detail at the form submission process. Specifically, we want to know how forms send data to specific processing agents, such as servlets, and we will do this first by examining a practical example that you will be able try out using your personal server, the iCarnegie Servlet Workbench. Then, we will walk through the steps for building a simple form of your own—again, trying this with your server, the iCarnegie Servlet Workbench.

**Form Submission and Servlets**

The process of sending forms to servers and then to servlets (or other types of processing agents) consists of four steps. These are as follows:

1. All successful controls are identified.
2. A form data set is built of control name—value pairs.
3. The form data set is encoded.
4. The form data set is sent to a server addressed to a servlet or other processing agent.

This process begins with the activation of a form submit button (incidentally, a form may have more than one submit button). When this occurs, the process identifies all successful controls—that is, all controls with current values that are valid for submitting to a server. In general, these include all controls that have initial values set with their **value** attributes or have valid current values as a result of actions occurring after the form was loaded. Exceptions to this are radio buttons and checkbox controls. To be successful, radio buttons and checkbox controls must 1) be "checked" and 2) must have initial values that are assigned with **value** attributes. Unlike the values of other controls, the values that radio button and checkbox controls have, if these controls have **value** attributes, cannot be modified by user action; therefore, these controls must have default values assigned to them with **value** attributes; otherwise, they are considered "undefined" and cannot be successful controls.

Once all successful controls are identified, the browser builds the form data set. This data set consists of the name-value pairs of all successful controls. (Just how these name-value pairs are assembled is beyond the needs of this course; however, we'll get brief glimpse of some of these details in a moment when we come to the GET method.) Once this data set of name-value pairs is assembled, the set is encoded and sent to a server, addressed to a processing agent.

The way the data set is sent to the server and the agent to which it is sent are determined by a **FORM** element's **action** and **method** attributes. The **action** attribute identifies the agent (such as a servlet) by name and its location on the server, relative to the server's root directory. Therefore, this last piece of information is stated in terms of a path. The **method** attribute, on the other hand, identifies the protocol by which the data set is to be sent. This attribute can have one of two values: **get** or **post**. In general, the POST method is used for transactions that involve large amounts of data or when security is a requirement. The GET method, on the other hand, is generally used for transactions that do not involve a large amount of data and when security is not a requirement.

Incidentally, when the GET method is used, it is not uncommon for the values of the **action** attribute and the form data set to be visible in a browser's **Address** box, as seen in Figure 1. In the **Address** box in Figure 1, appended to the server's URL ("http://www.google.com") is the processing agent path and name ("/search"). Appended to the name of the processing agent is the form data set, with a question mark (?) as a delimiter. The form data set itself consists of control name-value pairs—with name and values joined by equals signs (=)—and pairs separated from each other by ampersands (&). In fact, judging from the request displayed in the **Address** box, we conclude that the form that generated the request consisted of HTML statements like the following: <form name='someName' method='get' action='/search'>, <input type=text name=q value=''>, and <input type=submit name='btnG' value='Google Search'>.

|  |
| --- |
|  |
| **Figure 1** *Servlet name and path and GET-style form*  *data set appended to a server's URL* |

**The WelcomeForm Example**

Now, let's take a close, hands-on look at a form that submits data to a servlet. The WelcomeForm solicits a user's name, which it receives in a single-line text input control. When its submit button is activated, the form submits the contents of the input control to the servlet, and the servlet in turns generates a welcome message in the form of an HTML page and returns it to the WelcomeForm's client browser. Download the files provided by the following links:

* [WelcomeForm.html](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-forms-servlets/pg-use-forms-servlets/WelcomeForm.html" \t "externalWindow) [Welcome.class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-forms-servlets/pg-use-forms-servlets/Welcome.class)

Once they've downloaded, load them to the appropriate folders in your iCarnegie Servlet Workbench. Of course, load WelcomeForm.html to the Workbench's Content folder and Welcome.class to its Java\_Classes folder. **But, be warned:** when you are attempting this for the first time, it would be a good idea to do so under the direction of your teacher; otherwise, proceed at your own risk: although the process is relatively straightforward, there are a few pitfalls that newcomers sometimes fall into. (If you haven't done so already, you will need to download and install the iCarnegie Servlet Workbench before you can complete this step. Both a download link and instructions for installing and using the iCarnegie Servlet Workbench are available in the course appendix, see [Appendix B. The iCarnegie Servlet Workbench](javascript:ContentByName('pg-ic-servlet-workbench-appendix');).)

Now, take a moment to examine contents of WelcomeForm.html file. To do this, you might open it in a plain text editor like Notepad. When you do, what you'll see is shown in Listing 1 below:

<!DOCTYPE html public '-//W3C//DTD HTML 4.01 Transitional//EN'>  
<HTML>  
<HEAD>  
<TITLE>WelcomeForm</TITLE>  
</HEAD>

<BODY bgcolor='#fdf5e6'>  
<H1 align='center'>SSD1: Using Forms with Servlets</H1>

<FORM action='/servlet/Welcome' method='post'>  
<BR>  
<BR>  
<BR>  
<CENTER>  
Please enter your name:  
<INPUT type='text' size='20' name='Name' value=''>  
<BR>  
<BR>  
<BR>  
<INPUT type='submit' value='Done' name='userRequest'>  
</CENTER>  
</FORM>

</BODY>  
</HTML>

**Listing 1** *Source for WelcomeForm.html*

As you will notice, WelcomeForm.html is a rather simple HTML page that contains one **FORM** element. This element in turn contains HTML markup tags, some text, and two **INPUT** elements—one that creates a single-line text input control and the other, a submit button.

<FORM action='/servlet/Welcome' method='post'>  
<BR>  
<BR>  
<BR>  
<CENTER>  
Please enter your name:  
<INPUT type='text' size='20' name='Name' VALUE=''>  
<BR>  
<BR>  
<BR>  
<INPUT type='submit' value='Done' name='userRequest'>  
</CENTER>  
</FORM>  
**Listing 2** *The WelcomeForm.html file's* ***FORM*** *element*

For the moment, let's turn our attention to the **FORM** element's opening tag: <FORM action='/servlet/Welcome' method='post'>. The tag's **action** attribute specifies both the name of the servlet that is to process the form, "Welcome," and the location of that servlet on the server, in terms of an alias: "/servlet/". The alias "/servlet/" tells the server that it will find the servlet in the location designated by the alias; the actual directory assigned to this alias is determined by a setting in the server's configuration. Next, you will see that the **method** attribute specifies that the POST method be used to send the form data to the server.

Lower and centered on the form are a single-line text input control and a submit button.

...  
<BR>  
<BR>  
<BR>  
<CENTER>  
Please enter your name:  
<INPUT type='text' size='20' name='Name' VALUE=''>  
<BR>  
<BR>  
<BR>  
<INPUT type='submit' value='Done' name='userRequest'>  
...  
**Listing 3** *The WelcomeForm form controls*

The single-line text input control will appear on the form just after the text, "Please enter your name:" With a **size** attribute, this control is set to be twenty-characters wide, and with a **name** attribute, it is assigned the control name of "Name." Its **value** attribute specifies its initial value as "empty"—which is signified with two single quotation marks ('') and no intervening characters.

The submit button in turn is named "userRequest" and given an initial value of "Done". Recall that with buttons, the value specified with the **value** attribute appears as the button's label, as "Done" will be in this case. That value, "Done," will also be what is submitted with the form, paired with the control name "userRequest".

Now that we've looked at WelcomeForm.html's source, let's try the form out using the iCarnegie Servlet Workbench. If your Workbench isn't already running, start it up. Then, assuming that you've already loaded the appropriate files to the Workbench's Content and Java\_Classes folders, find WelcomeForm.html in the Content folder, and right-click it. Select the **Open in Browser** command on the shortcut menu that then appears.

|  |  |
| --- | --- |
|  |  |
| **Figure 2** *Right-click WelcomeForm.html and select the* ***Open in Browser*** *command on the shortcut menu that then appears* | **Figure 3** *A rendered WelcomeForm form* |

When WelcomeForm opens in a browser window, type a few characters in the single-line text input control—any characters will do—then click **Done**.

When the submit button is activated, the form is sent as a request to the server (your iCarnegie Servlet Workbench in this case). The server then loads and runs the servlet Welcome and passes to it the request. The Welcome servlet then generates a response—in this case, a Welcome message in the form of an HTML page—which it then sends to the server to be forwarded on to the client browser. When the browser receives this response, it renders the Welcome message.

|  |
| --- |
|  |
| **Figure 4** *A rendered Welcome message* |

**A Hands-On Example — The PersonalWelcomeForm**

Now, you try this—building a new form from scratch. In this section, we will walk step-by-step through the process and create an HTML form we'll call PersonalWelcomeForm. Like WelcomeForm, this form solicits a user's name, which it receives in a single-line text input control. It then submits the contents of the input control to a servlet when the form's submit button is activated, and the servlet in turns generates an HTML welcome message and returns it to the client browser. In fact, this form is very much like the one we've just looked at. However, the new page we will now create will be slightly different. For one, its window title and page heading will be "Personal Welcome Form" and "Servlets and Forms," respectively.

But, more important, the new page will send a form request to a different servlet: PersonalWelcome. This last difference is significant because, unlike the Welcome servlet of our last example, the PersonalWelcome servlet actually *does* something with the input we type into the single-line text input control: it incorporates this input into the welcome message that it returns to our browser. But, we'll spare you the details until later.

That said, let's get started building that new page. As we did before, begin by downloading a file—this time, the PersonalWelcome servlet—and loading it to the Workbench's Java\_Classes folder:

* [PersonalWelcome.class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-forms-servlets/pg-use-forms-servlets/PersonalWelcome.class)

Once that is done, start creating the new page by first creating an "empty" HTML page. It might be convenient to do this in a in a plain text editor like Notepad. This "empty" HTML page consists only of a few essential elements—a **DOCTYPE** element with the appropriate attributes and both opening and closing **HTML** and **BODY** tags. When you've done this, save the file as "PersonalWelcomeForm.html."

|  |  |
| --- | --- |
|  |  |
| **Figure 5** *A rendered Personal Welcome Form* | **Figure 6** *A rendered Personal Welcome Form with a name entered* |

Note that the idea here is for you to have the opportunity to create this new page from scratch. Although, when it is finished, the new page will so closely resemble the one we looked at earlier that we could create the page by copying that one and making a few changes, there is educational value in building the new page, piece-by-piece. That said, feel free to refer back to WelcomeForm.html's the listings included earlier in this page if you need help building this new page.

You are now ready to add the tags and text necessary to give the page the desired window title and page heading. Once you've added these, you are ready to add the **FORM** element—along with the necessary text, markup tags, and form controls. And while there is no special order this must be done in, for the sake of our discussion here, focus first on adding only the basic **FORM** element—that is, both its opening and closing tags and nothing in between.

This form should use the same method used by the form in WelcomeForm.html: POST. This means that the new form's **method** attribute and value should look pretty much the same as the one we saw earlier. However, unlike that form, the new form should submit its request to a different servlet—PersonalWelcome—so this form's **action** attribute value will need to be different. Hint: when you load the PersonalWelcome servlet to the Workbench, the Workbench will put the servlet in the same location as it stored the Welcome servlet, and this fact should help you determine the correct value for this form's **action** attribute.

Once you've added the basic **FORM** element and set its **method** and **action** attributes to the appropriate values, you are ready to add the text, markup, and controls necessary for the desired function and look. In point of fact, the WelcomeForm example we looked at earlier and form we are now creating are virtually identical in these last details, and you could copy that portion of the WelcomeForm.html and use it here, and your new page would function as it should.

I say ***could*** *copy that portion of the WelcomeForm.html* here, because there are a number of details you also could change—*without* preventing your new page from functioning correctly, though the changes might affect its appearance a good deal. For example, you could set the width of the single-line text input control to a certain number of characters or include more or different markup tags and the like. Make these sorts of changes, and the PersonalWelcome servlet will still generate the correct response:

|  |  |
| --- | --- |
|  |  |
| **Figure 7** *A Personal Welcome message* | **Figure 8** *A Personal Welcome message with null for a name* |

And, while playing with these particulars could be an interesting and instructive activity, it is worth pointing out here that there are two details you must **not** change; otherwise, your new page will **not** function as it should. Your new form must have at least one single-line text input control *and* that control must be named "Name". The reason for this is that the PersonalWelcome servlet expects a control of that type—with that exact name—and if it doesn't receive one, it will respond by generating a message that contains the word "null" where the control's value should be: "Welcome to iCarnegie, null!" This is true even if the control is named "name"; that is, the PersonalWelcome servlet is case-sensitive.

Now that you've gotten to this point, there are two things you can do before loading your new page to the iCarnegie Servlet Workbench. First, you can compare the source of the PersonalWelcomeForm you've just created with the source of a working example: [PersonalWelcomeForm\_workingExample](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-www/pg-forms-servlets/pg-use-forms-servlets/PersonalWelcomeForm_workingExample.html" \t "externalwindow). Next, you should validate your new page using the [WDG HTML Validator](http://htmlhelp.com/tools/validator/upload.html" \t "externalWindow). Once you've done these two things, load your new page to the Content folder of the Workbench and open it in a browser. Enter a name and then click the **Done** button, and what you see should look like Figure 7 (except the name perhaps).

**Unit 2. Introduction to Java and Object-Oriented Programming**

**2.1 Programming with Java**

With this module, the course introduces the use of objects in Java programs. It then covers the mechanics and fundamentals of Java servlet development, along with recommendations for a structured approach.

## 2.1.1 Programming with Objects

## At this point, we have a good foundation of how to design and use HTML forms from Unit 1. We are now ready to learn how to develop Java programs that can help us model many useful and interesting phenomena we commonly encounter. Some of these include making a travel reservation, purchasing books online, and building a playlist for listening to music on the Web.

Before actually writing any code in the Java programming language, we will be revisiting some of the concepts we covered in our readings of Chapter 1 of the textbook. By looking at the execution of a given Java program that models the aquatic life in a lake, we will review our understanding of the following concepts:

* A Java program is a collection of objects that communicate with each other to accomplish a common objective.
* Programs are usually written to perform a task or find a solution to a problem. Before writing a program, it is helpful to be able to model the actual process of performing a task or solving the problem. Writing the program then involves representing or specifying the model in a programming language that computers can understand.
* The building blocks or model elements in Java programs are called *objects*.
* Objects that exhibit the same behavior can be grouped into categories called *classes*.
* Objects that collaborate to perform a task or solve a problem communicate with each other by sending *messages*.

**Object-Oriented Programs**

We know from the readings that a Java program typically consists of a group of objects that communicate by sending messages. We also know that, when the program runs on a computer, it creates objects from class definitions provided by the Java programmer. A class definition for a class is a template for creating objects of that class. It describes how objects of that class must behave in terms of the types of messages they can receive and how they respond to those messages. Let us now look at these concepts using the example of corporate personnel introduced in the readings.

Writing a Java program to model a corporation in real life could be a complex task, knowing that a corporation has many different employees who perform several tasks to keep the business running. We will therefore limit ourselves to only one task and two employees involved in performing that task. The task we wish to model is that of writing a project proposal. This task involves the Vice President of a department and the Project Manager of one of the many project teams the Vice President manages.

Our first step in writing a program to model this task is to think of the objects needed by the program. The task involves two personnel, so the program will need two objects to model them: an object that models the Vice President and another that models the Project Manager. Whether these are objects of one class or two different classes will depend upon the attributes and behavior of the two objects. If the two objects have similar attributes and exhibit the same behavior, the program would need only one class definition to create the two objects. On the other hand, if the two objects have different attributes and exhibit different behavior, the program would need two class definitions to create the two objects.

This leads us to consider the attributes and behavior of the two objects. While both personnel are employees of the same corporation, they have different areas of responsibility and must perform different tasks. They also have different attributes that depend upon their role at the corporation. For instance, a Project Manager can be asked to prepare a project proposal by a Vice President. Vice Presidents, on the other hand do not prepare project proposals themselves. Further, a Vice President can be asked to provide financial data pertaining to the performance of the company. Also, while a Vice President heads several project teams, a Project Manager heads only one project team. Thus, it is clear that the two objects we need in our program have different attributes and exhibit different behavior. This indicates that they belong to two distinct categories or classes. So, the program will need two classes to model them, and hence two class definitions to create the objects.

Let us now explore the two class definitions needed by the program by examining the attributes and behavior of the Vice President and Project Manager objects. Note that the behavior of the objects is tied to the type of messages they must respond to. For instance, if the task we are modeling needs the Vice President to provide financial data, then the Vice President object must respond to a message for providing financial data. Note also that an object may have several attributes, but we will consider only those relevant to modeling the task in our program. For instance, a Vice President may be the chairperson of a professional association, but this attribute of the Vice President is of no interest to us in modeling the task for writing a project proposal.

Details for the sequence of steps in the task to be modeled by our program are as follows:

* The Vice President requests the Project Manager to write a proposal for a project. In response to this message, the Project Manager starts writing the proposal and realizes that financial data is needed from the Vice President.
* The Project Manager asks the Vice President for financial data. In response to this message, the Vice President sends the financial data to the Project Manager.
* The Project Manager completes the proposal with the financial data and other necessary information.

Based on the above interaction, the Vice President and Project Manager classes must model the following attributes:

* Attributes for the Vice President object:
  + Name
  + Department
* Attributes for the Project Manager object:
  + Name
  + Team

It is easy to see that the attributes of the Vice President object identify the particular department. Similarly, the attributes of the Project Manager object identify the project team.

Further, the above interaction requires that the Vice President and Project Manager objects respond to messages as follows:

* Message(s) from the Vice President object that the Project Manager object must respond to :
  + Write project proposal
* Message(s) from the Project Manager object that the Vice President object must respond to:
  + Provide financial data

The classes that model the Vice President and Project Manager must therefore describe how the respective objects would behave in response to these messages.

We now have some information about the attributes and behavior for the Vice President and Project Manager objects. In other words, we have the necessary information for the class definitions that could be used by our program to create these objects. The following diagram is a simplified representation of these classes:
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**Fish Simulation: An OO Program that Simulates Aquatic Life**

Let us now extend our knowledge of objects and object-oriented programs to a simulation program written in Java. By observing the execution of the program, we will attempt to understand how this program may have been built, in particular the various objects used by the program and the communication between those objects.

As you may already know, a simulation is really a model of a system, process, or environment. Simulations allow us to assess and understand the system, process, or environment being modeled by conducting experiments with the different elements of the model. For instance, an aeronautical engineer might build a working model of a new aircraft being designed. The model aircraft simulates a real aircraft. The simulation offers the engineer a more convenient and comparatively inexpensive method to make observations and predictions about the behavior of the real aircraft by conducting experiments on the smaller and more manageable model aircraft. Simulation programs are an extension of this concept. They allow us to harness the power of computers for simulation. Typically, simulation programs are executed as a series of time steps. The simulation program we will examine is one such program that simulates the life and movements of organisms such as fish and algae in a lake.

To run the simulation program on your machine:

* Download and extract the contents of the zip file [Alife.zip](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-prog-java/pg-objects-java/Alife.zip) to your machine.
* In the iCarnegie Servlet Workbench window, click Load Content on the Actions menu, and load the *.html* and *.gif* files extracted from the zip file.
* In the iCarnegie Servlet Workbench window, click Load Java on the Actions menu, and load the *.class* files extracted from the zip file.
* Select the file *initialWorldAlgaeFishCroc.html* in the workbench window, and open it with the Open in Browsercommand on the Actions menu.

Notice that the file *initialWorldAlgaeFishCroc.html* contains an HTML form with a grid of 10 rows with 10 cells per row. Each cell of the grid contains three checkbox input controls labeled *algae*, *catfish*, and *crocodile*. The form also contains a textbox input control below the grid, labeled *Blocks of Time to Simulate*. At the end of the form is a button labeled *Start Simulation*.

The grid in the form essentially models the body of water in the lake. For now, the organisms being modeled include catfish, crocodiles, and algae. Accordingly, each cell of the grid allows a choice of any combination of these three organisms. One of the goals of the simulation is to study how the movement of catfish and crocodiles and the growth of algae are affected by the size and density of the populations. To do this, we plan to run several iterations of the simulation program. Further, for each iteration, we plan to set up the initial condition of the lake by varying one or more of the following: the number and starting location of catfish, crocodiles, and algae.

Although we will observe the behavior of the organisms when the simulation program runs, here is some information to help you set up the initial condition of the lake:

* Catfish are capable of eating algae, and crocodile are capable of eating catfish.
* Both catfish and crocodiles can move from cell to cell, while algae are stationary.
* Algae require sunlight to survive. Random amounts of sunlight per cell are provided by the program.
* Typically, a choice of 20–30 time steps is enough to observe the behavior of the organisms and draw some conclusions.

Here are a few initial conditions for you to try out:

* One catfish, no algae, and no crocodile
* One crocodile, no algae, and no catfish
* Algae only, no catfish and no crocodile
* A colony of algae, with a couple of catfish and a crocodile at a distance from the algae colony

The following screenshot shows the form to set up the initial configuration of the lake:
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The following screenshot shows what your browser may look like with the last configuration:

After you have done some experiments on the model, see if you can answer the following questions by drawing on your knowledge of object-oriented programs:

1. What classes would be required to build such a model that simulates the life of organisms in a lake?
2. Does the simulation program always need to create objects of these classes? In other words, how does your initial choice of configuration affect the creation of objects by the program?
3. How does the number of organisms selected by you in the initial configuration of the lake affect the number of objects created by the program?
4. What would be the attributes of the classes you thought of as answer to #1? Hint: you need to observe the appearance and behavior of the organism being modeled by the class to deduce the attributes. In addition, you need to take into consideration any information you were given at the start. For instance: knowing that algae need energy to live and having observed that algae sometimes die in the simulation tells us that the class that models algae needs an attribute for the minimum amount of energy needed to stay alive.
5. Does the crocodile's behavior change based on the presence or absence of catfish; does the crocodile move toward the fish or away from the fish; and do these questions affect how the crocodile should be modelled? Similarly, does the catfish's behavior change based on the presence or absence of algae; does the catfish move toward the algae or away from the algae; and do these questions affect how the catfish should be modelled?

Note that you will need to run the simulation several times to be able to answer these questions. It is also acceptable if you feel that you do not have enough information at this point in the course to answer a particular question. When you have attempted them all, you will realize that the questions collectively test your understanding of the relationship between classes and objects, the structure of an object, and the organization of object-oriented programs around objects that communicate using messages.

As you progress through the rest of the course, we will look at more details about how this simulation program is built in Java. In fact, you may actually build an extension to it using the concepts you will learn in the course, such as modeling additional organisms in the lake. To be able to do this, we will next look at how Java programs are written and prepared for execution.

**2.1.2 Java Program Development**

As you have seen in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')), servlets are Java programs that extend the functionality of a Web server. So far, we have learned how to invoke servlets using forms and the iCarnegie Servlet Workbench, but we do not know anything about how servlets are created. We have also examined a simulation program that used objects to provide interaction between a servlet and a form.

At this point, you should have gained some knowledge about writing, compiling and executing Java programs from the readings in Chapter 1 of the textbook. We will now use that knowledge to develop a Java servlet, which is a type of Java program, using the same "Welcome"servlet that was invoked by the form used in [1.3.3 Using Forms with Servlets](javascript:ContentByName('pg-use-forms-servlets')). We will also develop a Java class, using the class definition for one of the objects, *Catfish*, used by the simulation program in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')). Note that we will be working with a simplified version of the simulation program at this time. So, before you get started on the tasks in this section, please delete all files that were loaded into the iCarnegie Servlet Workbench for the simulation program in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')).

Overall, in this section, we will be re-visiting the following concepts covered earlier in the course and in the readings:

* As seen in [1.3.3 Using Forms with Servlets](javascript:ContentByName('pg-use-forms-servlets')), to invoke the"Welcome" servlet, the **action** attribute of the **FORM** element in the form must be set to the file *Welcome.class.*
* As covered in section 1.6 of the textbook, source code contained in *.java* files can be compiled to produce Java Byte Code in *.class* files. For instance, the file *Welcome.class* contains Java Byte Code. It is the result of compiling the Java program file *Welcome.java*. In this section:
  + We will look at how to create the file *Welcome.java* and how to compile it to obtain the file *Welcome.class.*
  + We will also look at how to create the file *Catfish.java* that defines the attributes and behavior for the *Catfish* objects used by the simulation program we worked with in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')). Note that we will be working with a simplified version of the simulation program in this section, since we are yet to learn Java in detail.
  + We will further look at how to compile *Catfish.java* to obtain the file *Catfish.class*.
* As covered in section 1.7 of the textbook, a Java Virtual Machine is required for executing a Java program. As seen in [1.3.3 Using Forms with Servlets](javascript:ContentByName('pg-use-forms-servlets')), when the *Welcome.class* file is executed using the iCarnegie Servlet Workbench, the "Welcome"servlet would execute on the JVM that is installed on the Web server included in the workbench.

To develop a program in the Java programming language, you will need the Java 2 Platform Standard Edition (J2SE) development kit. If you have successfully worked through the example in the textbook for writing, compiling, and executing a Java program, you will already have this installed on your machine. If not, please refer to [Appendix A. Java 2 Platform, Standard Edition (J2SE)](javascript:ContentByName('pg-sdk')) for instructions on downloading and installing this kit.

**Writing Java Source Code**

Just like the example in 1.7 of the textbook, our first step involves starting an editor program, typing in the Java program and saving the contents to a file called *Welcome.java.* Hereafter, we will refer to such files containing source code as *source* files, or *source-code* files. In particular, we may also refer to source files for a servlet as *servlet source* files.

Listing 1 shows the source code for the servlet *Welcome*. At this time, type or copy-and-paste the following source code into an editior, such as Notepad. Then, save the file. Remember that the source file must be named *Welcome.java* since the name of the servlet is *Welcome*, as seen on line 5 of the listing.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class Welcome extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/plain");  /\*\*  \* Retrieve an output stream to use to send data  \* to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Write the response  \*/  out.println("Welcome to iCarnegie!");  }  } |
| **Listing 1** *Welcome.java* | |

When creating the source files, please pay close attention to the program format and comments as noted in the Java Interludetitled "Identifiers, Statement Order, Format, and Comments"of the textbook. Please note that the line numbers in the listing are not part of the source code and should not be typed in.

**Compiling Java Source Code**

As the next step, compile the source files using the *javac* command at the system prompt to invoke the Java compiler that is included in the Java 2 Standard Edition, Software Development Kit (J2SE SDK).

Note that, while the J2SE SDK is sufficient to compile most Java programs, we need something additional to compile a Java servlet. This is because the source code for the servlet uses some pre-written Java source code that is not part of the J2SE SDK. This code is included in the file *javax.servlet.jar* located in the iCarnegie Servlet Workbench installation in the *lib* directory. When compiling servlets, the compiler locates this *.jar* file by examining the system's **classpath** environment variable. Thus, for successfully compiling servlets, the file *javax.servlet.jar* *must* be added to the **classpath**. The following screenshot shows the compile-time error message you will see if you miss this important step.
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The [Appendix B. The iCarnegie Servlet Workbench](javascript:ContentByName('pg-ic-servlet-workbench-appendix');) has more information on how to edit your system's **classpath** environment variable. Based on the instructions in the Appendix B of the textbook and [Appendix A. Java 2 Platform, Standard Edition (J2SE)](javascript:ContentByName('pg-sdk');), compile the servlet source file using the following command at the system prompt: javac Welcome.java

**Creating an HTML Form**

Unlike the example in 1.7 of the textbook, we need to take an additional step in preparing our program for execution. This is because we need an HTML form to invoke the "Welcome" servlet, as seen in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')). A sample Web page containing a form that invokes the "Welcome" servlet follows:

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>

<HTML>

<HEAD>

<TITLE>WelcomeForm</TITLE>

</HEAD>

<BODY bgcolor='#fdf5e6'>

<H1 ALIGN="center">Forms and Servlets</H1>

<FORM action='/servlet/Welcome' method='post'>

<BR>

<BR>

<BR>

<CENTER>

Please enter your name:

<INPUT type='text' size='20' name='Name' value=''>

<BR>

<BR>

<BR>

<INPUT type='submit' value='Done' name='userRequest'>

</CENTER>

</FORM>

</BODY>

</HTML>

As shown in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')), create the file *WelcomeForm.html* with the HTML code shown above. We will use this file to run the servlet. Note that the **action** attribute of the **FORM** element in the HTML code refers to the "Welcome"servlet class file as shown below, even though the file extension *.class* is not mentioned.

<FORM action='/servlet/Welcome' method='post'>

**Running a Java Program**

Now that we have the servlet class file *Welcome.class* and a form that invokes it in *WelcomeForm.html*, we are ready to execute the servlet using the iCarnegie Servlet Workbench. As in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')), first load the file *WelcomeForm.html* with the Load HTMLcommand on the Actionsmenu of the workbench. Next, load the file *Welcome.class* with the Load Javacommand on the Actionsmenu of the workbench.

Finally, select the file *WelcomeForm.html* from the *Content* directory within the workbench, and then select the Open in Browsercommand on the Actionsmenu. The following screenshot shows the form before it is submitted.
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The "Welcome" servlet is invoked when the form is submitted, and the browser displays the welcome message sent by the servlet, as follows:

Having learned how to develop a Java program, see if you can apply your knowledge to developing the *Catfish* object used by a simplified version of the simulation program from [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java');). Listing 2 shows the source code for the class *Catfish*.

|  |  |
| --- | --- |
| 1:   2:   3:   4:   5:   6:   7:   8:   9:  10:  11:  12:  13:  14:  15:  16:  17:  18:  19:  20:  21:  22:  23:  24:  25:  26:  27:  28:  29:  30:  31:  32:  33:  34:  35:  36:  37:  38:  39:  40:  41:  42:  43:  44:  45:  46:  47:  48:  49:  50:  51:  52:  53:  54:  55:  56:  57:  58:  59:  60:  61:  62:  63:  64:  65:  66:  67:  68:  69:  70:  71:  72:  73:  74:  75:  76:  77:  78:  79:  80:  81:  82:  83:  84:  85:  86:  87:  88:  89:  90:  91:  92:  93:  94:  95:  96:  97:  98:  99: 100: 101: 102: 103: 104: 105: 106: 107: 108: 109: 110: 111: 112: 113: 114: 115: | public class Catfish {  /\*\*  \* Location of the catfish - which row.  \*/  private int row;  /\*\*  \* Location of catfish - which column  \*/  private int column;  /\*\*  \* Image of the catfish - is really a filename.  \*/  private String imageFileName;  /\*\*  \* Location of catfish - the row  \*  \* @return - an integer representing the  \* row location of catfish.  \*/  public int getRow() {  return row;  }  /\*\*  \* Location of catfish - the column  \*  \* @return - an integer representing the  \* column location of catfish.  \*/  public int getColumn() {  return column;  }  /\*\*  \* Swim one cell to the right.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the right boundary, it will not  \* swim further right.  \*  \* @return nothing.  \*/  public void swimRightIfPossible() {  // If the cell to the right is within bounds, move right.  if (column + 1 <= 10) {  column = column + 1;  }  imageFileName = "/Catfish-right.gif";  }  /\*\*  \* Swim one cell to the left.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the left boundary, it will not  \* swim further left.  \*  \* @return nothing.  \*/  public void swimLeftIfPossible() {  // If the cell to the left is within bounds, move left.  if (column - 1 >= 1) {  column = column - 1;  }  imageFileName = "/Catfish-left.gif";  }  /\*\*  \* Swim one cell down.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the bottom boundary, it will not  \* swim further down.  \*  \* @return nothing.  \*/  public void swimDownIfPossible() {  // If the cell below is within bounds, move down.  if (row + 1 <= 10) {  row = row + 1;  }  imageFileName = "/Catfish-down.gif";  }  /\*\*  \* Swim one cell up.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the top boundary, it will not  \* swim further up.  \*  \* @return nothing.  \*/  public void swimUpIfPossible() {  // If the cell above is within bounds, move up.  if (row - 1 >= 1) {  row = row - 1;  }  imageFileName = "/Catfish-up.gif";  }  /\*\*  \* get filename of catfish image  \*  \* @return filename of Catfish image  \*/  public String getImage() {  return imageFileName;  }  } |
| **Listing 2** *Catfish.java* | |

For now, type in or cut-and-paste this source code using an editor*,* and save the contents to a file. Remember that the source file must be named *Catfish.java*, since the name of the class is *Catfish*, as seen on line 1 of the listing.

Next, we compile the source file for the class *Catfish*:

javac Catfish.java

Note that this source file does not use any pre-defined Java classes.

Now, we must prepare the *Catfish.class* file for execution. We know that this is only one of several class files used by the simulation program. At this point, we are not ready to examine all the other class files. But, we do know that the simulation program involves interaction between a servlet and a form.

If you haven't already done so, please delete the files loaded for the simulation program in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java');) since we are now working with a different version of the simulation program. Next, download [Alife.zip](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-prog-java/pg-servlet-develop_v2/Alife-basic.zip) and extract the contents to the same directory where you have been working so far. Then, load the various *.gif* files and the form in *CreateFishes.html* into the iCarnegie Servlet Workbench. Next, load the various *.class* files and the file *Catfish.class* created above into the workbench. Finally, select the file *CreateFishes.html* from the *Content* directory within the workbench, and then click Open in Browseron the Actionsmenu. The following screenshot shows what the browser window may look like when you click the button labeled *Create Two Fishes* in the form in *CreateFishes.html*:
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At this point, you have successfully completed development of a Java servlet and a Java class. You know how to create a *.java* source-code file for a Java servlet and the class definition for a Java object. You also know how to compile a Java source file to get a *.class* file. Finally, you know how to run a servlet using an HTML form and the iCarnegie Servlet Workbench. In the two sections that follow, we will examine in some detail the source files we wrote in this section.

**2.1.2 Java Program Development**

As you have seen in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')), servlets are Java programs that extend the functionality of a Web server. So far, we have learned how to invoke servlets using forms and the iCarnegie Servlet Workbench, but we do not know anything about how servlets are created. We have also examined a simulation program that used objects to provide interaction between a servlet and a form.

At this point, you should have gained some knowledge about writing, compiling and executing Java programs from the readings in Chapter 1 of the textbook. We will now use that knowledge to develop a Java servlet, which is a type of Java program, using the same "Welcome"servlet that was invoked by the form used in [1.3.3 Using Forms with Servlets](javascript:ContentByName('pg-use-forms-servlets')). We will also develop a Java class, using the class definition for one of the objects, *Catfish*, used by the simulation program in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')). Note that we will be working with a simplified version of the simulation program at this time. So, before you get started on the tasks in this section, please delete all files that were loaded into the iCarnegie Servlet Workbench for the simulation program in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')).

Overall, in this section, we will be re-visiting the following concepts covered earlier in the course and in the readings:

* As seen in [1.3.3 Using Forms with Servlets](javascript:ContentByName('pg-use-forms-servlets')), to invoke the"Welcome" servlet, the **action** attribute of the **FORM** element in the form must be set to the file *Welcome.class.*
* As covered in section 1.6 of the textbook, source code contained in *.java* files can be compiled to produce Java Byte Code in *.class* files. For instance, the file *Welcome.class* contains Java Byte Code. It is the result of compiling the Java program file *Welcome.java*. In this section:
  + We will look at how to create the file *Welcome.java* and how to compile it to obtain the file *Welcome.class.*
  + We will also look at how to create the file *Catfish.java* that defines the attributes and behavior for the *Catfish* objects used by the simulation program we worked with in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')). Note that we will be working with a simplified version of the simulation program in this section, since we are yet to learn Java in detail.
  + We will further look at how to compile *Catfish.java* to obtain the file *Catfish.class*.
* As covered in section 1.7 of the textbook, a Java Virtual Machine is required for executing a Java program. As seen in [1.3.3 Using Forms with Servlets](javascript:ContentByName('pg-use-forms-servlets')), when the *Welcome.class* file is executed using the iCarnegie Servlet Workbench, the "Welcome"servlet would execute on the JVM that is installed on the Web server included in the workbench.

To develop a program in the Java programming language, you will need the Java 2 Platform Standard Edition (J2SE) development kit. If you have successfully worked through the example in the textbook for writing, compiling, and executing a Java program, you will already have this installed on your machine. If not, please refer to [Appendix A. Java 2 Platform, Standard Edition (J2SE)](javascript:ContentByName('pg-sdk')) for instructions on downloading and installing this kit.

**Writing Java Source Code**

Just like the example in 1.7 of the textbook, our first step involves starting an editor program, typing in the Java program and saving the contents to a file called *Welcome.java.* Hereafter, we will refer to such files containing source code as *source* files, or *source-code* files. In particular, we may also refer to source files for a servlet as *servlet source* files.

Listing 1 shows the source code for the servlet *Welcome*. At this time, type or copy-and-paste the following source code into an editior, such as Notepad. Then, save the file. Remember that the source file must be named *Welcome.java* since the name of the servlet is *Welcome*, as seen on line 5 of the listing.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class Welcome extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/plain");  /\*\*  \* Retrieve an output stream to use to send data  \* to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Write the response  \*/  out.println("Welcome to iCarnegie!");  }  } |
| **Listing 1** *Welcome.java* | |

When creating the source files, please pay close attention to the program format and comments as noted in the Java Interludetitled "Identifiers, Statement Order, Format, and Comments"of the textbook. Please note that the line numbers in the listing are not part of the source code and should not be typed in.

**Compiling Java Source Code**

As the next step, compile the source files using the *javac* command at the system prompt to invoke the Java compiler that is included in the Java 2 Standard Edition, Software Development Kit (J2SE SDK).

Note that, while the J2SE SDK is sufficient to compile most Java programs, we need something additional to compile a Java servlet. This is because the source code for the servlet uses some pre-written Java source code that is not part of the J2SE SDK. This code is included in the file *javax.servlet.jar* located in the iCarnegie Servlet Workbench installation in the *lib* directory. When compiling servlets, the compiler locates this *.jar* file by examining the system's **classpath** environment variable. Thus, for successfully compiling servlets, the file *javax.servlet.jar* *must* be added to the **classpath**. The following screenshot shows the compile-time error message you will see if you miss this important step.
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The [Appendix B. The iCarnegie Servlet Workbench](javascript:ContentByName('pg-ic-servlet-workbench-appendix');) has more information on how to edit your system's **classpath** environment variable. Based on the instructions in the Appendix B of the textbook and [Appendix A. Java 2 Platform, Standard Edition (J2SE)](javascript:ContentByName('pg-sdk');), compile the servlet source file using the following command at the system prompt:

javac Welcome.java

**Creating an HTML Form**

Unlike the example in 1.7 of the textbook, we need to take an additional step in preparing our program for execution. This is because we need an HTML form to invoke the "Welcome" servlet, as seen in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')). A sample Web page containing a form that invokes the "Welcome" servlet follows:

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>

<HTML>

<HEAD>

<TITLE>WelcomeForm</TITLE>

</HEAD>

<BODY bgcolor='#fdf5e6'>

<H1 ALIGN="center">Forms and Servlets</H1>

<FORM action='/servlet/Welcome' method='post'>

<BR>

<BR>

<BR>

<CENTER>

Please enter your name:

<INPUT type='text' size='20' name='Name' value=''>

<BR>

<BR>

<BR>

<INPUT type='submit' value='Done' name='userRequest'>

</CENTER>

</FORM>

</BODY>

</HTML>

As shown in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')), create the file *WelcomeForm.html* with the HTML code shown above. We will use this file to run the servlet. Note that the **action** attribute of the **FORM** element in the HTML code refers to the "Welcome"servlet class file as shown below, even though the file extension *.class* is not mentioned.

<FORM action='/servlet/Welcome' method='post'>

**Running a Java Program**

Now that we have the servlet class file *Welcome.class* and a form that invokes it in *WelcomeForm.html*, we are ready to execute the servlet using the iCarnegie Servlet Workbench. As in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')), first load the file *WelcomeForm.html* with the Load HTMLcommand on the Actionsmenu of the workbench. Next, load the file *Welcome.class* with the Load Javacommand on the Actionsmenu of the workbench. Finally, select the file *WelcomeForm.html* from the *Content* directory within the workbench, and then select the Open in Browsercommand on the Actionsmenu. The following screenshot shows the form before it is submitted.
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The "Welcome" servlet is invoked when the form is submitted, and the browser displays the welcome message sent by the servlet, as follows:

Having learned how to develop a Java program, see if you can apply your knowledge to developing the *Catfish* object used by a simplified version of the simulation program from [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java');).

Listing 2 shows the source code for the class *Catfish*.

|  |  |
| --- | --- |
| 1:   2:   3:   4:   5:   6:   7:   8:   9:  10:  11:  12:  13:  14:  15:  16:  17:  18:  19:  20:  21:  22:  23:  24:  25:  26:  27:  28:  29:  30:  31:  32:  33:  34:  35:  36:  37:  38:  39:  40:  41:  42:  43:  44:  45:  46:  47:  48:  49:  50:  51:  52:  53:  54:  55:  56:  57:  58:  59:  60:  61:  62:  63:  64:  65:  66:  67:  68:  69:  70:  71:  72:  73:  74:  75:  76:  77:  78:  79:  80:  81:  82:  83:  84:  85:  86:  87:  88:  89:  90:  91:  92:  93:  94:  95:  96:  97:  98:  99: 100: 101: 102: 103: 104: 105: 106: 107: 108: 109: 110: 111: 112: 113: 114: 115: | public class Catfish {  /\*\*  \* Location of the catfish - which row.  \*/  private int row;  /\*\*  \* Location of catfish - which column  \*/  private int column;  /\*\*  \* Image of the catfish - is really a filename.  \*/  private String imageFileName;  /\*\*  \* Location of catfish - the row  \*  \* @return - an integer representing the  \* row location of catfish.  \*/  public int getRow() {  return row;  }  /\*\*  \* Location of catfish - the column  \*  \* @return - an integer representing the  \* column location of catfish.  \*/  public int getColumn() {  return column;  }  /\*\*  \* Swim one cell to the right.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the right boundary, it will not  \* swim further right.  \*  \* @return nothing.  \*/  public void swimRightIfPossible() {  // If the cell to the right is within bounds, move right.  if (column + 1 <= 10) {  column = column + 1;  }  imageFileName = "/Catfish-right.gif";  }  /\*\*  \* Swim one cell to the left.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the left boundary, it will not  \* swim further left.  \*  \* @return nothing.  \*/  public void swimLeftIfPossible() {  // If the cell to the left is within bounds, move left.  if (column - 1 >= 1) {  column = column - 1;  }  imageFileName = "/Catfish-left.gif";  }  /\*\*  \* Swim one cell down.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the bottom boundary, it will not  \* swim further down.  \*  \* @return nothing.  \*/  public void swimDownIfPossible() {  // If the cell below is within bounds, move down.  if (row + 1 <= 10) {  row = row + 1;  }  imageFileName = "/Catfish-down.gif";  }  /\*\*  \* Swim one cell up.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the top boundary, it will not  \* swim further up.  \*  \* @return nothing.  \*/  public void swimUpIfPossible() {  // If the cell above is within bounds, move up.  if (row - 1 >= 1) {  row = row - 1;  }  imageFileName = "/Catfish-up.gif";  }  /\*\*  \* get filename of catfish image  \*  \* @return filename of Catfish image  \*/  public String getImage() {  return imageFileName;  }  } |
| **Listing 2** *Catfish.java* | |

For now, type in or cut-and-paste this source code using an editor*,* and save the contents to a file. Remember that the source file must be named *Catfish.java*, since the name of the class is *Catfish*, as seen on line 1 of the listing.

Next, we compile the source file for the class *Catfish*:

javac Catfish.java

Note that this source file does not use any pre-defined Java classes.

Now, we must prepare the *Catfish.class* file for execution. We know that this is only one of several class files used by the simulation program. At this point, we are not ready to examine all the other class files. But, we do know that the simulation program involves interaction between a servlet and a form.

If you haven't already done so, please delete the files loaded for the simulation program in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java');) since we are now working with a different version of the simulation program. Next, download [Alife.zip](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-prog-java/pg-servlet-develop_v2/Alife-basic.zip) and extract the contents to the same directory where you have been working so far. Then, load the various *.gif* files and the form in *CreateFishes.html* into the iCarnegie Servlet Workbench. Next, load the various *.class* files and the file *Catfish.class* created above into the workbench. Finally, select the file *CreateFishes.html* from the *Content* directory within the workbench, and then click Open in Browseron the Actionsmenu. The following screenshot shows what the browser window may look like when you click the button labeled *Create Two Fishes* in the form in *CreateFishes.html*:
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At this point, you have successfully completed development of a Java servlet and a Java class. You know how to create a *.java* source-code file for a Java servlet and the class definition for a Java object. You also know how to compile a Java source file to get a *.class* file. Finally, you know how to run a servlet using an HTML form and the iCarnegie Servlet Workbench. In the two sections that follow, we will examine in some detail the source files we wrote in this section.

**2.1.3 First Look at Java**

We know from [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')) how source code for a class definition in Java is written and prepared for execution. In this section, we will apply the concepts covered in the readings in Chapter 1 of the textbook to examine the source code for the same *Catfish* class in some detail.

**The *Catfish* Class**

The source code for the *Catfish* class from the source file in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')) is shown in Listing 1.

|  |  |
| --- | --- |
| 1:   2:   3:   4:   5:   6:   7:   8:   9:   10:  11:  12:  13:  14:  15:  16:  17:  18:  19:  20:  21:  22:  23:  24:  25:  26:  27:  28:  29:  30:  31:  32:  33:  34:  35:  36:  37:  38:  39:  40:  41:  42:  43:  44:  45:  46:  47:  48:  49:  50:  51:  52:  53:  54:  55:  56:  57:  58:  59:  60:  61:  62:  63:  64:  65:  66:  67:  68:  69:  70:  71:  72:  73:  74:  75:  76:  77:  78:  79:  80:  81:  82:  83:  84:  85:  86:  87:  88:  89:  90:  91:  92:  93:  94:  95:  96:  97:  98:  99:  100: 101: 102: 103: 104: 105: 106: 107: 108: 109: | public class Catfish {  /\*\*  \* Location of the catfish - which row.  \*/  private int row;  /\*\*  \* Location of catfish - which column  \*/  private int column;  /\*\*  \* Image of the catfish - is really a filename.  \*/  private String imageFileName;  /\*\*  \* Location of catfish - the row  \*  \* @return - an integer representing the row location of catfish.  \*/  public int getRow() {  return row;  }  /\*\*  \* Location of catfish - the column  \*  \* @return - an integer representing the column location of catfish.  \*/  public int getColumn() {  return column;  }  /\*\*  \* Swim one cell to the right.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the right boundary, it will not swim further right.  \*  \* @return nothing.  \*/  public void swimRightIfPossible() {  // If the cell to the right is within bounds, move right.  if (column + 1 <= 10) {  column = column + 1;  }  imageFileName = "/Catfish-right.gif";  }  /\*\*  \* Swim one cell to the left.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the left boundary, it will not swim further left.  \*  \* @return nothing.  \*/  public void swimLeftIfPossible() {  // If the cell to the left is within bounds, move left.  if (column - 1 >= 1) {  column = column - 1;  }  imageFileName = "/Catfish-left.gif";  }  /\*\*  \* Swim one cell down.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the bottom boundary, it will not swim further down.  \*  \* @return nothing.  \*/  public void swimDownIfPossible() {  // If the cell below is within bounds, move down.  if (row + 1 <= 10) {  row = row + 1;  }  imageFileName = "/Catfish-down.gif";  }  /\*\*  \* Swim one cell up.  \* The swimming area will be limited to the lake boundary.  \* If catfish is at the top boundary, it will not swim further up.  \*  \* @return nothing.  \*/  public void swimUpIfPossible() {  // If the cell above is within bounds, move up.  if (row - 1 >= 1) {  row = row - 1;  }  imageFileName = "/Catfish-up.gif";  }  /\*\*  \* get filename of catfish image  \*  \* @return filename of Catfish image  \*/  public String getImage() {  return imageFileName;  }  } |
| Listing 1 *Catfish.java* | |

First of all, let's identify the various components covered in the Java Interlude titled "Identifiers, Statement Order, Format, and Comments."

Listing 1 includes several comments like the following:

/\*\*

\* Swim one cell down.

\* The swimming area will be limited to the lake boundary.

\* If catfish is at the bottom boundary, it will not swim further down.

\*

\* @return nothing.

\*/

Some of the keywords in the listing are:

* public
* class
* return
* if
* else

Some identifiers in the listing are as follows:

* row
* column
* imageFileName
* String
* getRow
* swimRightIfPossible

**Class Definition**

First of all, recall from Section 1.3 of the textbook that to create the Catfish object, which is an instance of the Catfish class, a description for the Catfish class is needed, which can be used as a blueprint for creating Catfish objects. Listing 1 provides the description for the Catfishclass. Hence, it is called the class definition. The description is provided by the source code enclosed within the opening brace at the end of line 1 and the closing brace on line 108. Line 1 starts the description for the Catfish class by conveying some information about the class itself, as indicated by the code public class Catfish.

We will learn more about the meaning of all the identifiers and keywords on the line 1 as we move ahead in the course. For now, please make a note that for many of the classes used by the simulation program, the code on lines 1 and 108 forms the start and end of the class definition, except that the identifier Catfish on line 1 would change to be the name of the respective class.

Recall from [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')) that a class describes the attributes and behavior for its objects. Let us examine the listing further to learn more about the attributes and behavior for the Catfishobjects.

**Attributes of Catfish Class**

The statements on lines 6, 11, and 16 describe the attributes for objects of the Catfishclass. The statements on lines 6 and 11 describe the attributes that correspond to the row and column, respectively, in the grid for the location of the fish. The statement on line 16 describes the attribute that corresponds to the name of the image file used to represent the fish at any given time.

Note that each of these three statements consists of three words the first of which is common: private. This is a keyword in Java indicating that these attributes can only be accessed by other Catfishobjects. We will learn more about this keyword in [2.2 Fundamentals of Object-Oriented Programming](javascript:ContentByName('pg-oop-fund')).

The words int and String are keywords in Java that indicate the type of values the attributes can take. Thus, the attributes row and column can take integer values, whereas the name of the image file must be a String object. We will learn more about these and other such keywords further in [2.3 Fundamentals of Java](javascript:ContentByName('pg-java-fund')).

The last word on each of these statements is the actual name of the attribute: row, column, and imageFileName.

Thus, the statements on lines 6, 11, and 16 are declaration statements for the attributes of the Catfish class. As covered in the Java Interlude titled "Variables and Assignment" from the textbook, the declaration for each attribute includes a type and an identifier. In addition, each of these declarations includes a keyword that specifies the access to the attribute.

**Behavior of Catfish Class**

The remaining source code in the listing, other than the comments, is part of the description for the behavior of Catfishobjects. It describes how the Catfishobject would respond to the following messages:

* getRow
* getColumn
* getImage
* swimRightIfPossible
* swimLeftIfPossible
* swimUpIfPossible
* swimDownIfPossible

Let us look at the description for the swimRightIfPossible message. Lines 43–50 describe the response of the Catfishobjects to this message. The opening brace on line 43 is paired with a closing brace on line 50. The lines between the two braces collectively constitute the *method definition* for the swimRightIfPossible message. We will learn more about method definitions in [2.2 Fundamentals of Object-Oriented Programming](javascript:ContentByName('pg-oop-fund')).

Note that line 43 has three words, just like the statements for the attributes we saw above, followed by a set of empty parentheses "()" and the opening brace "{". The empty parentheses indicate that this message does not require any resources to complete execution. As you work with other objects in this course, you will learn that some messages do require resources to be sent by the object that initiates the message.

The first word on line 43 is a Java keyword: public. This keyword indicates that any object can send this message to *Catfish* objects in a program. We will learn more about this keyword in [2.2 Fundamentals of Object-Oriented Programming](javascript:ContentByName('pg-oop-fund')).

The second word on line 43 is another Java keyword void. This keyword indicates that the swimRightIfPossible message returns no value after it completes execution. We will learn more about this and other such keywords further in [2.3 Fundamentals of Java](javascript:ContentByName('pg-java-fund')).

The last word on line 43 is an identifier: swimRightIfPossible. This identifier is the name of the message.

The following observations can help you examine the method definitions for the other messages in the listing:

* The names of messages fall into two categories. One set follows the get\* pattern, while the other follows the swim\*IfPossible pattern. These names should be self-explanatory as to the behavior of the respective method definitions. The first set of messages allows any other objects that communicate with the Catfishobjects to get information about their attributes. For instance, the getRow message allows a communicating object to find out the row in the grid corresponding to the location of the Catfishobject. The second set of messages attempts to modify a Catfishobject to swim in a particular direction. For instance, the swimRightIfPossible message will describe the behavior of Catfishobjects that attempt to swim to the right in the grid.
* The names of the messages follow a certain convention, where the name actually uses words that convey the intent of the behavior. The first letter of each word but the first is capitalized. This is a recommended Java programming convention. We will learn more about other such programming conventions later in the course. For now, please make a note: following such conventions in the source code makes it readable and easy to understand. Even though we did not write this source code for Catfishclass ourselves, we can understand parts of it simply by reading it.
* The messages that follow the get\* naming pattern return something after completing execution, while those that follow the swim\*IfPossible naming pattern do not return any value.

Following the convention we used in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')), we can represent the Catfishclass from Listing 1 as follows:
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Actually, we can augment this diagram as follows. The source code has given us more information about the type of values the attributes can take and the type of values the messages return which can be added to the diagram as follows:
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**Student Activity**

With the detailed knowledge of the Catfish class from this section, and knowing how to develop a Java class from [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')), here is something you can try:

* Download [Alife-basic.zip](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-prog-java/pg-class-elements_v2/Alife-basic.zip) and load the various .gif files and the HTML form in CreateFishes.html into the iCarnegie Servlet Workbench. Next, load the various .class files into the workbench and run the simulation program following instructions from [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')).
* Copy the source code from Listing 1 into *Catfish.java* file. Remember that the line numbers in the listing are just for your convenience, and should not be copied into the source file.
* Edit *Catfish.java* to use a new set of images for the fish. Once you have located the image files of your choice for the fish, edit the lines 49, 65, 81 and 97 to use your image files instead of the following: Catfish-right.gif, Catfish-left.gif, Catfish-down.gif, and Catfish-up.gif.
* Compile *Catfish.java* following instructions from [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). You now have a new version of the *Catfish* class in the file *Catfish.class*.
* Load the new version of *Catfish.class* created above into the workbench. This will overwrite the *Catfish.class* file that you previously loaded from Alife-basic.zip.
* Run the new version of the simulation program following instructions from [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')).

**If-Statement**

When an object gets a message, all statements in the message are executed sequentially in the order in which they appear. Sometimes, we do not want *all* statements to be executed. Instead, we want some statements to be executed only when certain conditions hold true. An if-statement allows us to accomplish such conditional execution.

|  |  |  |
| --- | --- | --- |
| **Execution sequence of an if-statement** | **Example: From swimRightIfPossible**  **(see Listing 1 above, starting on line 43)** | **Example expressed in Java code** |
|  |  | if (column + 1 <= 10) {  column = column + 1;  } |

In the swimRightIfPossible method (see Listing 1, line 43), we say that swimming right is conditional upon catfish staying within bounds. Therefore, we use an if-statement to execute the statement to swim right conditionally. The if-statement checks if the new column value will be less than or equal to 10 (the lake boundary). The check is expressed within parentheses: (column + 1 <= 10) (see line 46). Swimming right is accomplished by incrementing the value of column attribute: column = column + 1; (see line 47). The block of statements that would be conditionally executed are surrounded by curly braces: {}. In our case, the block of statements consists of only one statement (line 47).

See section 2.8 of the Arnow, Dexter, and Weiss textbook—which is required reading—for more examples of if-statements. To further your understanding of if-statements, you might review the examples in that section and imagine how they might be changed—to give different results. To get started, how would you modify the first example on page 58 to display a message "TV strongly prohibited" if age is less than 3?

In this section, we have looked at the source code of a simple Java class in some detail. In the process, we have looked at how a class definition in Java describes the attributes and behavior of an object. We have also seen how the class definition can be modified. Finally, we discussed how we can use if-statements to execute some statements only if certain conditions are true.

**2.1.4 Elements of a Java Servlet**

This section will further apply the knowledge you have gained from the readings in Chapter 1 of the textbook to examine the source code for the Welcomeservlet in some detail. Some of the concepts covered in this section will look familiar from [2.1.3 First Look at Java](javascript:ContentByName('pg-class-elements')). We will also examine a couple of variations of the Welcome servlet.

The first variation has the Welcome servlet prepare a Web page to be sent to the browser instead of plain text. The next variation presents a more personalized welcome message for display, involving the user's name typed into the form invoking the servlet. Note that the servlet code we examine in this section is still simple at this time and hence will not handle any possible errors. For instance, when we look at its variation for a personalized welcome message, the message will not look different in the event of errors, such as the user submitting the form without typing a name.

**The Welcome Servlet**

The source code for the Welcome servlet from the servlet source file in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')) is shown in Listing 1.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9:  10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: | /\*\*  \* Author: ssd1-dev-srt  \* Date: May'03  \* Description: Servlet that displays a welcome message.  \*/  import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class Welcome extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/plain");  /\*\*  \* Retrieve an output stream to use to send data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Write the response  \*/  out.println("Welcome to iCarnegie!");  }  } |
| Listing 1 *Welcome.java* | |

First, let's identify the various components we read about in the Java Interlude titled "Identifiers, Statement Order, Format, and Comments."

Listing 1 includes comments on lines 1–5, 15–18, 21–23, and 26–28.

Further, the statements in the Welcomeservlet are as follows:

import java.io.\*;

import java.servlet.\*;

import java.servlet.http.\*;

response.setContentType("text/plain");

PrintWriter out = response.getWriter();

out.println("Welcome to iCarnegie!");

Some of the keywords in the listing are:

public

class

extends

void

throws

import

The listing also includes several identifiers as follows:

Welcome

HttpServlet

doPost

HttpServletRequest

HttpServletResponse

PrintWriter

ServletException

IOException

request

response

out

setContentType

getWriter

println

Let us examine each of the statements we have identified so far.

Lines 6–8 are statements known as *import directives*, as you have read in the Java Interlude titled "Packages and the import Statement" of the textbook. These lines make pre-defined code from the packages java.io and javax.servlet available to the servlet. In particular, line 6 imports all the classes contained in the package java.io, which are required by the servlet to do any input or output tasks. Lines 7 and 8 import *all* classes in the packages javax.servletand javax.servlet.httprespectively.

First of all, to create the Welcome servlet, which is an instance of the Welcome class, a description for the Welcome class is needed that can be used as a blueprint for creating Welcome objects. This is done by the source code enclosed within the opening brace at the end of line 10 and the closing brace on line 31. Line 10 starts the description for the Welcome class by conveying some information about the class itself, as indicated by the code public class Welcome extends HttpServlet. We will learn more about the meaning of all the identifiers and keywords on line 10 as we move ahead in the course. For now, please note that, for all the servlets we work with, lines 10 and 31 would form the start and end of the description for the servlet class in our source code, except that the identifier Welcome on line 10 would change to the name of the servlet we are writing.

Next, recall that, if the form that invokes the Welcome servlet has the **method** attribute set to **post**, the servlet receives a doPost message when the form is submitted. So, the description for the Welcome class needs to include information on how a doPostmessage will be processed. This is indicated by the source code enclosed within the opening brace at the end of line 11 and the closing brace on line 30. Lines 11–13 start the description for the doPostmessage by expressing information about the kinds of objects that can send this message to the servlet, the resources needed by the message to execute, and the types of errors that may occur during its execution.

In particular, the resources needed by the doPostmessage are specified by the code: HttpServletRequest request, HttpServletResponse response. This code indicates that request and response are objects of the HttpServletRequest and HttpServletResponse classes, respectively. These are pre-defined classes we imported in lines 7 and 8. When the doPostmessage is received by the servlet, the request object enables the servlet to access all the information related to the browser request that invoked the servlet, including user input from the HTML form. The response object enables the servlet to send its response back to the browser. We will learn more about the meaning of all other identifiers and keywords on lines 11–13 as we move ahead in the course. For now, please note that, for all the servlets we work with, lines 11–13 and line 30 would form the start and end of the description for the doPost message in our source code.

The first step in processing the doPostmessage is to inform the browser that it should expect plain text from the server, as the comment on lines 15–18 indicates. For this, the servlet sends the setContentTypemessage to the responseobject as seen on line 19. The setContentTypemessage needs one resource to execute, and this resource is specified by the code "text/plain" indicating that the servlet will generate plain text. On the other hand, a servlet that generates an HTML Web page should specify "text/html" when sending the setContentTypemessage, while a servlet that generates a GIF file would specify "text/gif" instead.

The next step in processing the doPostmessage indicated by the statement on line 24 is to send the getWritermessage to the *response* object. Note that getWritermessage needs no resources for execution as indicated by the empty parentheses following the identifier getWriteron line 24. Also note that the getWritermessage returns an object of the PrintWriter class identified by out after it completes execution. The PrintWriter class is another pre-defined class we imported; it processes messages to output text to the browser.

The final step in processing the doPostmessage, as indicated by the statement on line 29, is to send the println message to the out object obtained in the previous step. The println message requires one resource to execute, which is the actual text that must be displayed in the browser window. This is indicated by the code, "Welcome to iCarnegie!"

With the knowledge of the Welcomeservlet from this section, and knowing how to develop a Java servlet from [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')), you are ready to start writing Java servlets. Here is something you can try:

* Copy the source code from Listing 1 into *Welcome.java* file. Remember that the line numbers in the listing are just for your convenience and should not be copied into the source file.
* Edit *Welcome.java* to make some change in the text message to be displayed in the browser. Essentially, you need to change the parameter for the println method on line 31. Make sure the message is still enclosed in quotes (" ").
* Compile *Welcome.java* following instructions in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). You now have a new version of the Welcome servlet in the file *Welcome.class*, which displays a different welcome message.
* Run the new version of the Welcome servlet following instructions in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). Note that you will need to load the new version of *Welcome.class* into the iCarnegie Servlet Workbench and that you can use the same form that was used in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')).

**More Servlets**

Let's now look at a variation of the Welcome servlet. Instead of plain text, this variation will send an HTML Web page to the browser.

The first thing to do is to ensure the browser knows about the change. As seen earlier in the description of line 19 of listing 1, we need to specify the parameter "text/html"instead of "text/plain"when sending the setContentTypemessage to the responseobject. This line would appear as:

response.setContentType("text/html");

To send an HTML Web page from the servlet, the servlet essentially needs to output all the HTML code for the Web page to the browser. Writing the HTML code for the Web page first is helpful. You now know from Unit 1 that for a Web page that displays our welcome message from listing 1, the HTML code would be as follows:

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>

<HTML>

<HEAD>

<TITLE>

Welcome

</TITLE>

</HEAD>

<BODY>

Welcome to iCarnegie!

</BODY>

</HTML>

To send a Web page, the servlet essentially needs to send the printlnmessage to the out object for every line of HTML code to be sent to the browser. This amounts to using the statement from line 31 of listing 1 on each line of HTML code for the Web page. When this is done, the source code for the servlet from listing 1 now looks as follows:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9:  10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: | /\*\*  \* Author: ssd1-dev-srt  \* Date: May'03  \* Description: Servlet that displays a welcome message.  \*/  import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class HtmlWelcome extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Write the response  \*/  out.println(  "<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>");  out.println("<HTML>");  out.println("<HEAD>");  out.println("<TITLE>");  out.println("Welcome");  out.println("</TITLE>");  out.println("<BODY>");  out.println("Welcome to iCarnegie!");  out.println("</BODY>");  out.println("</HTML>");  }  } |
| Listing 2 *HtmlWelcome.java* | |

Note that line 10 now indicates that the name of the servlet is HtmlWelcome. Essentially, we have created a new servlet.

If you have already worked through the servlet development instructions so far, here is another task for you to try:

* Copy the source code from Listing 2 into *HtmlWelcome.java* file. Again, note that the line numbers in the listing are just for your convenience and should not be copied into the source file.
* Compile *HtmlWelcome.java* following instructions in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). You now have a new servlet HtmlWelcomein the file *HtmlWelcome.class,* which sends the same welcome message as the servlet Welcomebut sends it as part of a Web page instead of as plain text.
* We now need a new form to invoke the HtmlWelcome servlet, which can be a copy of the form we used to invoke the Welcome servlet. So, make a copy of *WelcomeForm.html* file and name it *HtmlWelcomeForm.html*. Edit the file *HtmlWelcomeForm.html* so that the **action** attribute of the **FORM** element in that file invokes the HtmlWelcome servlet instead of the Welcome servlet.
* Run the HtmlWelcome servlet following instructions in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). Note that you will need to load the files *HtmlWelcome.class* and *HtmlWelcomeForm.html* into the iCarnegie Servlet Workbench.

The message displayed in the browser will not look different when the forms in *WelcomeForm.html* and *HtmlWelcomeForm.html* are submitted. However, if you pull-down the View menu of the browser and select the Source option in both cases, the first case will display just the welcome message Welcome to iCarnegie! and the second case will actually display the HTML code as we wrote before editing the Welcome servlet:

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>

<HTML>

<HEAD>

<TITLE>

Welcome

</TITLE>

</HEAD>

<BODY>

Welcome to iCarnegie!

</BODY>

</HTML>

Thus, when writing servlets that send a Web page to the browser, it is a good idea to implement the HTML code for the Web page before writing the out.println statements in the servlet source file. For example, consider the case where, the servlet sends an image instead of displaying a welcome message. The HTML code for the Web page would now look something like:

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>

<HTML>

<HEAD>

<TITLE>

Welcome

</TITLE>

</HEAD>

<BODY>

<IMG src = '/sf.jpg' alt='San Francisco'>

</BODY>

</HTML>

So, line 37 in Listing 2 would need to be changed. Following the rule that the text to be displayed by the println method is to be enclosed in quotes (" "), the new line 37 should be:

out.println("<IMG src='/sf.jpg' alt='San Francisco'>");

If you have worked through the HtmlWelcomeexample, here is something else you can try:

* Edit *HtmlWelcome.java* to display an image instead of a text message. So, change the line 37 as above. Note that we use the image file *sf.jpg* here. You may use any image file available to you. Make sure you change the specification of the **alt** attribute accordingly. Again, it is a good idea to write the HTML code to be sent by the servlet before we changing the servlet source file.
* Compile *HtmlWelcome.java* following instructions in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). You now have a new version of the servlet HtmlWelcomein the file *HtmlWelcome.class* that sends an image as part of a Web page instead of a text message.
* Run the new version of the HtmlWelcome servlet following instructions in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). Note that you will need to load the new version of *HtmlWelcome.class* into the iCarnegie Servlet Workbench. You will also need to load the image file that you are using into the HTML directory of the workbench, if not already done. You can use the same form that was used for the earlier version of the HtmlWelcomeservlet.

**Getting User Input**

While the form in *WelcomeForm.html* allowed the user to enter a name, the message sent by the Welcomeservlet had nothing to do with the name entered by the user. This is because the source code for the Welcomeservlet we examined did not attempt to find out what the user entered and to include that information in the Web page sent to the browser.

When a servlet is invoked by a form, there is a way for the servlet to obtain the user input specified in the form. To do this, the servlet needs to send the getParametermessage to request, which is an HttpServletRequest object. Thus, we would need to add a new line of code to our listing 1 as follows:

String userName = request.getParameter("Name");

When the request object processes the getParameter message, the result is an instance of the String class identified by the name userName. The getParameter message takes the parameter "Name", which identifies the name of the input text control in the form in *WelcomeForm.html*.

We also need to modify line 29 of Listing 1 to display the name in the output HTML. The new line 29 would be:

out.println("Welcome to iCarnegie, " + userName + "!");

Note that the parameter to the println message sent to the out object has now changed. Instead of one pair of quotes enclosing the welcome message, it now has three parts separated by the "+" character: "Welcome to iCarnegie, ", userName, and "!". Here, we create a new string by applying *string concatenation* covered in Section 2.7 of the textbook. In this particular case, we are interested in making a string that looks like:

Welcome to iCarnegie, John Doe!

where the name "John Doe" is the value obtained using the getParameter statement earlier. Thus, the statement above builds a string by concatenating or joining smaller strings using the "+" operator and substituting the user's name within the string.

Listing 3 shows the source code for a new servlet, PersonalWelcome. Most of it looks very similar to the listing 1 for the Welcomeservlet, except that PersonalWelcomesends a personalized message to the browser with the user's name obtained from the form that invokes it as in line 34.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9:  10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: | /\*\*  \* Author: ssd1-dev-srt  \* Date: May'03  \* Description: Servlet that displays a personalized welcome message.  \*/  import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class PersonalWelcome extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/plain");  /\*\*  \* Retrieve an output stream to use to send data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Get the user input from the form  \*/  String userName = request.getParameter("Name");  /\*\*  \* Write the response  \*/  out.println("Welcome to iCarnegie, " + userName + "!");  }  } |
| Listing 3 *PersonalWelcome.java* | |

Here is one more task you can try:

* Copy the source code from Listing 3 into *PersonalWelcome.java* file. Again, note that the line numbers in the listing are just for your convenience and should not be copied into the source file.
* Compile *PersonalWelcome.java* following instructions in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). You now have a new servlet PersonalWelcomein the file *PersonalWelcome.class,* which sends the same welcome message as the servlet Welcomebut also includes the user's name.
* We now need a new form to invoke the PersonalWelcome servlet, which can be a copy of the form we used to invoke the Welcome servlet. So, make a copy of *WelcomeForm.html* file and name it *PersonalWelcomeForm.html*. Edit the file *PersonalWelcomeForm.html* so that the **action** attribute of the **FORM** element in that file invokes the PersonalWelcome servlet instead of the Welcome servlet.
* Run the PersonalWelcome servlet following instructions in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')). Note that you will need to load the files *PersonalWelcome.class* and *PersonalWelcomeForm.html* into the iCarnegie Servlet Workbench.

The following screenshot shows what your browser display may look like:
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**Debugging a Servlet**

Sometimes, you may need to monitor the execution of a servlet. This would be useful when you need to find an error in the servlet code. This error would be an execution-time error or a run-time error as covered in Section 1.8 of the textbook.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9:  10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: | /\*\*  \* Author: ssd1-dev-srt  \* Date: May'03  \* Description: Servlet that displays a welcome message.  \*/  import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class Welcome extends HttpServlet {  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  // Debug line  System.out.println(" Content type is set.");  /\*\*  \* Retrieve an output stream to use to send data to the client  \*/  PrintWriter out = response.getWriter();  // Debug line  System.out.println(" Adding the welcome message next.");  /\*\*  \* Write the response  \*/  out.println("Welcome to iCarnegie!");  }  } |
| Listing 4 *Welcome.java* | |

Listing 4 shows the source code for the Welcome servlet that has additional System.out.println statements on lines 24 and 34. These two statements display information about how far the servlet execution has progressed in the console window of the workbench as seen in the following screenshot. Note that these two statements use System.out.println instead of out.println. As covered in Section 1.5 of the textbook, both statements send a println message to the System.out object, with a String that specifies the information to be displayed.
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In this section, we examined the source code of a simple servlet in detail. This essentially involved understanding how the servlet processes a doPost message. We also saw some variations of this servlet, such as sending a Web page with an image, and obtaining user input from the form that invokes the servlet. In the process, we saw how servlets generate HTML pages dynamically (that is, generating HTML based on input from the user). Examining the different variations of the servlet has actually shown how we can change the way the doPost message is processed by the servlet. In the next section, we will work through an example that uses all these variations.

**2.1.5 Planning Servlet Development**

We have looked at the Java code in a very simple servlet in some detail. We have also learned how to edit, compile, and run a Java servlet. This information, along with our knowledge of HTML forms from [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')), is sufficient to get us started on writing our own servlet that processes user input from an HTML form and generates a Web page in response.

When working through the assessments in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')), we learned how to create an HTML form from an HTML form specification. In this section, we will learn to work from a similar specification for writing a servlet. Typically, this specification will provide the following information about the servlet:

* The user input(s) sent from the HTML form
* The layout and contents of the Web page to be generated by the servlet in response, after processing the user input(s)

Let us consider the task of developing a Java servlet to handle one of the forms from the web site of a travel agency. Users seeking information on some travel destination would be presented this form when they visit the agency's web site. The form allows users to input their name, phone number and a choice of travel destination. The servlet invoked by the form responds with a Web page that displays a confirmation of the user's request for information and a picture of the destination selected. To get us started, we are given a form in an HTML file and a *.java* template file to be used for writing the servlet.

**Thinking Ahead**

As you start thinking about writing the servlet, you first need to make sure that the following is applicable to your PC:

* The J2SE SDK is correctly installed on your PC and you are able to compile a Java servlet. Note that this requires that the file *javax.servlet.jar* from the iCarnegie Servlet Workbench installation be added to your **classpath**. Please refer to [Appendix B. The iCarnegie Servlet Workbench](javascript:ContentByName('pg-ic-servlet-workbench-appendix');) for information on how to do this.
* The iCarnegie Servlet Workbench is correctly installed on your PC, and you have completed the assessments in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')). Hence, you should be familiar with using the iCarnegie Servlet Workbench to load HTML forms and servlet class files. You should also be familiar with opening and submitting the HTML forms using the workbench, to invoke the servlets on the Web server included with the workbench installation.

As you embark on programming, please note that giving in to the temptation to start writing code after a quick look at the specification, or "jumping into coding" as it is commonly known, is not a good habit for a programmer. More often than not, it can lead to more programming time and effort, and usually not to the best solution. This is due to lack of planning and structure.

**Defining the Problem**

As part of the specification for the problem, we are given an HTML form in *TravelRequestForm.html* that refers to three image files. The form contains the following elements:

* A single-line text input control named *Name*
* A single-line text input control named *PhoneNumber*
* A radio button input control named *Destination* that has three options:
  + New York
  + San Francisco
  + Washington
* A submit button labeled *Submit Request*

Further, the **FORM** element in *TravelRequest.html* uses the **action** '/servlet/TravelRequest' and the **post** method.

A sample screenshot of such a form follows:

![](data:image/png;base64,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)

A sample screenshot of the request submitted by a typical user is as follows:
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Our goal is to develop a servlet called TravelRequest that processes user input from the form in *TravelRequestForm.html*. The servlet responds with an HTML Web page that displays the following information:

* A confirmation message that includes the user's name obtained from the form, and informs the user that he or she will be contacted soon
* An image of some landmark from the travel destination selected by the user on the form

At this time, please download [TravelRequest.zip](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-prog-java/pg-servlet-plan_v2/TravelRequest.zip) to the directory where you plan to work. Then, extract the contents of the zip file. The directory named *work* contains the skeleton Java source file (*.java*) for the TravelRequest servlet. The directory named *content* contains the HTML file and image files necessary to run the servlet.

A sample screenshot of the Web page to be generated by the servlet is as follows:
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We are also provided a skeleton *.java* file that can be used as a template for coding the servlet. This file has comments that guide us through the various tasks that the servlet needs to do. It also has some of the servlet code already written for us.

Listing 1 shows the template file that we are provided.

|  |  |  |
| --- | --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: | | /\*\*  \* Author:  \* Date:  \* Description:  \*  \*/  import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class TravelRequest extends HttpServlet {  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send  \* data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Get the user input from the form : name and destination  \*/  /\* Add your code here \*/  /\*\*  \* Start by building the web page header  \*/  /\* Add your code here \*/  /\*\*  \* Add the image  \*/  /\* Add your code here \*/  /\*\*  \* Add the confirmation message, with the name  \*/  /\* Add your code here \*/  /\*\*  \* End by building the web page footer  \*/  /\* Add your code here \*/  } // end-doPost  } |
| **Listing 1** *TravelRequest Template File* | | |

**Planning the Solution**

From the comments in the *.java* template file, we conclude that the servlet needs to do the following tasks:

1. Indicate the content type being returned by the response
2. Retrieve an output stream to send data to the client
3. Get user input from the form: name and destination
4. Start by building the Web page header
5. Add the image
6. Add the confirmation message, with the name
7. End by building the Web page footer

From examining the *.java* template file above, we see that a few lines of code or statements are already provided for steps 1 and 2. So, we only need to write code for steps 3 through 7. From the servlet examples seen so far, we know that this part of the servlet will construct the Web page to be returned to the browser. Clearly, the two major components of this Web page are a confirmation message including the name entered by the user, which depends on one of the text input controls of the form in *TravelRequestForm.html*, and an image, which depends on the radio button input control of the form in *TravelRequestForm.html*. Since the Web page generated by the servlet does not display the phone number entered by the user, the servlet need not worry about obtaining that information from the form. Hence, the comment in the template file mentions only name and destination. The servlet needs to get only two of the three user inputs from the form: the name and the destination.

Let us first think about how to obtain these inputs in our servlet.

* We know from the PersonalWelcomeservlet example of [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')) how to obtain user input from an HTML form by sending the getParameter message to the HttpServletRequest object. First, the radio button input control on the form has options that are names of cities. The servlet needs to know which city was selected by the user and then pick the respective image file to include in the Web page it generates. We know from [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')) how a radio button input control works in a form. The HTML code for the form in *TravelRequestForm.html* shows that the value of the radio input control called *Destination* returns the user's choice of destination city. It also shows that selecting *New York*, *San Francisco*, or *Washington* on the form actually returns the values *ny.jpg*, *sf.jpg,* or *wdc.jpg*, respectively. Our knowledge of [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')) tells us that sending the getParameter message to the HttpServletRequest object to obtain the value of the radio button input control *Destination* from the form actually provides the name of the image file for the destination city selected.
* Next, the HTML code for the form in *TravelRequestForm.html* shows that the text input control called *Name* returns the name of the user. Again, to get the name of the user from the form, we need to send the getParameter message to the HttpServletRequest object to get the value of the text input control *Name*.

Let us now think about how the servlet would generate the Web page based on the user inputs obtained from the form.

* From [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')), to build a Web page, the servlet must output all the HTML code for the Web page. To display the image for the destination city, the HTML code needs an IMG tag that uses the specification of the image file obtained by processing the user input to the form. Further, to display the confirmation message with the user's name, the HTML code must include a line of text that is the concatenation of the message text with the user's' name.
* From the HtmlWelcomeexample of [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')), we know that, to generate a Web page, the servlet needs an out.printlnstatement per line of HTML code of the Web page. To include the confirmation message with the user's name, we must construct a message that includes the name obtained from the form. Again, we know how to do this using string concatenation.

Before we start coding, let us see if we can apply the *divide-and-conquer* technique to our programming task here. We need to see if we can divide our task into smaller increments, each of which can be individually tested for correctness before moving to the next. On the one hand, there seem to be three major areas to be handled by the servlet: obtaining user input from the form, processing this input further if necessary to prepare for the output and preparing the output in the form of a Web page. We could code the servlet using these three steps, and then try to test it at the end of each step to see if what we wrote actually works correctly. However, there isn't a good way to test the first two, since the servlet would not send any response to the browser at the end of each step. Since viewing a response Web page is the only way we can confirm that the servlet is working correctly, constructing a Web page that partially mimics the specification of the response Web page would be a good first step. We could then follow up with the actual user inputs in two later steps.

Let us then plan on writing the code in the following steps:

* Write the code to build the Web page with a header, a footer, and a confirmation message built with some dummy name using string concatenation. Test by opening the form in *TravelRequestForm.html* using the workbench, submit the form, and verify that the Web page displays correctly.
* Write the code to obtain the user's choice of destination city and to construct a Web page with the image for the destination city. Again, test by opening the form in *TravelRequestForm.html* using the workbench, submit the form, and verify that the Web page displays the image for the destination city selected.
* Write the code to obtain the user's name and substitute that for the dummy name in the confirmation message. As before, test by opening the form in *TravelRequestForm.html* using the workbench, submit the form, and verify that the Web page displays the name as entered in the form.

As we code the increments laid out above, make a note that each step involves the following:

* Edit the servlet source file *TravelRequest.java* to include the code for that step.
* Compile the servlet source file using the *javac* command, as in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')) and [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')).
* Run the servlet using the form in *TravelRequestForm.html* and the iCarnegie Servlet Workbench, as in [2.1.2 Java Program Development](javascript:ContentByName('pg-servlet-develop')) and [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')).

**Coding the Servlet**

Preparing to write code for our first step, we use our knowledge from the HtmlWelcomeand PersonalWelcomeexamples in [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')), adding the following code:

* The out.printlnstatements that output the confirmation message including the dummy name *Visitor*. We write two statements, one that includes a greeting addressed to the user by name, and another for confirmation of the user's request.

Listing 2 shows our servlet code after we have finished editing for this step:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: 66: 67: 68: 69: 70: 71: 72: 73: 74: 75: 76: 77: 78: 79: | /\*\*  \* Author: Enter your name here  \* Date: Enter the date here  \* Description: This servlet obtains user input from  \* TravelRequestForm, and responds with  \* a web page that has a confirmation message  \* with the user's name, and an image from  \* the travel destination.  \*  \*/  import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class TravelRequest extends HttpServlet {  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send  \* data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Get the user input from the form :  \* name and destination  \*/  /\* Add your code here \*/  /\*\*  \* Start by building the web page header  \*/  out.println(  "<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>");  out.println("<HTML>");  out.println("<HEAD>");  out.println("<TITLE>iCarnegie Travel Agency</TITLE>");  out.println("</HEAD>");  out.println("<BODY>");  /\*\*  \* Add the image  \*/  /\* Add your code here \*/  /\*\*  \* Add the confirmation message, with the name  \*/  out.println("Hello, Visitor!");  out.println(  "Thanks for your request. You will be contacted shortly.");  /\*\*  \* End by building the web page footer  \*/  out.println("</BODY>");  out.println("</HTML>");  } // end-doPost  } |
| **Listing 2** *TravelRequest.java* | |

Compile the servlet and run it using the form in *TravelRequestForm.html* and the workbench. The following screenshot shows a sample response of the servlet.
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Preparing to write code for our second step, we know that the HTML code for including an image file in the Web page to be returned by the servlet would look something like:

<IMG src='/ny.jpg' alt='ny.jpg'>

Notice that our specification does not tell us what the value of the alt attribute should be. Since we know that the HTML would not be valid without one, we just use the name of the image file we have for now. Following the HtmlWelcomeand PersonalWelcomeexamples in [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')), we add code for the following:

* The getParameterstatement for obtaining the value of the radio button input control called *Destination*
* The out.printlnstatements that output HTML code from the servlet. One of these statements includes the HTML code for the **IMG** tag whose **src** and **alt** attributes both specify the image file obtained earlier.

Listing 3 shows our servlet code after we have finished editing for this step:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: 66: 67: 68: 69: 70: 71: 72: 73: 74: 75: 76: 77: 78: 79: 80: 81: | /\*\*  \* Author: Enter your name here  \* Date: Enter the date here  \* Description: This servlet obtains user input from  \* TravelRequestForm, and responds with  \* a web page that has a confirmation message  \* with the user's name, and an image from  \* the travel destination.  \*  \*/  import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class TravelRequest extends HttpServlet {  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send  \* data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Get the user input from the form :  \* name and destination  \*/  String destination = request.getParameter("Destination");  /\*\*  \* Start by building the web page header  \*/  out.println(  "<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>");  out.println("<HTML>");  out.println("<HEAD>");  out.println("<TITLE>iCarnegie Travel Agency</TITLE>");  out.println("</HEAD>");  out.println("<BODY>");  /\*\*  \* Add the image  \*/  out.println("<IMG src='/" + destination  + "' alt='" + destination + "'>");  /\*\*  \* Add the confirmation message, with the name  \*/  out.println("Hello, Visitor!");  out.println(  "Thanks for your request. You will be contacted shortly.");  /\*\*  \* End by building the web page footer  \*/  out.println("</BODY>");  out.println("</HTML>");  } // end-doPost  } |
| **Listing 3** *TravelRequest.java* | |

Compile the servlet, and run it using the form in *TravelRequestForm.html* and the workbench. Note that you must to remember to load the servlet class file *TravelRequest.class* **again** into the workbench, otherwise the workbench would simply use the servlet class file already loaded from the first step. The following screenshot shows a sample response of the servlet.
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Preparing to write code for our third step, once again we use our knowledge [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements')), and modify the code as follows:

* Add the getParameter statement for obtaining the value of the text input control called *Name*
* Edit the out.printlnstatement that outputs the greeting in the confirmation message to include the value obtained above instead of the dummy name *Visitor*.

Listing 4 shows our servlet code after we have finished editing for this step:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: 66: 67: 68: 69: 70: 71: 72: 73: 74: 75: 76: 77: 78: 79: 80: 81: 82: | /\*\*  \* Author: Enter your name here  \* Date: Enter the date here  \* Description: This servlet obtains user input from  \* TravelRequestForm, and responds with  \* a web page that has a confirmation message  \* with the user's name, and an image from  \* the travel destination.  \*  \*/  import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class TravelRequest extends HttpServlet {  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send  \* data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Get the user input from the form :  \* name and destination  \*/  String destination = request.getParameter("Destination");  String name = request.getParameter("Name");  /\*\*  \* Start by building the web page header  \*/  out.println(  "<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>");  out.println("<HTML>");  out.println("<HEAD>");  out.println("<TITLE>iCarnegie Travel Agency</TITLE>");  out.println("</HEAD>");  out.println("<BODY>");  /\*\*  \* Add the image  \*/  out.println("<IMG src='/" + destination  + "' alt='" + destination + "'>");  /\*\*  \* Add the confirmation message, with the name  \*/  out.println("Hello, " + name + "!");  out.println(  "Thanks for your request. You will be contacted shortly.");  /\*\*  \* End by building the web page footer  \*/  out.println("</BODY>");  out.println("</HTML>");  } // end-doPost  } |
| **Listing 4** *TravelRequest.java* | |

Once again, compile the servlet, and run it using the form in *TravelRequestForm.html* and the workbench. Further, remember to load the servlet class file *TravelRequest.class* **again** into the workbench, to avoid the workbench using the servlet class file already loaded from the second step. The following screenshot shows a sample response of the servlet.

![](data:image/png;base64,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)

**Testing and Evaluating the Servlet**

As we are almost ready to declare our task as complete, we realize that we still need to test and evaluate it for conformance to the specification given to us. Our incremental approach to coding already forced us to adopt an incremental approach to testing as well. But, we do need to check that the response generated by our servlet is indeed as specified to us. After we have successfully completed the evaluation, we also need to make sure that the Web page constructed by the servlet is valid HTML. To validate the Web page generated by the servlet in response to a typical request, we save the Web page to a file such as *Test.html*. Then, we make sure that *Test.html* validates against the WDG HTML Validator as we have seen in [1.3 Introduction to HTML Forms and Servlets](javascript:ContentByName('pg-forms-servlets')). Note that in the event of any HTML errors flagged by the Validator, the out.printlnstatements in the servlet source file may need to be edited. Changes to the servlet source file would then need compilation and testing as we have done at the end of every step above, followed by re-validation.

When checking our servlet response against the sample servlet response we were given, we find that the only difference is in the placement of the confirmation message: the sample response shows the message after the image, while our response shows the message next to the image. While the servlet specification did not include any information on where the message should be laid out in relation to the image, here is something you can try. How about extending the code from Listing 3 to produce the correct placement of the message? Here is a hint: if you decide to make your servlet response match the sample response, you need one or two more out.printlnstatements in your servlet. Remember to follow the steps illustrated in this section:

* Define the problem you are attempting to solve. Here, you are trying to make the response of the TravelRequestservlet look identical to the sample response given. Essentially: you need to move the confirmation message on the page.
* Make a plan on how you can do this. This needs you to think about how you can solve the problem you have defined above, and how you will approach its solution. Note that you may need to split this up into smaller increments, each of which can be individually tested.
* Code the solution as per your plan above. Note that at the end of each step, you will need to compile, and run the servlet using the iCarnegie Servlet Workbench.
* Evaluate your solution against the specification given to you. This step includes the validation of the response Web page. Note that you may need to re-visit the previous step(s) of coding and testing in the event of any validation errors or any changes required to make your solution conform to the specification given.

**2.1.6 Guidelines for Java Development**

In this unit, we have looked at an object and a few different types of servlets. We have also learned how to develop a Java program. In this section, we will look at a few guidelines that help us develop programs more efficiently. Not only do they bring rewards in terms of optimizing the programming effort and time, they actually lead us to the goals of object-oriented programming with Java.

**The Process of Programming**

In the first unit of this course, a four-step process for developing Web pages was described to you. Those steps were:

1. Defining Web page content
2. Planning the look of the page and the needed links
3. Implementing the Web page by writing it incrementally in small steps
4. Evaluating the Web page in two ways: testing to see if the HTML is correct and looking to see if it meets the spec

This process is, in essence, the same process that programmers use to write a program. Later in the course, we will get into writing complex programs from scratch, when the process of programming needs particular attention. While the overhead of a non-existent or poor process is trivial when writing smaller programs, it becomes significant as the complexity of programs increases. If you re-visit [2.1.5 Planning Servlet Development](javascript:ContentByName('pg-servlet-plan');), you can deduce that we actually applied a slightly modified Web creation process there. Each component in this modified process can be called a phase instead of a step, where each phase could call for one or more iterations of the major step(s) that constitutes the phase. The revised process as applied to programming now looks like:

* Definition Phase: Define and/or redefine the problem
* Planning Phase: Plan a solution to the problem
* Coding Phase: Code the solution
* Evaluation Phase: Evaluate and test everything

The overall model is actually circular instead of linear; that is why the numbers disappeared. Here is a picture of the model:
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This process is applied by the programmer to solve a programming problem. Take a guess where most of the time is spent. Do not look ahead at the next line!

The answer is in evaluation and testing, but we're getting ahead of ourselves. You have to start by defining the problem in your own words: you have to make it your own and for most of us that means restating it in our own words.  You often redefine the problem as part of doing so. You may have to ask questions to further your understanding of the problem. Once you have defined the problem, you have to evaluate your restatement to be sure that you are solving the correct problem. Don't laugh—solving the wrong problem is a common occurrence in a programming class.

If your evaluation shows that your restatement or redefinition is correct, you must begin to plan your solution (your program). This is where problem-solving skills come into the programming process. Most programmers solve a very small part of the original problem first, and then they solve the next small piece. This process is called divide- and-conquer. If you divide the problem into little pieces, a big problem can often be reduced to a series of smaller and simpler problems, each of which may be easier to code in Java.

Once you have decided which piece of the problem to solve, you evaluate your decision and plan out your Java code for the simpler problem. After writing the code, it must be tested and inspected for errors. Once this test demonstrates that the code works as it is supposed to, you must return to the original problem with your working code for the piece you've solved, and begin the process again.

This may sound tedious and wasteful, but if applied in a reasonable manner, it will save you a great deal of time. Many novice programmers (and experienced ones, too) take a problem, go to the computer, and begin to code the solution immediately. While they may think that this is the fastest way to get the job done, our experience over the years is that the more time you spend on paper with this process, the less time you spend at the keyboard. **Programming is not coding. Coding is not programming.** The entire process as outlined above is programming. If you follow the process, you will actually find yourself spending as few hours coding at the keyboard as possible.

**The Java API Documentation**

As a Java programmer, you will need to use one or more of the Application Programming Interfaces (APIs) that Java offers. An API provides a set of classes and methods to a programmer, thus providing a re-usable foundation to build upon. As noted earlier in this section, a programmer cannot memorize everything about the programming language. A lot depends on practice. A crucial skill that can accelerate programming is the ability to find information fast and correctly by referencing the relevant documentation. All of this documentation is available at the [Java API Documentation](http://java.sun.com/j2se/1.4.2/docs/api/index.html" \t "external) site.

For example, classes and methods we used in the Welcome servlet can be looked up at the [Java Servlet Specification](http://java.sun.com/products/servlet/2.3/javadoc/index.html" \t "external) site. In the event that you wish to explore the HttpServlet class in more detail, you could find the information at [http://java.sun.com/products/servlet/2.3/javadoc/index.html](http://java.sun.com/products/servlet/2.3/javadoc/index.html" \t "external), as the following screenshot shows:
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**Coding Style**

An important aspect of programming is developing a good style of writing code. This means that code written by you should be readable not just by you at some later time, but also by anyone else who may be expected to work on it, either to extend the functionality of the code or to fix any errors that may have been found. Most programmers adopt a specific set of rules or guidelines to be followed when writing code. Most of these depend on the programming language, but some do not. The [Java Coding Conventions](http://java.sun.com/docs/codeconv/html/CodeConvTOC.doc.html" \t "external) document presents an exhaustive set of such rules for Java. Most software development companies adopt these completely or else adopt a subset, depending upon what works well across their programming teams.

Another aspect of good programming style is writing code that is efficient, thus being able to function as expected in the most optimal way in terms of time and usage of system resources. Once again, this aspect can only get better with experience and thorough knowledge of the programming language.

**Commenting Source Code**

Documenting code is an important task for software developers. One element of documenting code correctly is including comments within the code. Well-commented code is easier to maintain because any developer who maintains it requires less time to understand the code's purpose and how the code works. This further reduces the software's total cost of ownership.

When you are commenting your class, you should assume that the reader of the comments will be a developer of average competence who knows nothing about the purpose of the class or how the class functions. Well-written comments should explain the purpose of the class somewhere near the beginning of the class. Each method should have at least one comment placed immediately before the method name. The comment should explain what the purpose of the method is, and how the method performs its function. Any complicated approach used to accomplish the method's function should be brought to the attention of the reader in order to minimize the time required by the developer to understand how the code functions.

When writing comments, it is important to express the intent behind the code. Comments that simply re-state what the code does are not helpful. At the same time, excessive commenting of source code must be avoided as it makes the code harder to read.

All Java source files you submit should be commented.  **Javadoc**

The Java SDK offers a tool for documenting code called Javadoc. If you type your comments in a specified format, you can run the Javadoc program on your class and an HTML document will automatically be generated that contains your comments in Java's standard documentation format.

For more information on how to use Javadoc, refer to [http://java.sun.com/j2se/javadoc/index.html](http://java.sun.com/j2se/javadoc/index.html" \t "external)

The SSD3 course requires the use of Javadoc for documenting your code.

**2.2 undamentals of Object-Oriented Programming**

In this module, we will learn some of the fundamental concepts of object-oriented programming, and examine the class definition for the Catfish class in more detail. We will also explore a class that models the attributes and behavior of HTML Web pages we are now familiar with.

### 2.2.1 Designing Classes

### Objects

Objects are fundamental building blocks of Object-Oriented Programming (OOP). To understand objects in OOP, let us draw upon the analogy of objects in the "real world."

**Objects in the real world**: Objects in the real world are material or abstract things that humans can perceive. Here are some examples of physical objects at iCarnegie.

* iCarnegie employees
* The computers being used every day
* The coffeemaker

All the objects above occupy some physical space and are things that we can see, touch, and feel. In addition to physical objects, there are also abstract objects at iCarnegie. These objects do not occupy physical space, but we know they exist because we interact with them conceptually. The following are some examples:

* The iCarnegie trademark
* Each of ten courses
* iCarnegie business plan

**Software objects in a program**: An object in a program represents some real-world object, be it physical or conceptual. An object encapsulates data (state) and the mechanisms (behavior) that operate on the data. For example, here is a pictorial representation of the two catfish objects in our simple catfish demo:
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Each catfish object has its own data: row, column, imageFileName. The operations on the data are getRow(), getColumn(), getImage(), swimRightIfPossible(), swimLeftIfPossible(), swimUpIfPossible(), swimDownIfPossible(). Notice that the two fish are located in different rows.

### Attributes, Values, and State

The values for all attributes of the fish object taken collectively define the state of the object. The computer stores these values as data. The state of an object can change over time. For example, when catfish1 swims right, the value for its column attribute changes, and hence the catfish object's state changes:

|  |  |  |
| --- | --- | --- |
|  |  |  |

### Behaviors, Operations, and Services

Objects can perform certain operations. Typically, an operation acts on data. In OOP, an object's operations are also called its behaviors. Following are some of Catfish's behaviors and the data manipulated by each behavior.

* swimRightIfPossible. Increments the value of column attribute, if possible. Changes the value of the imageFileName attribute
* swimUpIfPossible. Increments the value of row attribute, if possible. Changes the value of the imageFileName attribute.

In programming, behaviors include operations that query the state as well as operations that change the object state. Here are some examples of a fish object’s operations that query its state:

* getRow()
* getColumn()
* getImage()

The query operations above are not very useful to the fish object itself but are useful for any object that tries to display the fish. In other words, the fish object provides these query operations as a service to other objects. In OOP terminology, the services an object can provide consist of the set of operations it can perform. We will see later that an object can choose to restrict who can use its services.

### Class

A class is defined as "a software construct that defines the data (state) and methods (behavior) of the specific concrete objects that are subsequently constructed from that class" ([The Java Language Environment, Sun Microsystems](http://java.sun.com/docs/white/langenv/Object.doc2.html" \l "1372" \t "external)). A class is like a template that shapes all its object instances. All objects will have all the attributes and behaviors defined in the class. Conversely, an object cannot have any data or perform any operation that is absent in its class definition. For example, our simple Catfish class does not define a "eat" behavior, so none of the Catfish objects can perform an "eat" operation.

Here is the template defined by our simple Catfish:
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The template is used to create objects. Each object has its own value for each attribute.

### Object State and the Object's Interface

#### Accessibility: public vs. private

As programmers, when we design a class, we have to consider carefully the behaviors and attributes that we make accessible to other objects. If we are too generous in giving access, unnecessary mistakes can occur. Let us illustrate this using a real world analogy. When car designers design a car, they are careful about the controls that they make available to drivers. The design of a car expects the driver to use the gas pedal, the brake pedal, and the steering wheel. The design does not expect the driver to drive by manipulating valves, gears, and pulleys from under the hood. Imagine the mistakes (and difficulties) that could occur if the driver could directly manipulate these. Although those items exist and are essential parts of the automobile, they can be manipulated only by other parts of the automobile.

When we design classes, we can think of things in a very similar way. By design, there are *private* aspects of a class that, much like the internals of a car, interact only with other parts of the car. In addition, there are *public* aspects of the objects available to the users of the object for interacting with the object -- for example, the steering wheel.

Objects of other classes can manipulate only the public attributes of objects and can use only the public services of an object. If you look at classes of objects from the outside, the only items that can be seen or manipulated are the public ones. We call the collection of all public aspects of a class its *interface*.  Java uses the keyword public to indicate such public aspects.

Information hiding is a term we use to describe that certain properties are inaccessible for public use. Java uses the keyword private to indicate such properties. It is important to note that Java allows us to specify not only data elements as private but also behaviors. In OOP, an object usually keeps its attributes private. This forces other objects to send a message requesting state change instead of directly manipulating the state.

For example, there are many turning wheels and moving belts in a car. If we were to model a car, it might be useful to capture these behaviors. For example, it might help us determine which of two engines operates best in a car. However, the only behavior to expose to the user is the gas pedal. Depressing the gas pedal, however, might initiate several behaviors inaccessible to the public, such as changing the oxygen-fuel mixture, allowing more fuel into the engine, or changing gears within the transmission. These behaviors, even though they are not accessible to the user of the class, might actually happen behind the scenes. We achieve this in programming by making such behaviors private.

#### Object state

By keeping the internals of a car inaccessible from the user, we can prevent many mistakes. This ensures that the internal *state* of the car is correct. For example, the proportion of fuel and air mixed to produce combustion is always right.

The values of all aspects of an object constitute its *state.* The behaviors of an object, if properly written, will ensure that the state of an object is always *consistent.* This is called *state consistency.* For example, a properly operating car should never turn the tires left when the steering wheel turns right.

Consider the objects from classes available in the *Java* API. Programmers need to know quickly their purpose and proper usage. They are not usually concerned with their precise implementation. Such details in the documentation would distract programmers and complicate the programming task.

In our simple catfish example, we made the row, column and imageFileName attributes private. Therefore, they are inaccessible to objects of other classes, even though each catfish object has those attributes:
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### Class Attributes

Most attributes have values specific to object. For example, each catfish instance has its own location values (i.e., row and column). Some attribute values, however, are common to all instances of a class. For example, let us assume that all catfish have to spend a certain amount of energy to swim to an adjacent cell. Since this amount does not depend on the state of any object, it is a property of the class as a whole. We call such properties class attributes. A class property does not belong to any single object of that class. Instead, it belongs to the class.

We can have a hundred catfish objects each with row and column values. In contrast, regardless of the number of catfish object instances, we need only one value in the program for the attribute that represents the energy to swim.

### Constants

The value for an attribute usually changes during the lifetime of the object, but there are some attributes for which the value does not change once it is set. For example, while the amount of fuel in a car changes during the lifetime of a car, the maximum capacity of the fuel tank does not change once the car is built. In other words, the "fuel tank capacity" attribute is a constant.

Just as an object can have constant attributes, a class can also have constant attributes. For example, the class attribute that represents the energy to swim is really a class constant, since the energy needed should not change once the program starts running.

### Designing a Class

The first step in designing a class is to identify all the object attributes and behaviors. Use the following heuristics:

* To identify attributes of an object, look for adjectives and possessive phrases such as

"the X of Y" and "Y's X" in the system specification.

"number of the account" and "client's name" are examples of an object's attributes. Usually, verbs are not attributes.

* To identify behaviors, look for verbs. For example, the statement

"the client deposits money into the account"

indicates the existence of the behavior "deposit."

Examine the other parts of the sentence to determine the sender and recipient of each message. The subject of the sentence above is "client." The subject initiates the action and hence is the sender of the message. The object is the entity who receives the message. In our sentence, there are two objects: "money," the direct object, and "account," the indirect object. To determine the recipient among the two, we use another OOP principle: To change the state of an object, send it a message rather than changing it directly. Therefore, we ask, "Whose state should be changed by the message?" In this case, the "Account" object's state should be changed. Hence, it becomes the recipient. The other object, "money," will be a parameter of the message.

While identifying the behaviors and attributes, some may be obvious and some not. To identify the non-obvious, inspect each operation and list the sequence of activities that constitute the operation and the data needed to perform the activities. For example, when a car is traveling, its speed is important. The same is true of its direction of travel. Moreover, depending on the type of program we are writing, it might also be important to know more details, such as the speed of the engine measured in RPMs. And, of course, we would not want to neglect one very important attribute -- the amount of fuel remaining in the car.

By carefully considering what objects do and what they need in order to do it, we can determine their behaviors, obvious attributes, and non-obvious attributes. We will illustrate this design process by designing two simple classes. After you clearly understand the process, practice it by designing your own classes for the application that follows the example.

### Design Process Example: Bank Teller

#### Introduction

Below is a simple applet that models a bank teller. It lets the user create accounts, select an account, deposit or withdraw money, and check the balance on accounts.

Side note: You are familiar with interactive GUI's of a different kind - HTML Forms. What we see below is an [applet](http://java.sun.com/applets/" \t "external). Since applets contain all the mechanisms needed to provide interactivity, they do not require the browser to send requests and receive responses from a web server for interactivity.

Please look at it, experiment with it a little bit, and become familiar with how it works. We are going to use it as an example to illustrate the design process for you.

#### Decomposing the Problem

The first step in designing a solution to this problem is to ask, "What are the components of this system?" In this case, we have three different components -- the one we can see and two we cannot. The Graphical User Interface (GUI for short) is the component we can see, and the underlying components we cannot see are BankAccount and AccountsLedger objects.

It is important to realize that these are separate objects. The GUI controls all user interactions and contains all that we see on the screen, including the text fields, the radio boxes, and the execute button. It does not actually do anything beyond manage the interaction with the user and request service from other objects.

One of the classes hiding behind the scenes, BankAccount, models a bank account – keeping track of the balance, handling withdrawals, handling deposits, and providing the balance when asked. There is one object of this kind for each bank account.

Another class hiding behind the scenes, AccountsLedger, models a ledger – maintaining a collection of accounts, creating and deleting accounts when asked, and looking up accounts.

In discussing the design of this applet, we are going to discuss both the AccountsLedger class and the BankAccount class separately. All we need to know about the GUI object are two things: It acts as an intermediary between the user and our BankAccount and AccountsLedger objects, and it utilizes the services of BankAccount objects to withdraw and deposit money, and the services of AccountsLedger object to look up specific accounts, and to create and delete accounts.

#### Designing the BankAccount Class

Let us begin by discussing the BankAccount class. This class defines the underlying object that models the bank account itself. A BankAccount object maintains a customer's account. A customer's account includes the customer name and account balance. The following are steps in designing such a class.

1. Identify the behaviors of object instances:

The first question we want to ask ourselves is "What services do object instances of this class provide?" In other words, what are the public *behaviors* (operations) of instances of this class? For each operation, we will also examine the sequence of activities that the object should perform. These activities will reveal the need for additional behavior and attributes, some of which may be public and some private.

Initially, three behaviors probably come to mind:

* + Deposit. Deposit a specified amount of money into the account. The amount of money is specified as an integer number. Integer implies that only whole dollar amounts are allowed i.e., no fractional amounts.
    - Sequence of activities needed to perform this operation: Increase the balance by the specified amount. Implication: We need to store the account balance as part of the object's state.

This operation should be part of the public interface of BankAccount since the objects of other classes should be able to send deposit messages to BankAccount objects. In the current design, the operation does not generate a reply. In an advanced design, BankAccount objects might generate a reply indicating an error if the deposit amount provided is a negative number.

* + Withdraw. Withdraw a specified amount of money from the balance. The amount of money is specified as an integer number with the integer representing whole dollar amounts.
    - Sequence of activities needed to perform this operation: Decrease the balance of the account by the specified amount of money. Implication: We need to store the account balance as part of the object's state.

This operation is also part of the public interface of BankAccount since objects of other classes should be able to send withdraw messages to BankAccount objects. In the current design, the operation does not generate a reply.

* + getBalance *(inquiry)*. Return the current balance of the account. The balance returned is an integer.

This behavior is also part of the public interface of BankAccount since the GUI object should be able to send getBalance messages to BankAccount objects and in response get the balance.

The above behaviors follow directly from the actions that the GUI exposes to the user. But, additionally, there is one other behavior of this class: the *constructor*. We know that the AccountsLedger will need to create a new instance of this class to model a specific bank account. In addition, this instance of the class will need to be initialized. This is generally true of objects. Therefore, we add one more behavior to our list:

* + *Constructor*. Create and initialize an account for the person whose name is specified as a String. Set the beginning balance to zero.

This constructor is also part of the public interface since the AccountsLedger object should be able to create new bank accounts. Note: All classes have public constructors with few exceptions. One of the exceptional situations is when, by design, we prohibit other classes from creating any object instances. This discussion is outside the scope of this course.

1. Identify the attributes of object instances:

We can approach this by asking the question, "What state should instances of this class maintain?" You might prefer to think of this as, "If the user of this object asks it to do something, what does it need to know in order to do it?"

In the case of the BankAccount class, each of the four methods manipulates the balance of the account. The *constructor* initializes it, withdraw and deposit modify it based on its old value, and getBalance returns its current value. With the exception of the constructor, the object needs to know the old value in order to behave properly. The BankAccountmust also remember the name of the account holder.

Therefore, we have two attributes:

* + **balance**. the total amount of money in the account represented as an integer number of dollars.

The value for this attribute can change during the lifetime of a BankAccount object and hence this is not a constant. Each object instance will have its own value for this attribute, so it is an instance attribute.

This attribute is not part of the public interface of the BankAccount class since we do not want objects of any other class to change the balance directly. By restricting access to withdraw and deposit messages, it becomes easier for a BankAccount object to maintain the integrity of its state.

* + **name**. the name of the account, a string of characters.

The value of this attribute cannot change during the lifetime of our BankAccount object once it has been created. Hence, this is a constant. Each object instance will have its own value for this attribute and hence it is an instance attribute and not a class attribute.

This attribute is part of the public interface of the BankAccount class since we do not care if other objects can see the name directly. We would be worried if other objects change the value of name without sending us a message. However, we know that other objects cannot successfully change the name since we have specified the name to be a constant.

1. Identify the class attributes of BankAccount

If we had decided to have a minimum balance for bank accounts, the "minimum balance" would be a class attribute as discussed earlier in the section "[Class Attributes](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-design-class/pg-design-class.html" \l "class-attributes#class-attributes)." This is a class attribute, since the value of this attribute does not depend on the state of any object. The bank's policy applies to all bank accounts.

In this design, there is no minimum balance; hence, we do not have this attribute. If we choose to have this attribute, under what circumstances would you make this a constant? If this were not a constant, would you make this attribute public or private?

#### The Complete Specification for the BankAccount Class

Therefore, we have the complete English specification for the class as follows:

**Behaviors:**

* *Constructor*. Create an account for the person whose name is specified as a character string and set the beginning balance to $0.
* deposit. Increase the balance of the account by the specified amount of money. The amount of money is specified as an integer representing the dollars to be deposited. The behavior returns nothing.
* withdraw. Decrease the balance of the account by the specified amount of money. The amount of money is specified as an integer representing the dollars to be withdrawn. The behavior returns nothing.
* getBalance *(inquiry)*. Return the current balance of the account as an integer.

**Attributes:**

* balance*. the total amount of money in the account represented as an integer. This attribute is not a constant. This is an instance attribute (as opposed to a class attribute). This attribute is private.*
* name*. the customer name, a character string. This attribute is a constant, since the name does not change once it is set during account creation. This is an instance attribute. This attribute is public.*

### Design Process Example: AccountsLedger

An AccountsLedger object maintains a collection of bank accounts.

#### Designing the AccountsLedger Class

Let us perform a similar analysis to identify its behaviors and attributes:

1. Identify the behaviors of object instances:

As before, we want to ask ourselves the question, "What services does this object provide?"

Initially, three behaviors might come to mind:

* + *Create BankAccount*. Create a new BankAccount object for a customer whose name is specified as a character string. This behavior is part of the public interface since the GUI can send messages of this kind.
    - Sequence of activities to perform this operation: Add the newly created BankAccount object to the collection of bank accounts. Nothing needs to be returned as response to this message. Implication: We need a collection of BankAccount objects as an attribute. Let us call this attribute accounts.
  + Delete BankAccount. Delete a customer's BankAccount. The customer's name is specified as a String. This is part of the public interface since the GUI can send messages of this kind.
    - Sequence of activities: First, look for a BankAccount object whose name is equal to the specified String. If found, remove that object from the accounts collection. Nothing needs to be returned as response to this message. Implication: We need a method to lookup a bank account by name. Note: In this application, we delete an account even if the balance is not zero.
  + Lookup BankAccount. Find the BankAccount object that belongs to a customer. The customer's name is specified as a String. This is part of the public interface since the GUI can send messages of this kind.
    - Sequence of activities: Inspect each bank account and check if the account name matches the customer's name. If a match is found, return the account. The behavior returns a BankAccount object.
  + Constructor. Initialize a new AccountsLedger object.
    - Sequence of activities: The accounts attribute should be initialized to an empty collection.

1. Identify instance attributes:

The AccountsLedger object must maintain a collection of BankAccount objects that it can manipulate.

* + *accounts*. A collection of BankAccounts' in the ledger

1. Identify class attributes of AccountsLedger:

There isn't any attribute that applies to the AccountsLedger class as a whole.

#### The Complete Specification for the AccountsLedger Class

**Behaviors**:

* *Create*. Create a new BankAccount object for a customer whose name is specified. The name will be a String. Nothing needs to be returned as response to this message. This is part of the public interface.
* Delete. Delete a customer's bank account. The customer's name will be specified as a String. Nothing needs to be returned as response to this message. This is part of the public interface.
* Lookup. Lookup a bank account by customer name. The customer's name will be specified as a String. Returns a matching BankAccount object, if found. This is part of the public interface.
* Constructor. When a new AccountsLedger object is created, the accounts property should be initialized to an empty collection.

**Attributes**:

* *accounts*. A collection of BankAccounts maintained in the ledger.  
  For an AccountsLedger object to maintain a consistent state, we do not want other objects to change the value of this attribute without sending us a message. Hence, this attribute is not part of the public interface.

This completes our specification of BankAccount class and AccountsLedger class. We have to transform our English specification into Java. Before we do that, you should practice the design process.

### Student activity

After you have clearly understood the content above, complete the following activity. You will practice the following important skills:

* The ability to identify the properties and behaviors
* The ability to identify the appropriate accessibility criteria (private or public)
* The ability to distinguish between object attributes and class attributes
* The ability to identify constants

A phone book applet is given below. The phone book can be used to store and lookup contact information. When the button "add | modify" is pressed, if an entry with the specified name already exists in the phone book, then the phone number of that contact is modified. If such a contact does not exist, then a new contact with the specified name and number is added to the phone book. Notice that the phone number can include non-numeric characters as well. Please look at it, experiment with it, and become familiar with how it works.

Three classes make up this system -- one we can see and two we cannot. The GUI is the class we see and the two classes we cannot see are PhoneBook and Contact. PhoneBook has a list of contacts and Contact contains a name-phone pair.

Please produce an English specification of PhoneBook and Contact. You need not worry about the GUI. Your specification for each of these classes should be separate from one another and should describe both the behaviors and attributes of object instances and class attributes.

You should follow a format as similar as possible to the one we used in the example. To help you, please look below for a reminder of the questions you should ask along the way. Remember, you should write each of your two specifications separately, break each down into these three categories, and finally list and describe each item within each category.

Behaviors of object instances:

The first question to ask is, "What services do objects of this class provide?" In this case, we can ask the question, "What will the user of this class ask it to do?" List the sequence of activities needed to perform each behavior. The activity sequence could reveal additional behaviors and attributes that may not have been obvious. Do not forget the constructor.

Attributes of object instances:

The questions to ask are, "What attributes constitute the object state?" and "What instance attributes did you reveal when examining the behaviors?"

Class attributes:

You can approach this by asking the question, "Is there any attribute value that applies to the entire class?" In other words, is it enough to have only one value for the class, irrespective of the number of object instances? Does it make sense to have this value, even if there are no instances?

For each behavior, remember to answer the following

* Should the behavior be part of the public interface as discussed in [Accessibility: public vs. private](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-design-class/pg-design-class.html" \l "public-vs-private#public-vs-private)? In other words, can objects of other classes directly send messages of this kind?
* To process this message, what should be specified with each message of this kind?
* What should be returned to the sender of this message?
* What sequence of activities is needed complete this operation?

For each attribute, remember to answer the following

* Is the attribute a constant as discussed in the section [Constants](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-design-class/pg-design-class.html" \l "constants#constants)? In other words, does its value change once it is set?
* Should the attribute be part of the public interface as discussed in [Accessibility: public vs. private](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-design-class/pg-design-class.html" \l "public-vs-private#public-vs-private)? In other words, if objects of other classes directly change the value of this attribute without sending a message to this object, can the object be expected to keep its state consistent at all times?

## 2.2.2 Transforming English Specification into Java

### Mapping English Terms to Java Terms

We now need to transform the English specification of our class design into Java. The following table gives us the required mapping.

|  |  |
| --- | --- |
| **Terms used in English specification** | **Technical term in Java** |
| attribute | field |
| object attribute | instance variable |
| class attribute | static variable (also known as static field) |
| constant attribute | final field |
| public | public |
| private | private |
| integer | int |
| string | String |
| collection of objects | Vector (Java has various kinds of collections. We limit ourselves to Vector in SSD1) |
| behavior | method |
| sending a message | invoking a method |
| specifications to be sent with messages | method parameters |
| constructor | constructor (constructor name should be identical to class name) |
| returns nothing | void |

With the above information, we pictorially represent our English specification as follows.
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Notice the three parts in the diagram above: first is the class name, then the attributes and then the behaviors. The structure of a class definition in Java mimics the above structure:

Start class definition

definition of all fields

definition of constructors and methods

End class definition

### Java Rules and Conventions

In drawing the diagram above, we have followed Java rules and conventions. The compiler will enforce Java rules. Conventions, however, are recommendations. In SSD1, we follow the [Java conventions](http://java.sun.com/docs/codeconv/html/CodeConvTOC.doc.html" \t "externalWindow) published by Sun.

#### Class Name

Notice we have named our class BankAccount. There is no space between the two words. Java's rules state that a name cannot contain a space. Furthermore, according to Java conventions, [class names](http://java.sun.com/docs/codeconv/html/CodeConventions.doc8.html" \l "367" \t "external) should be nouns. Also according to convention, each word in the name should start with an upper case letter. The rest of the letters are lowercase.

#### Variables

We have two instance variables: balance and name.

* According to Java conventions, variable names start with lower case letters.
* Variable names should be meaningful relative to their purpose in the program.
* Notice that Java uses int for integer.

#### Constructor

* According to Java rules, constructors for a class must use the same name as the class. Hence, we name our constructor BankAccount.
* Java rules also specify that constructors should not return any values.

#### Method Names

Following Java conventions, we use verbs for method names. Example: withdraw. If a method name consists of more than one word, each word other than the first should start with an upper case letter. Example: getBalance

#### Parameter Specification

We specify the parameters for a method inside parentheses and right after the method name. If a method has no parameters, then the parentheses have nothing inside them, as in getBalance(). This is another rule in Java: parentheses should follow a method name. Parameters go inside the parentheses.

* Each parameter has a name.
* The type of each parameter goes before the name. Recall that the type specifies the range of possible values.
* Parameter names for constructors follow the pattern initialX where X is an instance variable. We follow this convention in SSD1.

#### Return Values

* The return value type is specified before the method name.
* When a method returns nothing, we use void. Example: void deposit(int amount)

### Mapping BankAccount to Java Code

Let us now transform our English specifications of BankAccount and AccountsLedger into equivalent class definitions in Java. A class definition starts by stating whether the class itself is publicly accessible to all other classes. All classes encountered in SSD1 will be public. Therefore, our BankAccount class definition starts and ends as given below. Notice the opening and closing curly braces denote the start and end of the class definition. Notice the documentation. Always remember to document your code. It greatly improves readability. Readability will be an important factor when grading your submissions.

|  |  |
| --- | --- |
| 1: 2: 3: 4: 5: 6: 7: 8: | /\*\*  \* This class implements a simple bank account.  \*  \* @author iCarnegie gk av  \* @version 1.1  \*/  public class BankAccount {  } |
| Listing 1  *BankAccount* class definition | |

Next, we add all the field definitions. Notice that each field starts by stating its accessibility: public or private. It is followed by the static and final keywords, if applicable, in that order. Then, the type of the field is specified: int or String for now. The field name follows the type. Recall that the type indicates the possible values that the attribute can take during the lifetime of the object. Each field definition ends with a semicolon.

|  |  |  |
| --- | --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: | | /\*\*  \* This class implements a simple bank account.  \*  \* @author iCarnegie gk av  \* @version 1.1  \*/  public class BankAccount {  // Balance in dollars  private int balance;  // The name of the BankAccount - who does it belong to.  public final String name;  } |
| **Listing 2** *Definition of Class and Fields* | | |

Next, we add the constructor. Actions performed by the constructor should be specified within curly braces. Notice that our constructor currently does not perform any actions. We can fill in that detail later. Presently, we are just concerned with specifying the structure of the class. We will specify the name of the constructor and its parameters. Each parameter has a name and a type. In programming, the specification of a constructor's name and its parameters are called the constructor's signature.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: | /\*\*  \* This class implements a simple bank account.  \*  \* @author iCarnegie gk av  \* @version 1.1  \*/  public class BankAccount {  // Balance in dollars  private int balance;  // The name of the BankAccount - who does it belong to.  public final String name;  /\*\*  \* Initializes the bank account's balance account  \* to $0 and sets its name  \*  \* @param initialName The name of the account.  \*/  public BankAccount(String initialName) {  }  } |
| Listing 3  Definition of Class, Fields and Constructor | |

Next, we add the other three methods. Just like the constructor above, our methods currently do not perform any actions. We can fill in that detail later. We will specify the name of each method, the return type, and parameters. In Java, a method's name and its list of parameters are called the method's signature.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: | /\*\*  \* This class implements a simple bank account.  \*  \* @author iCarnegie gk av  \* @version 1.1  \*/  public class BankAccount {  // Balance in dollars  private int balance;  // The name of the BankAccount - who does it belong to.  public final String name;  /\*\*  \* Initializes the bank account's balance account  \* to $0 and sets its name  \*  \* @param initialName The name of the account.  \*/  public BankAccount(String initialName) {  }  /\*\*  \* Return the current balance of the account with  \* the amount of money specified as an integer number.  \*  \* @return the current balance of the account  \*/  public int getBalance() {  }  /\*\*  \* Increase the balance of the account by the specified  \* amount of money. The amount of money is  \* specified as an integer number.  \*  \* @param amount amount of money to add to the balance  \*/  public void deposit(int amount) {}  /\*\*  \* Decrease the balance of the account by  \* the specified amount of money. The amount of money is  \* specified as an integer number  \*  \* @param amount amount of money to subtract from the  \* balance.  \*/  public void withdraw(int amount) {}  } |
| Listing 4  Definition of Class, Fields, Constructor, and Methods | |

This almost completes our transformation. Before we claim completion, we need to make sure that all our punctuations are correct. For example, each opening brace should have a corresponding closing brace. The easiest mechanism to make sure we have a grammatically correct specification is to compile it. The compiler will say whether we have a grammatically incorrect specification. One of the fundamental tenets of programming is that a programmer makes sure the program compiles before handing it to someone else. Let us save this in a file named BankAccount.java and compile it by typing:

javac BankAccount.java

The compiler gives us the following error message:

[WIN2KLAP] Unit2/Module-2.2/skeleton> javac BankAccount.java

BankAccount.java:21: variable name might not have been initialized

public BankAccount(String initialName) {

^

BankAccount.java:30: missing return statement

public int getBalance() {

^

2 errors

The first error states that name is declared a constant, but is never initialized. The second error states that we have declared the method getBalance to return an integer, but it does not return anything. So, let us fix the first by initializing the BankAccount name and the second by returning an integer. Here is the fixed code:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: | /\*\*  \* This class implements a simple bank account.  \*  \* @author iCarnegie gk av  \* @version 1.1  \*/  public class BankAccount {  // Balance in dollars  private int balance;  // The name of the BankAccount - who does it belong to.  public final String name;  /\*\*  \* Initializes the bank account's balance account  \* to $0 and sets its name  \*  \* @param initialName The name of the account.  \*/  public BankAccount(String initialName) {  name = initialName;  }  /\*\*  \* Return the current balance of the account with  \* the amount of money specified as an integer number.  \*  \* @return the current balance of the account  \*/  public int getBalance() {  return balance;  }  /\*\*  \* Increase the balance of the account by the specified  \* amount of money. The amount of money is  \* specified as an integer number.  \*  \* @param amount amount of money to add to the balance  \*/  public void deposit(int amount) {}  /\*\*  \* Decrease the balance of the account by  \* the specified amount of money. The amount of money is  \* specified as an integer number  \*  \* @param amount amount of money to subtract from the  \* balance.  \*/  public void withdraw(int amount) {}  } |
| Listing 5  Compilable Definition of Class, Fields, Constructor, and Methods | |

Compile it again. You will no longer see any errors. That completes our transformation of BankAccount class design. However, the class implementation is not complete until we implement the methods. Next, we need to transform AccountsLedger. Our English specification of AccountsLedger mentioned that it maintains a collection of BankAccount objects: creates BankAccount objects, deletes them, and looks them up. AccountsLedger does this by holding on to a collection of references to the BankAccount objects in a Vector. Before we discuss AccountsLedger, we need to understand object creation, deletion, object references, and collections. We will discuss these in the next page. Before you proceed to the next page, we recommend that you complete the following student activity.

### Student Activity

After you have clearly understood the content above, complete the following activity. You will practice the following important skills:

* The ability to express attributes and behaviors in a concise pictorial representation
* The ability to transform an English statement of class structure into a compilable Java class definition

Draw a pictorial representation of your Contact class much like the representation given above. Then, write the equivalent Java code and compile it. Fix all errors reported by the compiler.

## 2.2.3 Lifecycle of Objects

### Creating Objects

The process of creating an object instance of a class is called instantiation. In Java, we use the new operator to create objects. For example, to create a new BankAccount object for Bob, we can write:

new BankAccount("Bob")

To use the newly created object, we need a mechanism to refer to it, which we will discuss next.

### Referencing Objects

A reference variable can hold a reference to an object. A reference variable is any variable in Java whose type is a class.

We will use an analogy to illustrate the relationship between an object, a reference to the object and a reference variable. This analogy is a modified version of the one followed in the book "Beginning Java Objects" by Jacquie Barker. If an object is analogous to a helium balloon, a reference is analogous to a thread that hangs from the balloon. A slot that holds onto the thread is analogous to a reference variable. Let us consider the case of two reference variables, account1 and account2, and two BankAccount objects, one corresponding to Achebe and one corresponding to Bob. Here is the code for account1 holding a reference to Achebe's BankAccount and account2 holding a reference to Bob's BankAccount object, and the corresponding pictorial representation:

BankAccount account1;

BankAccount account2;

account1 = new BankAccount("Achebe");

account2 = new BankAccount("Bob");
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The new operator returns a reference to the newly created object instance. We stored the created references in reference variables. Java allows a short-form that combines the declaration of reference variables and object creation:

BankAccount account1 = new BankAccount("Achebe");

BankAccount account2 = new BankAccount("Bob");

### Garbage Collecting Objects and nulls

If the example in the previous subsection did not store the references, the reference variables will not refer to any object. A reference variable that refers to "nothing" is said to have a null value. Furthermore, there would be no way of using the newly created objects since they are unreachable. The unreachable objects will "fly away." In Java terminology, unreachable objects will be "garbage collected" by the JVM. Here is the code and the corresponding pictorial representation for inaccessible (unreachable) references:

BankAccount account1; // has null value

BankAccount account2; // has null value

new BankAccount("Achebe"); // reference is lost. Achebe is unreachable!

new BankAccount("Bob"); // reference is lost. Bob is unreachable!
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### Multiple references to an object

A number of reference variables can reference the same object. Here is code and the pictorial analogy when account1 and account2 reference Achebe's account:

BankAccount account1; // has null value

BankAccount account2; // has null value

account1 = new BankAccount("Achebe"); // account1 has Achebe's reference

new BankAccount("Bob"); // Reference lost. Bob is unreachable!

account2 = account1; // account2 also has Achebe's reference
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A variable can hold only one reference at a time:
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The reference stored in a reference variable can change over time. When, the reference variable stores a new reference, the old reference is lost. Here is the code snippet and the pictorial analogy upon completing execution of the code snippet:

BankAccount account1; // has null value

BankAccount account2; // has null value

account1 = new BankAccount("Achebe");

account2 = new BankAccount("Bob");

account1 = account2; // Reference to Achebe is lost.

### Vector

We mentioned earlier that our AccountsLedger class maintains a collection of BankAccount objects. Java provides various kinds of collections. The one we use in SSD1 is Vector. Other kinds of collections are outside the scope of SSD1. We will briefly discuss Vector here. A Vector object can hold a collection of object references. Here is a pictorial representation of a Vector object that holds three BankAccount objects:
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#### Vector grows

A Vector can grow to accommodate additional object references. When we add a new BankAccount object for Dinesh, our Vector object looks like this:

#### Vector is an ordered collection

The references in a Vector are ordered. The first element in the Vector holds a link to the BankAccount object for Achebe, the second to Bob, the third to Chang and the fourth to Dinesh. The starting index is zero. Therefore, the last element will have an index of size - 1.

#### Vector can hold duplicates

A Vector can hold duplicate references. Here is an example of our vector holding duplicate references:
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#### Vector can hold null values

A Vector can hold references to nothing:

Notice the following points about the diagrams:

* We are showing the four BankAccount objects outside Vector. A Vector holds only references to the objects. In other words, the Vector does not contain the object itself.
* Each slot in the Vector acts like a reference variable. Each slot can hold only one reference.

In Java, the Vector class is defined in the java.util package. Any class that uses it, for example our AccountsLedger class, has to import it (recall the discussion of import from [2.1 Programming in Java](javascript:ContentByName('pg-prog-java');)).

#### A Vector object is like any other object!

A reference variable can be declared to hold a Vector reference:

Vector accounts; // has null value.

For the reference variable to hold a reference to an actual Vector object, we have to create a new Vector object:

Vector accounts = new Vector();

If a Vector object has no references pointing to it, the Vector object becomes unreachable. Such a Vector object will be garbage collected. If the objects referred to by the Vector have no other references pointing to them, they will also be garbage collected:

Vector accounts = new Vector();

BankAccount tempAccount = new BankAccount("Achebe");

accounts.add(tempAccount);

tempAccount = new BankAccount("Bob");

accounts.add(tempAccount);

accounts = null;

tempAccount = null;
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### Student Activity: Vector

Write code to accomplish the following features.

1. Modify the code above so you have another reference variable named accounts2 that has a reference to the Vector object.
2. Add a BankAccount object for "Barathi" to the Vector object.
3. If your code for feature #2 (add "Barathi" account to Vector) came after the code for feature #1, would accounts2 point to the modified Vector object that has a Barathi reference?

This concludes our brief introduction to Vector. Let us turn our attention back to the AccountsLedger class.

### Transforming AccountsLedger class

Here is a pictorial representation of AccountsLedger:
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Note the following:

* The instance variable accounts is a Vector.
* The constructor is named AccountsLedger, the same name as the class.
* The lookUpAccount method returns a BankAccount object.

Let us now transform our English specification into Java code as follows:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: | import java.util.Vector;  /\*\*  \* This class operates multiple bank accounts  \*  \* @author iCarnegie gk, ar, av  \* @version 1.1  \*/  public class AccountsLedger {  /\* Vector of different bank accounts \*/  private Vector accounts;  /\*\*  \* Initializes a new teller  \*/  public AccountsLedger() {}  /\*\*  \* Adds a new account, by name to the teller with a $0 balance  \*  \* @param name the name of the account, e.g. "Bob"  \*/  public void addAccount (String name) {}  /\*\*  \* Delete an existing account  \*  \* @param name the name of the account, e.g. "Bob"  \*/  public void deleteAccount (String name) {}  /\*\*  \* Find the BankAccount whose customer name is specified.  \*  \* @param name - customer name  \* @return <code>BankAccount</code> object corresponding to a customer, if found.  \* <code>null</code>, otherwise.  \*/  public BankAccount lookupAccount(String name) {  }  } |
| Listing 1  *AccountsLedger* class definition | |

As before, let us compile our code to make sure it is grammatically correct. The compiler gives us the following error message:

[WIN2KLAP] big-revision/ssd1/jnk> javac AccountsLedger.java

AccountsLedger.java:41: missing return statement

public BankAccount lookupAccount(String name) {

^

1 error

The error states that the lookUpAccount method has been defined to return a BankAccount object. However, the method currently does not return anything. To fix this error, let us return a null reference:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: | import java.util.Vector;  /\*\*  \* This class operates multiple bank accounts  \*  \* @author iCarnegie gk, ar, av  \* @version 1.1  \*/  public class AccountsLedger {  /\* Vector of different bank accounts \*/  private Vector accounts;  /\*\*  \* Initializes a new teller  \*/  public AccountsLedger() {}  /\*\*  \* Adds a new account, by name to the teller with a $0 balance  \*  \* @param name the name of the account, e.g. "Bob"  \*/  public void addAccount (String name) {}  /\*\*  \* Delete an existing account  \*  \* @param name the name of the account, e.g. "Bob"  \*/  public void deleteAccount (String name) {}  /\*\*  \* Find the BankAccount whose customer name is specified.  \*  \* @param name - customer name  \* @return <code>BankAccount</code> object corresponding to a customer, if found.  \* <code>null</code>, otherwise.  \*/  public BankAccount lookupAccount(String name) {  return null;  }  } |
| Listing 2  Compilable *AccountsLedger* class definition | |

Compiling it again shows that we have no errors. That concludes our transformation of AccountsLedger design. However, we are not done with our implementation until we implement all the methods.

### Student Activity: Transform PhoneBook

After you have clearly understood the content above, draw a pictorial representation of your PhoneBook class. Then, write the equivalent Java code and compile it. Fix all errors reported by the compiler.

**2.2.4 The HtmlPage Class**

Given that nearly all servlets we develop in this course will generate a Web page in response, the following observations deserve some thought:

* As can be seen from the source code for the HtmlWelcome servlet in [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements');) and the TravelRequest servlet in [2.1.5 Planning Servlet Development](javascript:ContentByName('pg-servlet-plan');), some part of Web page generation is common to all servlets.
* We need one out.println statement per line of HTML code in the servlet source code. This indicates that, as the response Web pages get larger or more complex, our servlet code will need many repetitive out.println statements.
* It would be useful to design a class that models the attributes and behavior of a Web page. Servlets in our programs could send messages to an object of this class to handle the task of HTML code generation, thus relieving the servlets of that task to some extent. This object would in essence encapsulate part of the HTML generation functionality.
* Using a class to construct the Web page helps us localize HTML code generation to one class, which makes the task of HTML validation a lot easier. If we make sure that the HTML code generated by this class is valid, we need not worry about validation errors in that code.

In this section, we will explore the design for a class, HtmlPage, that models the type of Web pages we worked with in Unit 1.We will then modify the HtmlWelcome servlet from [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements');) to send messages to an instance of this class for building the response Web page.

**Designing the HtmlPage Class**

Along the lines of the design process followed in [2.2.1 Designing Classes](javascript:ContentByName('pg-design-class');), let us give some thought to the attributes and behaviors that must be defined by the HtmlPage class.

The most important service provided by this class is the construction of a Web page with valid HTML code. This must include the following:

* A header built with tags: <HTML>,<HEAD>,</HEAD>,<TITLE> and </TITLE>. Note that the title of the Web page, if specified, must be enclosed between the <TITLE> and </TITLE> tags. Further, the <TITLE> and </TITLE> tags must be placed within the <HEAD> and </HEAD> tags themselves.
* A footer built with tag: </HTML>
* A body enclosed between the header and the footer. The body starts with the tag <BODY> and includes all HTML code between the <BODY> and </BODY>tags. This could include hyperlinks, images, or simply lines of text. For now, let's limit the class design to including text in the body of the Web page.

We also need to consider the following about the Web pages constructed by this class:

* The Web page must include the <DOCTYPE> element as follows:

<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>

* Users may not always specify a title for the Web page.
* Users may specify a background image or a background color for the Web page. Note that some users may specify both, while others may specify neither. The Web page must be built with the appropriate attributes for the <BODY> tag.

**English Specification for the HtmlPage Class**

Having given some thought to how objects of HtmlPage class must behave, we can summarize the English specification for this class as follows:

* Behaviors of object instances:
  + *Constructor*. Create an HtmlPage object. Set the initial values of all attributes to be empty strings.
  + *getHeader*. Build the HTML code for the Web page header. Returns a String object.
  + *getFooter*. Build the HTML code for the Web page footer. Returns a String object.
  + *setTitle*. Set the value of the attribute that models the Web page title as specified. Title specified as a String representing the desired Web page title. Returns nothing.
  + *setBackgroundImage*. Set the value of the attribute that indicates the background image for the Web page as specified. Background image specified as a String representing the name of the image file. Returns nothing.
  + *setBackgroundColor*. Set the value of the attribute that indicates the background color for the Web page as specified. Background color specified as a String representing the color taken by the BGCOLOR attribute of the <BODY> tag. Returns nothing.
  + *getBody*. Build the HTML code for the body of the Web page. Returns a String object. Includes the following sequence of activities:
    - Start with the <BODY> tag, including the **background** and **bgcolor** attributes from the corresponding attributes for the Web page.
    - Include the HTML code for the body of the Web page.
    - End with the </BODY> tag.
  + *getDoctype*. Build the HTML code for the <DOCTYPE> element to be included at the start of the Web page. Returns a String object.
  + *addText*. Modify the value of the attribute that models the body of the Web page by adding a line of text. Returns nothing.
  + *buildHtml*. Complete the construction of the Web page. Returns a String object. Includes the following sequence of activities:
    - Start with the HTML code for the <DOCTYPE> element returned by the getDoctype behavior
    - Include the HTML code for the header returned by the getHeader behavior
    - Include the HTML code for the body returned by the getBody behavior
    - Include the HTML code for the footer returned by the getFooter behavior
* Attributes of object instances:
  + *pageTitle*. Represents the Web page title. Stored as a String.
  + *pageBody*. Represents the body of the Web page. Stored as a String.
  + *bgImage*. Represents the name of the image file to be used as background image for the Web page.  
    Stored as a String.
  + *bgColor*. Represents the background color for the Web page. Stored as a String.

**Mapping English Specification to Java Code**

Try to map the Java code the class definition of HtmlPage class in Listing 1 to the English specification for the HtmlPage class. The following observations will help you along:

* The class has four String attributes. All attributes are private.
* The behaviors getDoctype, getHeader, getFooter, and getBody are part of the private interface.
* The behaviors setTitle, setBackgroundImage, setBackgroundColor, addText, and buildHtml are part of the public interface.
* The constructor HtmlPagetakes no arguments. It sets the initial values of all attributes to be empty strings.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: 66: 67: 68: 69: 70: 71: 72: 73: 74: 75: 76: 77: 78: 79: 80: 81: 82: 83: 84: 85: 86: 87: 88: 89: 90: 91: 92: 93: 94: 95: 96: 97: 98: 99: | import java.io.\*;  public class HtmlPage {  private String pageTitle;  private String pageBody;  private String bgImage;  private String bgColor;  /\*\*  \* Constructor  \*/  HtmlPage() {  pageTitle = "";  pageBody = "";  bgImage = "";  bgColor = "";  }  /\*\*  \* Build the page header  \*/  private String getHeader() {  return ("<HTML><HEAD><TITLE>" + pageTitle +  "</TITLE></HEAD>");  }  /\*\*  \* Build the page footer  \*/  private String getFooter() {  return ("</HTML>");  }  /\*\*  \* Set the page title  \*/  public void setTitle(String pTitle) {  pageTitle = pTitle;  }  /\*\*  \* Set the body background image attribute  \*/  public void setBackgroundImage(String imageName) {  bgImage = imageName;  }  /\*\*  \* Set the body background color attribute  \*/  public void setBackgroundColor(String colorValue) {  bgColor = colorValue;  }  /\*\*  \* Build the page body  \*/  private String getBody() {  return ("<BODY background='" + bgImage + "' bgcolor='"  + bgColor + "'>"  + pageBody  + "</BODY>");  }  /\*\*  \* Build the document type  \*/  private String getDoctype() {  return (  "<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>");  }  /\*\*  \* Add a line of text to the body  \*/  public void addText(String textString) {  pageBody = pageBody + textString;  }  /\*\*  \* Build the page now  \*/  public String buildHtml() {  String pageString = getDoctype() + // Start with document type  getHeader() + // Add header  getBody() + // Add body  getFooter(); // Add footer  return pageString;  }  } |
| **Listing 1** *HtmlPage.java* | |

See if you can you answer the following questions about the design and implementation of HtmlPage class:

* How does the class design ensure that the Web page generated would always have the right structure consisting of the <DOCTYPE> element, a header, a footer, a body, and a footer?
* Why are all of the attributes pageTitle, pageBody, bgColor, and bgImage private?
* Why are the behaviors getDoctype, getHeader, getFooter, and getBody private?
* Suppose you decide to use the HtmlPage class in your servlet to generate a Web page. You therefore create an instance of the HtmlPage class and send the buildHtmlmessage to that instance. Would you still get a valid Web page?
* Suppose you need to add a line of italicized or bold text to the body of the Web page. Can you do this with the present design and not write any HTML code yourself? This should give some ideas about how you can extend the behaviors provided by this class.

**Building Response Web Page with HtmlPage Class**

Listing 2 shows the HtmlWelcome servlet from [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements');) that builds a response Web page to display a welcome message. Note that the servlet source code includes ten out.println statements on lines 25–35 to build an extremely simple Web page to display a single line of text. Note also that the servlet source code includes HTML code.

|  |  |  |
| --- | --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class HtmlWelcome extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send  \* data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Write the response  \*/  out.println(  "<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>");  out.println("<HTML>");  out.println("<HEAD>");  out.println("<TITLE>");  out.println("Welcome");  out.println("</TITLE>");  out.println("<BODY>");  out.println("Welcome to iCarnegie!");  out.println("</BODY>");  out.println("</HTML>");  }  } | |
| **Listing 2** *HtmlWelcome.java* | |

Listing 3 shows a modified HtmlWelcome servlet that uses an instance of the HtmlPage class to generate the response Web page. Note that the servlet source code includes just one out.println statement on line 36 to build the same Web page. Note also that the servlet source code includes no HTML code.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class HtmlWelcome extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send  \* data to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Create an instance of the HtmlPage class  \*/  HtmlPage myPage = new HtmlPage();  /\*\*  \* Send appropriate messages to the HtmlPage object  \*/  myPage.setTitle("Welcome");  myPage.addText("Welcome to iCarnegie!");  /\*\*  \* Write the response  \*/  out.println( myPage.buildHtml() );  }  } |
| **Listing 3** *HtmlWelcome.java* | |

The modified HtmlWelcome servlet was obtained with the following changes:

* Create an object of the HtmlPage class using the new operator and the constructor for the HtmlPage class as seen on line 25.

HtmlPage myPage = new HtmlPage("");

The identifier myPage refers to the instance returned by the constructor.

* Send the setTitle message to myPage to add a title to the Web page as seen on line 30.

myPage.setTitle("Welcome");

* Send the addText message to myPage as seen on line 31. This adds HTML code to display the welcome message in the Web page.

myPage.addText("Welcome to iCarnegie!");

* The statement on line 36 involves two steps. First, send the buildHtml message to myPage. This completes the construction of the Web page and returns a String object to the servlet. Next, send the println message to the HttpServletResponse object response with the String object from the first step as its argument.

out.println(myPage.buildHtml());

**Compiling and Running Multiple Classes**

When we developed the HtmlWelcome servlet in [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements');), we compiled only one source file. With the changes to the source for the HtmlWelcome servlet as shown in Listing 3, we must take additional steps to run the servlet. In addition to compiling the servlet source file, we need to compile the source file for the HtmlPage class. This can be done by specifying both source files when you use the *javac* command for compilation as shown below.

![](data:image/png;base64,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)

The following screenshot shows the compilation error you will see if you forget to specify the source file for the HtmlPage class when compiling the source file for HtmlWelcome servlet.
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To run the HtmlWelcome servlet that uses the HtmlPage class, the procedure is the same as followed in [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements');) except that now the class files for *both* the servlet and the HtmlPage class need to be loaded into the iCarnegie Servlet Workbench. If you submit the form in *HtmlWelcomeForm.html* without loading the file *HtmlPage.class* into the workbench, you will see the following error in your browser window:
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The error message indicates that the Web server encountered an internal error, as the class file for HtmlPage class was not found.

The response Web page you see when you submit the form in *HtmlWelcomeForm.html* will not look any different from that seen in [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements');). But, note that your Java code in *HtmlWelcome.java* included no HTML code. The HtmlWelcome servlet created and sent messages to an HtmlPage object to generate all HTML code. Besides keeping HTML code generation out of the servlet code and thus making it more readable, it helped avoid writing code that will be repeated in most servlets through the remainder of the course. In the process, you have learned how to compile and run a servlet that uses a class designed by you.

Here is a class design task you can try:

* Design a class HtmlAnchor that generates the HTML code for a hyperlink using the opening and closing anchor tags : <A> and </A>. The English specification for this class is as follows:

Behaviors:

* + *HtmlAnchor*. Constructor for the HtmlAnchor class. Creates an HtmlAnchor object. Sets the values of both the attributes to be as specified in the arguments.
  + *buildHtml*. Similar to the buildHtmlbehavior you have seen for the HtmlPage class. Sequence of activities to complete execution of this message includes building a String object representing the HTML code for the hyperlink.

Attributes of the object instances:

* + *displayText*. The text to be displayed for the hyperlink.
  + *targetLocation*. The target location for the hyperlink.

Note that the attributes are based on the information that must be specified when writing the HTML code for a hyperlink, as you may recall from [1.2.4 Creating Links to Other Documents](javascript:ContentByName('pg-links-to-othr-docs');). Both attributes are private and both are String objects.

* Modify HtmlWelcome servlet to add a link to iCarnegie in the welcome message. Note that this will need the following:
  + Create an instance of the HtmlAnchor class. The constructor will need the display text and the target location to be specified. For a link to iCarnegie in the welcome message, the display text is the string "iCarnegie" and the target location is the string "www.icarnegie.com".
  + Send the buildHtml message to the HtmlAnchor object created above. Note that after execution, the buildHtml message returns the HTML code for the hyperlink in the form of a String object.
  + Construct the welcome message with the hyperlink. Note that you will need to use string concatenation to build the welcome message from the following parts:
    - The string "Welcome to "
    - The string for the hyperlink returned by the buildHtml message to the HtmlAnchor object as above
    - The string "!"
  + Send the addText message to the HtmlPage object as before to add the welcome message to the body of the Web page.
* Note that to compile the HtmlWelcome servlet that uses the HtmlPage *and* HtmlAnchor classes, the source files for the servlet and *both* the HtmlPage and HtmlAnchor classes must be specified when you use the *javac* command for compilation. Further, to run this version of HtmlWelcome servlet, the class files for the servlet and *both* the HtmlPage and HtmlAnchor classes must be loaded into the iCarnegie Servlet Workbench. You may use the same form that was used in [2.1.4 Elements of a Java Servlet](javascript:ContentByName('pg-servlet-elements');) to invoke the servlet.
* The files *[HtmlAnchor.java](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-htmlpage-class/HtmlAnchor.java" \t "externalWindow)* and *[HtmlWelcomeLink.java](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-htmlpage-class/HtmlWelcomeLink.java" \t "externalWindow)* are provided as sample solution to this design task. Note that the sample solution names the modified HtmlWelcome servlet as HtmlWelcomeLink.

**2.2.5 Using Class Documentation**

When working with object-oriented programs in Java, you may design classes that others must use or you may need to use classes designed by others. Good programming practices dictate that one must not need to examine the source code for a class to be able to use it in a program. You saw in [2.1.6 Guidelines for Java Development](javascript:ContentByName('pg-guidelines-java');), when writing the Welcome servlet, you can refer to the [Java Servlet Specification](http://java.sun.com/products/servlet/2.3/javadoc/index.html" \t "external) site to explore the HttpServlet class in detail. You can generate similar documentation for classes you write using the Javadoc tool we read about in [2.1.6 Guidelines for Java Development](javascript:ContentByName('pg-guidelines-java');). Similarly, you may be expected to refer to such documentation when you use classes written by others.

In this section, we will learn how to use a class in a program by referring to the documentation for the class. We will modify the TravelRequest servlet from [2.1.5 Planning Servlet Development](javascript:ContentByName('pg-servlet-plan');) to use an object of the HtmlImage class. We provide the *.class* file and the documentation for the HtmlImage class.

**The HtmlImage Class**

Our goal is to re-write the TravelRequest servlet from [2.1.5 Planning Servlet Development](javascript:ContentByName('pg-servlet-plan');) as seen in Listing 1. We are told that we can separate all HTML code generation from the servlet if we use both HtmlPage and HtmlImage classes.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: 66: 67: 68: 69: 70: 71: 72: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class TravelRequest extends HttpServlet {  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send data  \* to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Get the user input from the form :  \* name and destination  \*/  String destination = request.getParameter("Destination");  String name = request.getParameter("Name");  /\*\*  \* Start by building the web page header  \*/  out.println(  "<!DOCTYPE HTML PUBLIC '-//W3C//DTD HTML 4.01 Transitional//EN'>");  out.println("<HTML>");  out.println("<HEAD>");  out.println("<TITLE>iCarnegie Travel Agency</TITLE>");  out.println("</HEAD>");  out.println("<BODY>");  /\*\*  \* Add the image  \*/  out.println("<IMG src='/" + destination + "' alt='"  + destination + "'>");  /\*\*  \* Add the confirmation message, with the name  \*/  out.println("Hello, " + name + "!");  out.println(  "Thanks for your request. You will be contacted shortly.");  /\*\*  \* End by building the web page footer  \*/  out.println("</BODY>");  out.println("</HTML>");  } // end-doPost  } |
| **Listing 1** *TravelRequest.java* | |

As our first step, we re-write the source code for the TravelRequest servlet to use the HtmlPage class. Listing 2 shows the modified source for the TravelRequest servlet that uses the HtmlPage class to generate the response Web page. You can follow the HtmlWelcome servlet example from [2.2.5 The HtmlPage Class](javascript:ContentByName('pg-htmlpage-class');) to understand the changes to Listing 1.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class TravelRequest extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send data  \* to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Get the user input from the form :  \* name and destination  \*/  String name = request.getParameter("Name");  String destination = request.getParameter("Destination");  /\*\*  \* Create an instance of HtmlPage class  \*/  HtmlPage myPage = new HtmlPage();  /\*\*  \* Set the title for the response Web page  \*/  myPage.setTitle("iCarnegie Travel Agency");  /\*\*  \* Add the image  \*/  myPage.addText(  "<IMG src='/" + destination + "' alt='"  + destination + "'>");  /\*\*  \* Add the confirmation message with the name  \*/  myPage.addText("Hello, " + name + "!");  myPage.addText(  "Thanks for your request. You will be contacted shortly.");  /\*\*  \* Write the response  \*/  out.println(myPage.buildHtml());  } // end-doPost  } |
| **Listing 2** *TravelRequest.java* | |

**Documentation for the HtmlImage Class**

As seen from the following line of Listing 2, we are still one more step away from separating all HTML code from the servlet.

myPage.addText( "<IMG src='/" + destination + "' alt='" + destination + "'>");

Let us now examine the [documentation](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-use-class/HtmlImage/index.html" \t "externalWindow) for HtmlImage class.

If you browse through all parts of the documentation, you will find many terms that you do not understand. Note that as you learn more Java and object-oriented programming, you will understand more information presented there. At this time, we will only focus on information related to concepts covered so far in Units 1 and 2.

The section titled *Constructor Summary* indicates that the class has only one constructor, which takes two String parameters. Looking further in the section titled *Constructor Detail*, we learn that:

* The first parameter to the constructor is a String that represents the name of the image file to be used for the **src** attribute of the **IMG** tag.
* The second parameter to the constructor is a String that represents the alternate text to be used for the **alt** attribute of the **IMG** tag.

The section titled *Method Summary* indicates that the class has only one method buildHtml, which takes no parameters. Looking further in the section titled *Method Detail*, we learn that buildHtml is a public method that returns a String representing the HTML code for the **IMG** tag with the **src** and **alt** attributes.

On the basis of above information, we can conclude that:

* The HtmlImage class is a simple class with one constructor and one method
* The values for the **src** and **alt** attributes are passed as parameters to the constructor when the HtmlImage class is instantiated
* We can send the buildHtml message to the HtmlImage class to obtain the HTML code for the **IMG** tag that we can then add to our Web page.

**Using the HtmlImage Class**

Listing 3 shows the source for the TravelRequest servlet modified further to use the HtmlImage class.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: 66: 67: 68: 69: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class TravelRequest extends HttpServlet {  public void doPost(HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  /\*\*  \* Indicate the content type (for example, text/html),  \* being returned by the response  \*/  response.setContentType("text/html");  /\*\*  \* Retrieve an output stream to use to send data  \* to the client  \*/  PrintWriter out = response.getWriter();  /\*\*  \* Get the user input from the form :  \* name and destination  \*/  String name = request.getParameter("Name");  String destination = request.getParameter("Destination");  /\*\*  \* Create an instance of HtmlPage class  \*/  HtmlPage myPage = new HtmlPage();  /\*\*  \* Set the title for the response Web page  \*/  myPage.setTitle("iCarnegie Travel Agency");  /\*\*  \* Create an instance of the HtmlImage class  \*/  HtmlImage destinationImage =  new HtmlImage( "/" + destination, destination );  /\*\*  \* Add the image to the Web page  \*/  myPage.addText( destinationImage.buildHtml() );  /\*\*  \* Add the confirmation message with the name  \*/  myPage.addText("Hello, " + name + "!");  myPage.addText(  "Thanks for your request. You will be contacted shortly.");  /\*\*  \* Write the response  \*/  out.println( myPage.buildHtml() );  } // end-doPost  } |
| **Listing 3** *TravelRequest.java* | |

First, we create an instance of the HtmlImage class as seen from the following line of Listing 3:

HtmlImage destinationImage = new HtmlImage( "/" + destination, destination);

Note that we pass the same parameter for both the name of the name of the image file and the alternate text. Recall from [2.1.5 Planning Servlet Development](javascript:ContentByName('pg-servlet-plan');) that we did not have any specification for the alternate text.

Next, we add the image to the Web page as seen from the following line of Listing 3:

myPage.addText(destinationImage.buildHtml());

This line of code really involves two steps:

* Send the buildHtml message to destinationImage, which is an instance of the HtmlImage class obtained in the previous step.
* Send the addText message to myPage, which is an instance of the HtmlPage class we are using to construct our Web page. The parameter passed to the addText message is the String returned when the buildHtml message sent to destinationImage above completes execution.

The source code for TravelRequest servlet must now be prepared for execution with the iCarnegie Servlet Workbench to verify the changes to the source code. This involves the following steps:

* Download *HtmlImage.class* file into the same directory where you are working.
* Compile *TravelRequest.java* with the *javac* command. Recall from [2.2.5 The HtmlPage Class](javascript:ContentByName('pg-htmlpage-class');) that you must specify *HtmlPage.java* on the same command line if you did not compile the HtmlPage class before.
* Add the path to the directory where you are working to the system's **classpath**. This is so that the compiler can locate the *.class* file for the HtmlImage class. Note that this will also allow the compiler to locate the *.class* file for the HtmlPage class in case you already had compiled it before and chose not to specify the file *HtmlPage.java* on the *javac* command line for compiling *TravelRequest.java*.
* Load the files *TravelRequest.class and HtmlImage.class* into the workbench with theLoad Javaoption from the Actionsmenu of the workbench. You will also need to load the file *HtmlPage.class* if not already loaded.
* Select the file *TravelRequstForm.html* from the Content directory within the workbench, and then click Open in Browseron the Actionsmenu.

Here is something you can try:

Please refer to the [Appendix D. HTML Classes](javascript:ContentByName('pg-html-classes');). Follow the link for class documentation and try to understand the class definition for the HtmlTable class. You will find it useful when working on assessments later in the course.

You have seen in this section that even though you did not have the *.java* file for the HtmlImage class, you were able to refer to the class documentation and understand the function of the class. You were able to create an instance of the class and send the appropriate message to that instance to achieve the desired change in your program. Thus, you did not need to examine the source code for the class to be able to use it.

**2.2.6 The AlgaeColony Class**

In [2.2.1 Designing Classes](javascript:ContentByName('pg-design-class')), we worked through a process for designing classes, which involved writing the specification for the class in English. Further, in [2.2.2 Transforming English Specification into Java](javascript:ContentByName('pg-transform-class')), we saw how to map the English Specification for the class to Java source code. Applying the concepts from these sections and the readings from the textbook, we will attempt the preliminary design of AlgaeColony class used by yet another version of the simulation program.

To proceed with the design, download the [new version](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-algae-class/Alife-no-inheritance.zip) of the simulation program. Load the *.class* and content files into the workbench and open the form in *initialAlgaeFishCrocodile.html*. You may recall the initial conditions you chose to run the simulation program the very first time in [2.1.1 Programming with Objects](javascript:ContentByName('pg-objects-java')). You are running a different version of the simulation program at this time, but most of the behavior you will observe is similar. Try some of the conditions you chose earlier and observe the behavior of the AlgaeColony as best as you can to prepare for designing the class that models the algae colonies in the simulation.

For now, please make a note that the design of the simulation program requires all organisms in the simulation, such as AlgaeColony and Catfish, to exhibit the behavior of the class LivingBeing. If you refer to the [documentation](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-algae-class/LivingBeing/index.html" \t "externalWindow) for the class LivingBeing, you will notice that it is an abstract class. This requires that the AlgaeColony class MUST define certain behaviors defined by the LivingBeing class.

**Designing the AlgaeColony Class**

To design the class that models AlgaeColony, we will follow the same steps as in [2.2.1 Designing Classes](javascript:ContentByName('pg-design-class')).

First, we give some thought to the behaviors of object instances.

We are given the following information about the simulation program that relates to the behavior of AlgaeColony:

* The simulation program generates random amounts of sunlight per cell, a portion of which is converted to life energy by the AlgaeColony.
* The energy of any organism at any given time must be between the minimum amount needed to stay alive and the maximum amount of energy that it can carry. If the energy carried by the organism falls below the minimum, it will die.
* An AlgaeColony that is dead disappears from the lake.
* An AlgaeColony that is alive changes color based on the level of energy it carries.
* When an AlgaeColony is eaten by a Catfish, it must give up some energy.
* All organisms expend some energy to live.
* Every organism belongs to a certain species of living beings.
* Every organism has a certain age measured in terms of blocks of time. One block of time is equivalent to one step of simulation.

Further, we can observe the following about the behavior of AlgaeColony from running the simulation:

* An AlgaeColony does not move.
* The color of an AlgaeColony changes between three shades of green and black.
* When Catfish are located close to an AlgaeColony, the Catfish move differently.

We can thus identify the following behaviors at this time:

* *Constructor*. Create an instance of the AlgaeColony class.
* *Live*. Live a block of time or a step of simulation.
* *Die*. Update living status. Give up energy. If eaten by Catfish, relinquish energy.

Next, we identify the attributes of object instances:

* *Location*. Location in the grid that represents the lake, expressed in terms of the row and column
* *Life status*. Whether it is dead or alive
* *Energy level*. The amount of energy it has
* *Color*. Can be several shades of green based on the level of energy if it is alive or black if it is dead
* *Identification*. Some form of identification for the object instance, which could be a name

Finally, we identify class attributes:

* Species
* Minimum energy required by newborn AlgaeColony to stay alive
* Maximum energy that can be carried by a newborn AlgaeColony
* Amount of energy used to live a block of time

Before we proceed with the next step in the design process, we need to give some thought to how AlgaeColony interact with the other objects in the simulation program. Some of these objects are visible such as the Catfish and the Crocodile. There are some objects that are not visible. One such invisible object must be the servlet invoked when we submit the form in *initialAlgaeFishCrocodile.html* to start the simulation. We can guess that there may be others from the following observations:

* The way different organisms are represented during their lifetime varies. For instance, Catfish and Crocodile are represented by images that disappear when they are dead. The color of their images does not change during their lifetime. On the other hand, AlgaeColony is represented by a change of color.
* An AlgaeColony must obtain sunlight.
* AlgaeColony objects must be created in the location(s) specified by the user.

We are told that the simulation program uses an instance of the Simulation class to keep track of the different steps of the simulation and hold the various organisms. We are also given the [documentation](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-algae-class/Simulation/index.html" \t "externalWindow) for this class, which shows that an AlgaeColony object can send the getSunlightmessage to the Simulation object to obtain sunlight at a specific location. The documentation further shows that the Simulation class defines the attributes COLOR and IMAGE that represent the mechanism used to display an organism.

**English Specification for AlgaeColony Class**

After giving some thought to the design, we can summarize the English specification for the AlgaeColony class as follows:

Behaviors required since class AlgaeColony must implement the behaviors of class LivingBeing:

* *liveALittle*. Live a block of time. Get sunlight for its location from the Simulation object and convert part of it to energy. Relinquish necessary energy to live and die if the energy falls below the minimum required to stay alive. Returns nothing.
* *getRow*. Return the row in which AlgaeColony is located as an integer.
* *getColumn*. Return the column in which AlgaeColony is located as an integer.
* *getAge*. Return the age of AlgaeColony as an integer.
* *getName*. Return the unique name identifying the AlgaeColony as a String.
* *getImage*. Return an image representing the AlgaeColony.
* *getColor*. Return the color of the AlgaeColony as a String.
* *getEnergy*. Return the current energy level as an integer.
* *isDead*. Return the living status of the AlgaeColony as a boolean.
* *getDisplayMechanism*. Return the mechanism used for displaying the AlgaeColony, which is either the name of an image file or a constant defined in the Simulation class.
* *getSpecies*. Return the species of the AlgaeColony as a String.

Behaviors specific to AlgaeColony:

* *Constructor*. Create an instance of AlgaeColony at the specified row and column of the grid. It will be have a certain amount of energy and an age 0. It will belong to the "Algae" species. It can be identified by a unique name. The maximum energy it can carry must be set to the maximum energy allowed for a newborn AlgaeColony. Similarly, the minimum energy it needs to stay alive must be set to the minimum energy required for an AlgaeColony to stay alive.
* *die*. Update living status to being dead. Returns nothing.
* *giveUpEnergy*. Relinquish specified amount of energy if possible. Returns the energy that can be given up as an integer.
* *getMinEnergy*. Return the minimum energy needed to stay alive as an integer.
* *getMaxEnergy*. Return the maximum energy that can be carried as an integer.
* *setEnergy*. Set the energy level as specified by the integer value passed as a parameter.

We can see that the behaviors getMinEnergyand getMaxEnergyallow the behavior setEnergyto verify that the specified energy level is within the permissible range. Also, the behavior dieallows setEnergyto update the living status in case the energy level is below the threshold to stay alive. The behavior giveUpEnergy depletes the energy level when AlgaeColony is eaten by Catfish.

Constant class attributes:

* *ALIVE*. This private attribute represents the status of AlgaeColony that is alive as a String.
* *DEAD*. This private attribute represents the status of AlgaeColony that is dead ss a String.
* *SPECIES*. This private attribute represents the species of AlgaeColony as a String.
* *BABY\_MAX\_ENERGY*. This private attribute represents the maximum energy that can be carried as an integer.
* *BABY\_MIN\_ENERGY*. This private attribute represents the minimum energy needed to stay alive as an integer.
* *ENERGY\_TO\_LIVE*. This private attribute represents the energy required to live one block of time as an integer.

Constant instance attributes:

* *name*. This private attribute represents a unique name as a String.

Instance attributes:

* *row*. This private attribute represents the row identifying the location as an integer.
* *column*. This private attribute represents the column identifying the location as an integer.
* *deadOrAlive*. This private attribute represents the living status as a String.
* *energy*. This private attribute represents the current energy level as a String.
* *age*. This private attribute represents the age as an integer.
* *simulation*. This private attribute represents the Simulation to which the AlgaeColony belongs.
* *minEnergy*. This private attribute represents the minimum energy needed to survive.
* *maxEnergy*. This private attribute represents the maximum energy that can be carried.

Class attributes:

* *nAlgaeCreated*. This private attribute represents the number of algae created so far as an integer. This count helps the Simulation class keep track of the total number of AlgaeColony objects created in the simulation.

**Mapping English Specification to Java Code**

As seen in [2.2.2 Transforming English Specification into Java](javascript:ContentByName('pg-transform-class')), we arrive at the following class definition for AlgaeColony when we map our English specification to Java code. Note that this class definition is not complete and defers some of actual coding until later.

|  |  |
| --- | --- |
| 1:   2:   3:   4:   5:   6:   7:   8:   9:   10:  11:  12:  13:  14:  15:  16:  17:  18:  19:  20:  21:  22:  23:  24:  25:  26:  27:  28:  29:  30:  31:  32:  33:  34:  35:  36:  37:  38:  39:  40:  41:  42:  43:  44:  45:  46:  47:  48:  49:  50:  51:  52:  53:  54:  55:  56:  57:  58:  59:  60:  61:  62:  63:  64:  65:  66:  67:  68:  69:  70:  71:  72:  73:  74:  75:  76:  77:  78:  79:  80:  81:  82:  83:  84:  85:  86:  87:  88:  89:  90:  91:  92:  93:  94:  95:  96:  97:  98:  99:  100: 101: 102: 103: 104: 105: 106: 107: 108: 109: 110: 111: 112: 113: 114: 115: 116: 117: 118: 119: 120: 121: 122: 123: 124: 125: 126: 127: 128: 129: 130: 131: 132: 133: 134: 135: 136: 137: 138: 139: 140: 141: 142: 143: 144: 145: 146: 147: 148: 149: 150: 151: 152: 153: 154: 155: 156: 157: 158: 159: 160: 161: 162: 163: 164: 165: 166: 167: 168: 169: 170: 171: 172: 173: 174: 175: 176: 177: 178: 179: 180: 181: 182: 183: 184: 185: 186: 187: 188: 189: 190: 191: 192: 193: 194: 195: 196: 197: 198: 199: 200: 201: 202: 203: 204: 205: 206: 207: 208: 209: 210: 211: 212: 213: 214: 215: 216: 217: 218: 219: 220: 221: 222: 223: 224: 225: 226: 227: 228: 229: 230: 231: 232: 233: 234: 235: 236: 237: 238: 239: 240: 241: 242: 243: 244: 245: 246: 247: 248: 249: 250: 251: 252: 253: 254: 255: 256: 257: 258: 259: 260: | /\*\*  \* AlgaeColony does not move. If there is sunlight, a portion of the solar  \* energy will be converted into life-energy.  \*  \* @author iCarnegie av  \*/  public class AlgaeColony extends LivingBeing {  /\*\*  \* The algae is born "alive".  \* Then it dies, becoming a corpse.  \*/  private static final String ALIVE = "alive";  /\*\*  \* The algae is born "alive".  \* Then it dies, becoming a "dead" corpse.  \*/  private static final String DEAD = "dead";  /\*\*  \* Lowest possible energy needed for a baby to survive.  \*/  private static final int BABY\_MIN\_ENERGY = 5;  /\*\*  \* Maximum energy that a baby can store.  \*/  private static final int BABY\_MAX\_ENERGY = 255;  /\*\*  \* Amount of energy needed to live for a block of time.  \*/  private static final int ENERGY\_TO\_LIVE = 1;  /\*\*  \* Name of species  \*/  private static final String SPECIES = "Algae";  /\*\*  \* Row-wise location of the algae  \*/  private int row;  /\*\*  \* Column-wise location of the algae  \*/  private int column;  /\*\*  \* Is the algae dead or alive?  \*/  private String deadOrAlive;  /\*\*  \* Amount of energy the algae has.  \*/  private int energy;  /\*\*  \* Age expressed as blocks of time lived  \*/  private int age = 0;  /\*\*  \* Name of this algae.  \*/  private final String name;  /\*\*  \* The simulation to which this algae belongs.  \* This is needed so the algae can send a message  \* to simulation and ask  \* for prey (or predator) in the neighboring locations.  \* Prey is food. Food is good!  \*/  private Simulation simulation;  /\*\*  \* Minimum energy level needed to survive.  \* The minimum could increase as the individual grows.  \*/  private int minEnergy;  /\*\*  \* Maximum energy level that the algae could carry.  \* The maximum could change as the individual grows.  \*/  private int maxEnergy;  /\*\*  \* Number of Algae objects created so far.  \*/  private static int nAlgaeCreated = 0;  /\*\*  \* Constructor. Initialize an algae to start life at a specified  \* location with a specified energy. If location is out of bounds,  \* locate the algae at the nearest edge.  \*  \* @param initialRow - the row at which the algae is located  \* @param initialColumn - the column at which the algae is located  \* @param initialSimulation - the simulation that the algae belongs to  \*/  public AlgaeColony(  int initialRow,  int initialColumn,  Simulation initialSimulation) {  name = "dummyName";  }  /\*\*  \* Get the row at which the algae is located  \*  \* @return - the row of the algae's location.  \*/  public int getRow() {  return 1;  }  /\*\*  \* Get the column at which the algae is located  \*  \* @return - the column of the algae's location.  \*/  public int getColumn() {  return 1;  }  /\*\*  \* Get the algae's age  \*  \* @return the age of the algae expressed in blocks of time  \*/  public int getAge() {  return 0;  }  /\*\*  \* Get the name of this algae  \*  \* @return the name of the algae.  \*/  public String getName() {  return "dummyName";  }  /\*\*  \* Get the filename that contains the image of the algae  \*  \* @return the image of the algae.  \*/  public String getImage() {  return "/blank.jpg";  }  /\*\*  \* Get the minmum energy needed to live.  \*  \* @return the minimum energy needed for the algae to live.  \*/  private int getMinEnergy() {  return BABY\_MIN\_ENERGY;  }  /\*\*  \* get the maximum energy that the algae can carry.  \*  \* @return the maximum energy the algae can carry.  \*/  private int getMaxEnergy() {  return BABY\_MAX\_ENERGY;  }  /\*\*  \* Get the energy currently carried by the algae.  \*  \* @return current energy level of the organism  \*/  public int getEnergy() {  return 100;  }  /\*\*  \* Sets energy level.  \* If new energy level is less than minimum energy level, the organism dies.  \* New energy level is capped at maximum energy level.  \*/  private void setEnergy(int newEnergy) {  }  /\*\*  \* Die: Change the deadOrAlive to DEAD.  \*/  private void die() {  }  /\*\*  \* Is the algae dead?  \*  \* @return <code>true</code> if dead. <code>false</code>, otherwise.  \*/  public boolean isDead() {  return false;  }  /\*\*  \* The mechanism to display Algae is to use its color.  \*  \* @return a constant defined in {@link Simulation#COLOR Simulation} class  \*/  public String getDisplayMechanism() {  return Simulation.COLOR;  }  /\*\*  \* Get the species that the algae belongs to  \*  \* @return a string indicating the species.  \*/  public String getSpecies() {  return SPECIES;  }  /\*\*  \* Get the color of Algae  \*  \* @return - the color as a string in hexademinal notation  \*/  public String getColor() {  return "green";  }  /\*\*  \* Algae is being eaten up.  \* So, relinquish energy up to the amount requested.  \* If no energy remains, die.  \*  \* @param energyWanted - amount of energy requested - expressed as int.  \* @return - the amount of energy that algae can give up.  \* If the requested energy is greater than the available energy,  \* only the available energy will be given up.  \*/  public int giveUpEnergy(int energyWanted) {  return 100;  }  /\*\*  \* Algae lives its life. May gain or lose energy.  \*/  public void liveALittle() {  }  } |
| Listing 1 *AlgaeColony.java* | |

Try to follow the source code in Listing 1 to understand how it maps to the English specification. Note that as seen in [2.2.2 Transforming English Specification into Java](javascript:ContentByName('pg-transform-class')), we have forced some of the method definitions to return a value as specified by the return type of the method. This allowed us to verify that the class definition compiles successfully.

Note also that the line of code that starts the class definition includes extends LivingBeing. Recall that the design of the simulation program requires that all organisms in the simulation exhibit the behavior of the class LivingBeing. Including extends LivingBeing in the class definition for AlgaeColony achieves this.

Here is a class design task you can try:

Try to design the class that models the Catfish in the simulation. Here are a few observations that can help you start the design process:

A Catfish is an organism that shares some attributes and behaviors with the AlgaeColony. For instance, a Catfish shares the following constant class attributes with the AlgaeColony

* *ALIVE*. Status of Catfish that is alive represented as a String
* *DEAD*. Status of Catfish that is dead represented as a String
* *SPECIES*. Species of Catfish represented as a String
* *BABY\_MAX\_ENERGY*. Maximum energy that can be carried represented as an integer
* *BABY\_MIN\_ENERGY*. Minimum energy needed to stay alive represented as an integer

Constant instance attributes:

* *name*. Unique name represented as a String

Instance attributes:

* *row*. Row identifying the location represented as an integer
* *column*. Column identifying the location represented as an integer
* *deadOrAlive*. Living status represented as a String
* *energy*. Current energy level represented as a String
* *age*. Age represented as an integer
* *simulation*. Simulation to which the Catfish belongs
* *minEnergy*. Minimum energy needed to survive
* *maxEnergy*. Maximum energy that can be carried

Class attributes:

* *nCatfishCreated*. Number of Catfish created so far represented as an integer, to help the Simulation object keep track of the total number of Catfish in the simulation

Similarly, it is easy to see that the Catfish would also exhibit the following behaviors:

* *Constructor*. Create an instance of the Catfish class.
* *liveALittle*. Live a block of time.
* *die*. Update living status to being dead. Returns nothing.
* *getRow*. Return the row in which Catfish is located as an integer.
* *getColumn*. Return the column in which Catfish is located as an integer.
* *getAge*. Return the age of Catfish as an integer.
* *getName*. Return the unique name identifying the Catfish as a String.
* *getImage*. Return an image representing the Catfish.
* *getMinEnergy*. Return the minimum energy needed to stay alive as an integer.
* *getMaxEnergy*. Return the maximum energy that can be carried as an integer.
* *getEnergy*. Return the current energy level as an integer.
* *isDead*. Return the living status of the Catfish as a boolean.
* *getDisplayMechanism*. Return the mechanism used for displaying the Catfish as a String.
* *getSpecies*. Return the species of the Catfish as a String.
* *getColor*. Return the color of the Catfish as a String.
* *setEnergy*. Set the energy level as specified by the integer value passed as a parameter.

So, your first step should be to think about attributes and behavior common to AlgaeColony and Catfish. Your next step should be to think about attributes and behavior specific to Catfish. For instance, Catfish can move right, left, up or down in the grid. This suggests the following about the Catfish class:

Instance attribute:

* *direction*. The direction in which the Catfish is facing represented as a String

It also suggests the following for the Catfish class:

Constant class attributes:

* *RIGHT*. Direction of Catfish facing right represented as a String
* *LEFT*. Direction of Catfish facing left represented as a String
* *UP*. Direction of Catfish facing up represented as a String
* *DOWN*. Direction of Catfish facing down represented as a String

We know that Catfish can move and are capable of eating AlgaeColony. This suggests the following behaviors specific to Catfish:

* *moveToRow*. Move the Catfish to the row specified by the integer value passed as a parameter. Returns the row where the Catfish is moved as an integer.
* *moveToColumn*. Move the Catfish to the column specified by the integer value passed as a parameter. Returns the column where the Catfish is moved as an integer.
* *isHungry*. Check if the current energy level of the Catfish is less than twice the amount needed for survival. Returns a boolean.
* *getDirection*. Check the direction in which the Catfish is facing. Returns a String.

Clearly, there are other behaviors that need consideration. For instance, the Catfish need to locate AlgaeColony and eat them. This suggests behaviors that model Catfish looking for food, trying to eat food if available or simply swimming to a new location. Thus, a Catfish looking for food would actually need to look for neighboring AlgaeColony in the lake. This suggests the following behavior:

* *lookForFoodInNeighborhood*. Try to locate any AlgaeColony close by. Relinquish some energy in the process. Note that this behavior requires a way to store the neighboring AlgaeColony objects. Your knowledge of Vectors from [2.2.3 Lifecycle of Objects](javascript:ContentByName('pg-objects-lifecycle');) can help you here.

Approach this design task by following the same steps as done for AlgaeColony:

* Run the simulation to observe the behavior of the Catfish as best as you can.
* Give some thought to the behaviors and attributes to be defined by the Catfish class.
* Write down the English specification for the design.
* Map the English specification to Java code. Verify that the class definition compiles successfully. Note that you will need to add the path of the directory where you are working to the system's **classpath** so that the compiler can locate the necessary *.class* files.
* Remember that the Catfish class MUST define certain behaviors that are defined by the LivingBeing class. If this is not done, you will see compile-time errors such as the following if getDisplayMechanismis not defined by the AlgaeColony class:
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[Catfish.java](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-algae-class/Catfish.java) provides a partial implementation of Catfish class as discussed above.

**2.3 Fundamentals of Java**

In the previous module, [2.2 Fundamentals of Object-Oriented Programming](javascript:ContentByName('pg-oop-fund');), we designed the AlgaeColony class and parts of the Catfish class. In the exercise, you were asked to complete the design of Catfish class and Crocodile class. We have not yet implemented any of the methods. We will complete the method implementations in this module.

Since the Java implementation requires a number of concepts that are new to you, we will follow the pattern of introducing new concepts and using the AlgaeColony implementation as an example to illustrate the concepts.

We also designed the BankAccount and AccountsLedger classes for the bank teller example in [2.2 Fundamentals of Object-Oriented Programming](javascript:ContentByName('pg-oop-fund');). At this time, please download the complete [BankAccount.java](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-design-class/BankAccount/BankAccount.java) and [AccountsLedger.java](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-oop-fund/pg-design-class/BankAccount/AccountsLedger.java) and inspect them for relevant examples as you read this module.

**2.3.1 Data Types and Variables**

Information plays a central role in computer programming. Indeed, it is safe to say that the focus of all programs is the manipulation of information. Given the central role that information plays, it is important that you understand the various mechanisms that Java provides for the classification, storage and access of information. In this section of the course, you will learn how Java categorizes information and in what contexts such a categorization is important. You will also learn about Java's rules and process for storing information and making use of that stored information at a later point.

**2.3.1.1 Data Types**

* [Data Types](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-data-types-variables/pg-data-types/pg-data-types.html" \l "datatypes#datatypes)
* [Primitive Types](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-data-types-variables/pg-data-types/pg-data-types.html" \l "prim#prim)
* [Reference Types](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-data-types-variables/pg-data-types/pg-data-types.html" \l "reference#reference)

**Data Types**

In programming parlance, the terms *type* and *data type* refer to a specific kind of information. This may seem strange initially, but if you consider this concept in the context of how OOP classifies real world information, it should become easier to grasp. Recall that objects (both in Java and in the real world) have attributes and methods. Attributes are characteristics of objects and methods are the operations that objects can perform. Each attribute may take on specific kinds of information. In programming terms, we would say that an attribute has a specific data type.

Consider the example of a Chair class. Attributes of Chair could include its height, its color, its maximum load, and the presence of arms. In instantiating a Chair object, we might consider these attributes in the form of questions:

* What is the chair's height?
* What color is the chair?
* What is the maximum load of the chair?
* Does the chair have arms?

Each of these questions has a limited set of acceptable answers. Unacceptable answers can be either ambiguous or incorrect. One meter could certainly be the answer to "What is the chair's height?" but would not be an acceptable answer to "What color is the chair?" Similarly, "blue" can describe the chair's color, but not its height. Each Chair object's attribute must be of a certain kind of information; that is, each attribute has a specific data type. Consider the following table:

|  |  |
| --- | --- |
| **Attribute** | **Data Type** |
| height | linear measurement |
| chair color | color |
| maximum load | weight |
| arms | yes/no |

**Table 1** *Each attribute has a data type.*

In the table, we have assigned data types to attributes of Chair. These data types are probably acceptable for a casual consideration of the Chair class, or even for your own personal interactions with Chair objects in the real world. For more serious work with chair, however, these data types might cause problems. Should linear measurement be in metric or U.S. units? Must we say that the chair color is "blue," or could we also use RGB notation and say that it is "#0000FF"? As you will see, Java's data types are much stricter in this regard.

Data types are not limited to attributes; they are also very important when defining and calling methods. Imagine that our Chair is able have its height adjusted (like an office chair) — we will call it the setHeight method. In order to call setHeight, you would need to supply some information; specifically, you will need to provide a height. As our earlier discussion of attributes illustrates, only certain types of information would be acceptable: a linear measurement would make sense. In contrast, a color or a yes/no would not. In order to call setHeight, you must supply information of a specific type.

You have already had some experience with data types, although you were probably not aware of it at the time. Think back to the attributes of HTML tags that you learned in [Unit 1. The World Wide Web](javascript:ContentByName('pg-www');). The bgcolor attribute of the BODY tag could only have a value of a certain type. If you supplied a value of an incorrect type, browsers would not display the page correctly. Similarly, the type attribute of the INPUT tag could be assigned a value of "text" or "radio," but not "multiple choice." This is true for all of the attributes that you learned—each has a limited set of values that will be interpreted correctly by a browser. In the case of HTML, these types are defined within the [HTML Specification](http://www.htmlhelp.com/reference/html40/" \t "external).

Java also has data types. Its use of types is much more fully developed — and much stricter — than HTML's. In fact, you have already encountered one case of Java's use of data types when you passed parameters to methods. In Java, the data type of a parameter is specified in the method declaration, and attempting to pass a parameter that is not of the specified data type will cause problems. Consider the method println. This method requires a String argument and supplying data of a different type causes a compilation error. If you care to test this, create a simple servlet with a println call and attempt to compile it. First, use the form:

println("This is a String");

This example should compile, because it passes a parameter of the proper data type to println. Now modify the code to use the following:

println(3);

As you might have anticipated, this second case will not compile. "This is a String" is an instance of an acceptable data type for println; the number 3 is not.

At this point, you should have a conceptual understanding of data types—there are specific kinds of information that we refer to as data types. In the context of attributes and methods, the data type specifies what kind of information can be used to assign or pass a value. Data types are an essential feature of the Java programming language.

We can broadly categorize Java's types into two kinds: *Primitive types* and *reference types*.

**Primitive Types**

Primitive types are the simplest kinds of information available in Java. These are the basic building blocks of Java and all other classes are in some way built on these fundamental types. One of the defining characteristics of a data type is its size in computer’s memory. Memory is measured in bits (***b****inary dig****it***). A binary digit can take two values, 0 or 1. A memory *bit* can store two states. Bits can be combined to store information that is more meaningful. Since certain types of information require a certain minimum number of bits, a type’s size is one of its important characteristics. Primitive data types are identified in Java by keywords — for example, the keyword int identifies items as integers, such as the number 3, while the keyword boolean identifies items as being either true or false. Java has eight primitive types; within this course, however, you will make use of only three primitive types. A full listing of Java's primitives can be found in your textbook; the three types that you will need to know are:

|  |  |  |  |
| --- | --- | --- | --- |
| **Type** | **Represents** | **Size** | **Example** |
| boolean | Boolean value (true or false) | 1 bit | true |
| double | Floating Point (from +-4.9E-324 to +-1.7976931348623157E+308) | 64 bits | 3.14 |
| int | Integer value (from -2,147,483,648 to 2,147,483,647) | 32 bits | 6 |

**Table 2** *Subset of primitive data types in Java*

As you might have guessed, if you had access to only these primitive building blocks, building a complete program would be very challenging indeed (although not impossible – many older languages required programmers to do just that). To avoid this burden, more advanced types are also available. You have already interacted with some of these kinds of data. The String class, for example, represents one of these types. Java refers to these advanced data types as *Reference Types*.

**Reference Types**

Every Java class is a reference type. Indeed, the term "reference type" derives from the fact that, to make use of this type of data, you "refer" to a class instance. Reference types range from very simple classes built solely from primitives to very complex types, such as HttpServlet, composed of other reference types. One relatively simple reference type is the String class. When working with text in Java, using individual characters is rarely appropriate. Instead, you will normally work with a "string" of characters, such as "My name is Thabo". Certain characteristics of a string of characters may be important to you, and there are certain things you may wish to do with this string of characters, such as replace certain characters or determine its length. In order to model a string of characters and allow one to interact with a string as a unit (rather than as a series of individual characters), the String class was created. As you might imagine, manipulating individual characters could quickly become tedious and confusing. By modeling a string of characters as a String class, working with strings of characters becomes more natural and less prone to error. These benefits represent the spirit of OOP.

All classes in the Java language can be used as reference types. This is true of classes provided in Java's packages and those that you create yourself. You have already worked with reference types in Java, although you were not aware of it. Review your submission for the [previous practical quiz](javascript:AssessmentByName('assm-qz-pr-oop-fund');) and see if you can find the following reference types:

* PrintWriter
* HttpServlet
* HttpServletResponse

In creating a class, you actually create a new type. In the [previous exercise](javascript:AssessmentByName('assm-exer-oop-fund');), for example, you created a new Crocodile type.

In this course section, you have learned that information in Java is of a specific kind; we call these kinds of information data types. Java provides certain simple kinds of information, called primitive types. These primitives are the basic building blocks of the Java language. More advanced data types are also available, called reference types. All Java classes are reference types, whether provided in a Java package or created by a programmer.

It is worth noting at this point that the concept of data types is not specific to Java. You will find data types in most other programming languages. You might also have noticed a pattern in identifying primitive and reference types. In Java, primitive types are always lower case nouns and reference types are upper case nouns. This convention makes it much easier for you to read code and you should adhere to it when creating your own classes.

In the next section of the course, you will have the chance to apply your new understanding of data types by learning about variables.

**2.3.1.2 Variables**

**Variables**

In the previous course section, you learned about categorizing information based on the kind of information in question. In Java, this is done by using data types. The ability to store and reuse pieces of information is also very important in programming. Variables comprise the mechanism that programming languages use to store information. In this section of the course, you will learn what variables are and how you can create them.

Variables are a fundamental building block of programming. A variable represents a placeholder or container for information. The concept of variables should not be new to you. In learning algebra, you probably made extensive use of variables. For example, consider the equation 2 + *x* = 5. In this case, *x* represents a variable that has a value of 3. The value of a variable does not need to be constant, however; in different contexts, you can assign different values to variables. In the expression 2 + *x*, the value of *x* is unknown. In this case, you can assign different values to *x* to achieve different results. For example, if *x* is assigned the value of 5, then 2 + *x* = 7; if *x* is assigned a value of 2, then 2 + *x* = 4.

Variables in programming are similar to those that you used in algebra—programming variables can be thought of as a container to store values. In the Chair example discussed in [2.3.1.1 Data Types](javascript:ContentByName('pg-data-types');), recall that the Chair class had four attributes: height, chair color, maximum load, and arms. The values of these attributes may differ for different Chair objects. Indeed, some of these attributes may even change over time — you can adjust the height of an office chair, for example. You can treat each attribute as a variable: height is a container for storing a specific piece of information about the state of a Chair.

Let us consider another situation where variables can be useful. Imagine that:

* We are writing a program.
* Part of the program requires a value to be computed using a very complex computation.
* Because of its complexity, the computation takes one hour to complete, even with a very fast machine. This is a long time, but still much faster than we could perform the calculation ourselves.
* We will have to use the result of this computation in twenty-five different places in our program.

If we need to compute this same value each time we use it, then our program would take twenty-five hours to run to completion. While a one-hour wait for our value was acceptable, a one-day wait probably is not. How can we shorten the time necessary for the program to run?

One obvious solution is to perform the calculation once and then save the result. More specifically, we want to store the value that the computation returns in the computer's memory. This way, though our first computation still requires an hour's time, the 24 remaining uses of the value can make use of the work already performed. This is exactly what variables are designed to do. A variable represents a specific location in a computer's memory where data can be stored and accessed.

Though the above example discusses variables as a way to save time, the need for variables is far more widespread. Most programs are constantly working with values. Users will input new values into a program. Methods will calculate new values that will be needed later. Many calculations will need to store intermediate results for later manipulation. In all of these cases, we need something to store values for later use. Variables perform this role.

**Java is a Strongly Typed Language**

At this point, you know that variables represent a location in a computer's memory used to store and access information. You also have learned that Java distinguishes between different types of information known as data types. If you make a connection between the fact that information in a Java program is of a specific data type and that a variable is a place to store information, you could correctly conclude that variables can be of certain data types.

The reality is not merely that a Java variable *can be* of certain type but every variable in Java *must be* of a certain type.

The reason for this strict use of data types and variables is to ensure proper behavior. If a program accepts a value with an unexpected type, the results can be unpredictable. When you sit down, you normally anticipate sitting on a chair. Imagine that your chair was replaced by another object without your knowledge. The object might be one that you can sit on, such as a table, or it might be an object you cannot sit on, such as a lamp. If you do not know the object in advance, the result of your attempt at sitting is difficult to predict. You could certainly make some contingency plans for certain types of objects, but attempting to make plans for every possible type of object is nearly impossible. Java avoids this problem by only accepting data of the expected type — analogous to your choosing to only sit on chairs in the above example. As you can see, predictability is one reason for strong typing. Just as important, however, is the question of meaning — most operations can only be meaningfully performed on specific data types. Arithmetic operations, for example, can only be performed on numbers, such as int or double. It is meaningless to talk about subtracting a Chair from another Chair.

Strict typing also has an effect on memory use and allocation. As you can see in the chart above, each of the three primitives listed may represent a limited range of information. The only possible values for a boolean are true or false, for example. An int can only be a whole number from (-2,147,483,648) to (+2,147,483,647). The amount of memory allocated for a specific data type limits the range of values that are possible for that data type. A boolean has a size of one bit, which limits its possible values to true or false. An int has 32 bits allocated, which allows for a much larger range of values.

Since a variable represents space in memory, it is important for the JVM to know how much space it needs. By requiring a data type to be specified when declaring a variable, Java ensures that the JVM can allocate enough space for that variable. Since a variable's data type cannot change, we can also be certain that a variable's allocated memory will be sufficient for the life of the variable. In this way, strongly typed languages allow for efficient use of memory.

The importance of dependability in programming cannot be overstated. If a language does not strictly enforce the use of data types, information can be lost or programs can simply fail to function, often with disastrous results. In 1996, the European Space Agency's Ariane 5 rocket exploded less than a minute after lift-off because of a software bug. The rocket's guidance software (which did not use a strongly typed language) expected an integer representing the rocket's horizontal velocity. The velocity information was provided in the form of a floating-point number. The memory required to store the floating point was much larger than the memory allocated to store the integer, resulting in a crash that cost an estimated 7.5 billion US dollars.

Alternatively, imagine a different scenario. If you have a savings account or if you have an outstanding loan, the interest in either case is probably represented by a double. Imagine that your bank could not use a double and instead had to represent all interest as an int. In such a case, the interest that you collect on your savings could be changed from 3.4% to just 3%. The interest on your loan could rise from 7.6% to 8%. While neither of these situations is of the scale of the Ariane 5 explosion, they would probably have a very significant impact on your life!

Java, as a strongly typed language, requires the explicit designation of a data type when declaring a variable. This data type cannot change within the program. Similarly, if a Java program expects to receive data of a specific type, it will not accept data of any other type. This strong typing requires Java programmers to be thorough in their work, but it allows for efficient use of memory and avoids software errors.

**Declaring Variables**

When creating a variable in Java, we must specify a data type and an identifier (a name) for that variable. We refer to this process as "declaring a variable." Declaring a variable will allocate enough space in memory to store the variable's data type. To access information stored in that space later, you need only refer to the identifier. Please note that declaring a variable only allocates space for the variable — it does not actually store any information in that space.

Variable identifiers can be any string that you wish, subject to a few guidelines. Some of these are rules, and Java compiler strictly enforces these rules; others are conventions that make programs easier to read and use for other programmers. Some of these rules and conventions are:

* Rules:
  + Identifiers can contain letters, underscores ( \_ ), or the dollar sign ( $ ).
  + Identifiers cannot start with a number.
  + Identifiers may not contain spaces or other special characters or punctuation marks.
  + Identifiers cannot be a Java keyword.
* Conventions:
  + Variable identifiers should begin with a lower-case letter (a convention).
  + Variable identifiers should be descriptive nouns, adjectives, or noun/adjective phrases (a convention).

Another convention to make identifiers more readable is the capitalization of new words – monthlyInterest or myBankAccount. This is called "camel hump" notation. Based on these rules, the following table shows some valid and invalid identifiers for variables:

|  |  |
| --- | --- |
| **Valid Variable Identifiers** | **Invalid Variable Identifiers** |
| x y personalGreeting \_userID $backgroundImage | double 3sisters State Capitol add@payment |

**Table 1** *Valid and invalid identifiers for variables*

There are many kinds of variables in Java, many of which we will introduce in the next page. The generic declaration of a variable follows the following format

DataType variableName;

For example, the following are valid variable declarations:

int age;

String name;

double salary;

To declare an instance variable in Java, state the access modifier, the data type and the identifier, followed by a semicolon:

private int x;

public boolean continue;

public String personalGreeting;

private HTMLPage indexPage;

## 2.3.1.3 Using Variables

### Assignment

Variables store information for later use; now that you know how to declare variables, it is time to discuss how to put information into a specific variable. We refer to this process as "assigning a value to a variable" and it is most often accomplished using the basic assignment operator. The basic assignment operator is =. To this point in your life, you have probably called this operator an "equals sign" and would have read the statement "x = y" as "x equals y". Within Java, however, the statement "x = y" should be read as "x is assigned the value of y" or "x gets y." It is very important that you note this difference and that you get into the habit of reading "=" as "is assigned the value of" or "gets." Java does have an "is equal to" operator, but its use is very different from that of the basic assignment operator. You will learn about the equality operator later in the course.

To see the structure of an assignment, let us assume that the following declarations have been made:

String myStr;

int x;

int y;

Given those declarations, the following assignments are possible:

myStr = "This is a string";

x = 5;

y = 3;

x = y;

Please be aware that the value you assign to a variable must match that variable's type. You cannot assign an int to a String, for example. As such, the following examples are incorrect and would not compile:

x = "A string";

x = myStr;

myStr = y;

Assignments occur within a method body. Within that constraint, however, variables can be set at any time, as often as needed.

### Initialization

Normally you will assign a value to a variable based upon the result of a calculation. However, there are occasions when you know what initial value the variable should have. In such cases, you may assign a value when you declare the variable. This is known as initialization. It takes the form:

String myStr = "This is a string";

The above statement is equivalent to:

String myStr;

myStr = "This is a string";

In the context of the bank teller example, please look for instance variable initialization in the constructors for BankAccount and AccountsLedger.

### Default Values

If a variable does not have a value assigned, Java helps by initializing the variable to a default value. In the case of primitive data types, the JVM initializes the variable to whatever value is specified as the default for that type (refer to the Java API's discussion of primitive data types to see these default values).

Reference variables are initialized to null. As you will recall from our earlier discussion in [2.2.3 Lifecycle of Objects](javascript:ContentByName('pg-objects-lifecycle');), if a reference variable has the value of null, then the variable does not refer to any object.

### Scope

"The scope of a declaration is the region of the program within which the variable declared by the declaration can be referred to using a simple name" ([Java Language Specification](http://java.sun.com/docs/books/jls/second_edition/html/names.doc.html" \l "103228" \t "externalWindow)). If you attempt to refer to a variable using its simple name in a location that is outside its scope, your program will not compile. If it does compile, your program will produce unexpected results because your reference refers to some other variable of the same name and not the one you intended. As we will see later, we can refer to a variable outside its scope by using a qualified name.

Member variables are declared at the class level, outside of any method or constructor. A member variable's scope is the entire class in which it has been declared, except when shadowed by a local variable declaration. We will discuss shadowing a little later. A member variable is either an instance variable or a class variable.

Local variables are usually used to store the intermediate value of some computation in a block of code. A pair of braces delimit a code block. A code block consists of local variable declarations and a sequence of statements to be executed by the computer. A local variable's scope is from its point of declaration to the end of its code block. This kind of variable is accessible in the code block, but inaccessible outside the block.

Parameters are passed into a code block as arguments to methods or constructors. A parameter's scope is the entire method or constructor for which it is a parameter.

The example below shows member variables, local variables, and parameters:

Figure 1 Scope of member variables, local variables, and parameters
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In this example, the class VariableExample has two member variables: myStr and x. The scope of these variables is the entire class and is represented by the blue area (from line 4 to line 17) — they can be accessed and/or modified anywhere in the blue area. Note that x has an initial value set at declaration and the setX method modifies the value of x. Similarly, x is used in the setAndPrintX method.

There are also two local variables; both of these variables have the identifier intro. Despite having the same name, these are two separate variables — they are not visible outside of their respective methods (printMyStr and setAndPrintX). Scope for these variables is represented by the orange area (from line 6 to line 7 and from line 14 to line 16).

Finally, there are two parameters: newValue and newXVal. newValue is available throughout the pink area (from line 9 to line 10). The scope of newXVal is also represented by the pink coloring, although within the setAndPrintX method (from line 12 to line 16).

### Lifetime

In SSD1, we are concerned with four kinds of variables: class variables, instance variables, local variables, and parameters. The time at which JVM allocates memory for a variable depends on the kind of variable. The time at which JVM recovers the allocated memory also depends on the kind of variable.

#### Class Variable

Recall from our discussion of class attributes in [2.2.1 Designing Classes](javascript:ContentByName('pg-design-class');) that a class attribute is common to all instances of the class and that there is only one copy of a class variable regardless of the number of object instances. A class variable comes into existence even before the first object of that class is created. Therefore, the JVM allocates memory for a class variable right after loading a class. For example, the class variable nAlgaeCreated in the AlgaeColony class comes into existence right after the JVM successfully loads the AlgaeColony class.

The JVM recovers the memory allocated for class variables right after the class is unloaded. In the iCarnegie Servlet Workbench, if you right-click on a .class file in the Java-Classes folder of the workbench, and click on **Delete** in the drop-down menu that appears, the class is unloaded.

#### Instance Variable

The JVM allocates memory for an instance variable just before executing the constructor code and recovers the memory when garbage collecting the object instance. Thus, the JVM creates the instance variable energy for AlgaeColony right before executing the constructor.

#### Local Variable

The JVM allocates memory for a local variable before executing the block of code in which the local variable is declared. The JVM recovers the memory after executing the block.

#### Parameters

JVM allocates memory for a parameter before the method or constructor starts executing. JVM recovers the memory allocated to parameters when the message processing is complete.

### Name

Each member variable, constant, method, and class has a name (identifier). When using a name, we can use either a simple name or a qualified name.

#### Simple Name

A simple name consists solely of the identifier. For example, the getEnergy method of AlgaeColony has to return the current energy level of the AlgaeColony object. We will use a simple name of the instance variable energy to return the value:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8: | /\*\*  \* Get the energy currently carried by the algae.  \*  \* @return current energy level of the organism  \*/  public int getEnergy() {  return energy;  } |
| Listing 1 Simple name | |

Simple names suffice in most situations, since the entities (variables, methods, classes) we want to refer to are often within scope. Sometimes, we need to refer to an entity and have no way of referring to that entity using a simple name because we are outside its scope. In such situations, we use a qualified name to specify the context in which the entity resides.

#### Qualified Name

A qualified name has one or more qualifying identifiers preceding the name. A qualified name consists of a sequence of qualifying identifiers separated by periods or dots (.). The qualifying identifiers provide the entity's context. We typically use a qualified name only to refer to entities (variable, method, or class) that are out of scope. For example, the getDisplayMechanism method in AlgaeColony uses the qualified name of the class constant COLOR. The constant is declared in the Simulation class:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8: | /\*\*  \* The mechanism to display Algae is to use its color.  \*  \* @return a constant defined in {@link Simulation#COLOR Simulation} class  \*/  public String getDisplayMechanism() {  return Simulation.COLOR;  } |
| Listing 2 Qualified name | |

You can use a qualified name where a simple name would suffice (i.e., even if the entity is in scope). A common example is the use of the keyword this — a reference to an object. In the getEnergy example discussed above, we could have used this.energy in place of energy. In the body of a method, the keyword this denotes a reference to the object for which the method was invoked.

### Summary

In this section of the course, you learned about data types and variables in Java. Data types can be broadly categorized into two different groups: primitive types and reference types. Primitive types are the simplest kinds of information in Java and they form the foundation for all Java programs. Some examples of primitive types are boolean, char, double and int. Reference types are any pieces of information that are represented by a Java class.

Java variables represent a location in memory that is allocated for storing information. Because Java is a strongly typed language, all variables have an associated, immutable data type. This data type must be specified when a variable is declared. The scope of a variable limits where the variable can be referred to by its simple name. A variable declared at the class level is known as a member variable; its scope is the entire class in which it was declared. Local variables are declared within the body of a method or constructor. Local variables can be referenced only within the code block in which they were declared. Parameters are declared as arguments to a method or a constructor; their scope is limited to the method or constructor for which they are an argument. Attempting to reference a variable outside of its scope will cause an error during compilation.

Java variables are assigned values using the assignment operator. Initial values may be set when a variable is declared; this is known as initialization. After declaration, a variable may have a value assigned anywhere within its scope, as often as is necessary. Note a constant may be assigned a value only once. Constants are called final fields in Java.

## 2.3.2 Arithmetic Operators and Expressions

In the last section of the course, you learned how to store information in variables. Information storage is certainly important, but it is not enough to make a program. The ability to evaluate and manipulate the information you have stored is necessary for you to make effective use of variables.

This manipulation and evaluation is done by means of *operators* and *expressions*. An expression contains one or more values that are manipulated ("operated upon") by one or more operators. To offer a simple example, 2 + 3 is an expression. It contains two values (2 and 3) which are manipulated by the addition operator. All expressions evaluate to a value; in the example, 2 + 2 evaluates to 4. It is important to realize that in most cases in Java an expression can be used interchangeably with the value to which it evaluates. This means that the following two lines of code are equivalent:

int x = 4;

int x = 2 + 2;

**Arithmetic Operators**

The arithmetic operators should be familiar to you, since you have been using them since you first learned basic arithmetic. The following examples illustrate the integer arithmetic that can be done in Java with different operators. For all these examples, assume x always has a value of 100 as given by the declaration:

int x = 100;

|  |  |  |  |
| --- | --- | --- | --- |
| **Operation** | **Operator** | **Example** | **Evaluates to:** |
| Addition | + | x + 5 | 105 |
| Subtraction | - | x - 5 | 95 |
| Multiplication | \* | x \* 2 | 200 |
| Division for Quotient | / | x / 2 | 50 |
| Division for Remainder | % | x % 2 | 0 |

**Table 1** *Examples of arithmetic operations in Java*

In the context of the bank teller example, look at the implementations of withdraw and deposit methods of the BankAccount class for examples of arithmetic operations.

**Using Arithmetic Operators and Expressions**

The SimpleCalculator class, detailed below, uses the HTML file [SimpleCalculatorForm.html](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-arithmetic-operators/SimpleCalculatorForm.html" \t "externalWindow) to submit input. Lines 26-30, offers an example of each of the five arithmetic operators that you'll be expected to use in this course.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class SimpleCalculator extends HttpServlet {  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  int input1;  int input2;  int additionResult;  int subtractionResult;  int divisionResult;  int multiplicationResult;  int modResult;  // Get the user input from the form via request object  // and assign those values to local variables  input1 = Integer.parseInt(request.getParameter("input1"));  input2 = Integer.parseInt(request.getParameter("input2"));  // perform calculations and assign  // results to relevant local variables  additionResult = input1 + input2;  subtractionResult = input1 - input2;  divisionResult = input1 / input2;  multiplicationResult = input1 \* input2;  modResult = input1 % input2;  response.setContentType("text/html");  PrintWriter out = response.getWriter();  // Write the response  out.println("<!DOCTYPE HTML PUBLIC '-//W3C//DTD "  + "HTML 4.01 Transitional//EN'>");  out.println("<html><head><title> Calculation Result "  + "</title></head><body>");  out.println("Your Calculations:");  out.println("<BR>" + input1 + " + " + input2  + " = " + additionResult);  out.println("<BR>" + input1 + " - " + input2  + " = " + subtractionResult);  out.println("<BR>" + input1 + " / " + input2  + " = " + divisionResult);  out.println("<BR>" + input1 + " \* " + input2  + " = " + multiplicationResult);  out.println("<BR>" + input1 + " % " + input2  + " = " + modResult);  out.println("</body></html>");  }  } |
| Listing 1 *[SimpleCalculator](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-arithmetic-operators/SimpleCalculator.java" \t "external)* | |

#### AlgaeColony

Let us briefly discuss the use of arithmetic operators in AlgaeColony by coding the liveALittle method. An algae needs to do two things while living:

1. Grow older (i.e., age).
2. Convert energy from sunlight into life-energy.

To grow older, we need to increment the value of instance variable age.

Regarding energy conversion, algae will convert half the available solar energy into life energy. How would you find the amount of sunlight available at the algae's location? Hint: The Simulation class provides a service that we can use for this purpose. Read its [documentation](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-simulation/Alife/doc/Simulation.html" \t "externalWindow).

Once we get the amount of sunlight from Simulation, we will multiply that by half and add it to the current energy level less the amount of energy needed to live. Putting this all together, we have the implementation for liveALittle:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: | /\*\*  \* Algae lives its life. May gain or lose energy.  \*/  public void liveALittle() {  if (isDead()) {  return;  }  age = age + 1;  int row = getRow();  int column = getColumn();  int sun = simulation.getSunlight(row, column);  // Let us assume that algae can convert 50% of  // solar energy into life-energy.  // Algae has to give up some energy to live.  setEnergy((int) (sun \* 0.5) + getEnergy() - ENERGY\_TO\_LIVE);  } |
| Listing 2 method *liveALittle* of *AlgaeColony* | |

### OOP Practice: Use an Accessor when Available

Note that the example above used the "getter" methods for row and column. It is good OOP practice to use getter methods (also called accessor methods or accessors) wherever available instead of directly using an instance variable's value: If we have to change how we read the value of the instance variable in the future, it is easier to do so if all the reading happens through the accessor method. We would need to change only the accessor method. This is much simpler than changing each line of code that uses the instance variable.

For example, let us say that AlgaeColony.java has ten snippets of code that use row and column instance variables, all dispersed at various places. In the future, if we decide to use a separate Location class to represent row and column location, we would need to change all ten snippets of code. On the other hand, if we had used the accessor methods, we would need to change only two snippets of code: the two accessor methods.

### Casting

In the liveALittle method above, we multiply the sunlight value by 0.5. The resulting number will be a double. However, the setEnergy method expects an int. We need to convert the double to an int. To convert a numeric value of one type to a similar value of another numeric type at run time, Java provides casting. To cast, specify within parentheses the type you want to cast to. The liveALittle example above shows how we can cast the type of a numeric value (double) to another primitive type (int). Note that this kind of cast truncates fractional information — it does not round to the nearest integer. Later in this course, we will use casting to convert the reference type of a reference to another reference type.

### Shadowing

In the liveALittle method, we declared column as a local variable. Recall that AlgaeColony has an instance variable of the same name. Which one do we reference when using the simple name column? When we declare a variable with the same name as another variable that is already in scope, the new declaration is said to shadow the declaration of the variable that was already in scope. Shadowing continues until the new declaration goes out of scope. Thus, any reference to column in the grey area in the example below will refer to the local variable, and any reference to column in the white area will refer to the instance variable.

Figure 1 Local variable shadows an instance variable
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Note the same shadowing effect applies to the variable named row as well. To refer to a variable that is under shadow, use a qualified name. The qualified name for the instance variable column is this.column, which may be used to refer to the instance variable in the shadow region.

### Increment Operator

In the liveALittle method, we incremented the value stored in the instance variable age by assigning a new value. The new value was computed by adding one to the value stored in age. Thus, we performed two operations: addition and assignment. There is a shortcut in Java to increment the numeric value stored in a variable by one, the ++ operator, called the increment operator. The two statements below are equivalent:

* age = age + 1;
* ++age;

We read the second statement as "Increment age."

In this page, we introduced arithmetic operators and expressions. Boolean operators are another class of operators in programming languages. We will cover them in the next page.

**2.3.3 Boolean and Relational Operators and Expressions**

In the last section of the course you learned about arithmetic operators and expressions; these expressions evaluate to a number value. Obviously, the ability to perform mathematical operations is important in programming. However, it is equally important to evaluate certain conditions: Imagine an online ordering system that offers certain discounts – a 10% discount for students under age 24 and free shipping for orders over $50.00. In such cases, you would need to evaluate whether the order meets these criteria: Is the customer both a student and under age 24? Is the total order greater than $50.00? Such conditions have only two possible values: true or false. Expressions that represent these types of conditions are called "Boolean" expressions. There are a number of special operators in Java to build these Boolean expressions.

Many students find it difficult to understand why or how one would use Boolean expressions initially; if you find yourself in this situation, you are not alone. In the next section of the course (control structures), the use of Boolean expressions should become clearer. In the meantime, focus on learning the operators below.

**Relational Operators**

Very often, we need to compare two entities (numeric values, reference values, Boolean values). This is done using relational operators, such as "greater than" and "less than." The table below shows some common Java relational operators:

|  |  |
| --- | --- |
| **Operator** | **Symbol** |
| Greater than | > |
| Less than | < |
| Greater than or equal to | >= |
| Less than or equal to | <= |
| Exactly equal to | == |
| Not equal to | != |
| instance of | instanceof |

**Table 1** *Relational operators in Java*

Let us look at an example of relational operator usage. In our AlgaeColony class, the isDead method should return a Boolean value of true if the algae are dead and false if it is alive:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8: | /\*\*  \* Is the algae dead?  \*  \* @return <code>true</code> if dead. <code>false</code>, otherwise.  \*/  public boolean isDead() {  return (deadOrAlive == DEAD);  } |
| Listing 1 *Relational Operator* | |

**Boolean Operators**

You typically use Boolean operators when you have two or more Boolean expressions and you want to combine them to get a new Boolean expression. There are many examples of Boolean operators and expressions in the real world. For this course, you need to know only about the following operators.

|  |  |
| --- | --- |
| **Operator** | **Symbol** |
| AND | && |
| OR | || |
| NOT | ! |

**Table 2** *Boolean operators in Java*

**AND Operator**

The Boolean AND expression evaluates to true only when both the component Boolean expressions evaluate to true. To return to our earlier example: If the customer is a student AND the customer is younger than 24, the customer receives a 10% discount. Here, the following two Boolean expressions are combined to yield a third expression:

1. Is the customer a student?
2. Is the age of the customer less than 24?

Receives discount: (Is the customer a student) && (Is the age of the customer less than 24)

Only when both of the above Boolean expressions are true will the entire Boolean expression evaluate to true. The customer receives a discount only when the Boolean expression is true.

**OR Operator**

A Boolean OR expression evaluates to true only when either or both of the component Boolean expressions evaluate to true. Here is an example of a Boolean OR: If it is raining or snowing outside, you cannot play. An OR joins two Boolean expressions together operator to form a third Boolean expression:

1. Is it raining?
2. Is it snowing?

Cannot play: (Is it raining) || (Is it snowing)

If either of them evaluates to true, the entire Boolean expression evaluates to true. When the Boolean expression evaluates to true, you cannot play outside.

**NOT Operator**

Here is an example of a NOT operator: If your height is NOT less than five feet you can join the police force.

can join: !(height less than five feet)

**Complex Boolean Operators**

Here are some examples of complex Boolean operators:

* If the reservoir is NOT empty AND the water heater is working, you can take a hot shower.
* If the temperature is hotter than 95 degrees Fahrenheit OR lesser than 60 degrees Fahrenheit AND you do not have air conditioning AND heater, it will get uncomfortable.

**Boolean Type and Boolean Variables**

Boolean is a type just like int and double. Just as you can have variables of type int and double, you can also have variables of type boolean. Boolean variables can take only one of two values: true or false. Since a Boolean expression evaluates to a Boolean value, you can assign any Boolean expression to a variable. In the example below, we make use of boolean variables. The following table illustrates the result of the three Boolean operators when two boolean variables take on different values.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **a** | **b** | **a && b** | **a || b** | **!a** |
| true | true | true | true | false |
| true | false | false | true | false |
| false | true | false | true | true |
| false | false | false | false | true |

**Table 3** *Truth-table of AND, OR, and NOT*

**Rules for Evaluating a Boolean Operator**

Notice that the Boolean operator && (AND) and || (OR) require two operands, while the ! (NOT) operator requires only one operand. When you use the Boolean AND operator, and the first operand evaluates to false, the second operand will not be evaluated. Irrespective of the value of the second operand, the AND expression will evaluate to false. Let us take the example: "If your height is five feet or higher AND you can run the 100 meters race in 11 seconds, you can join the police force." When the first condition, height is five feet or higher, evaluates to false, there is no need to evaluate the second condition. You cannot join the police force.

Similarly, for the OR operator, the second operand is not evaluated when the first operand evaluates to true. Let us consider the example: If it is raining or snowing outside, you cannot play. When the first condition: "Is it raining outside" evaluates to true, there is no need to check for the second condition (even if it could both rain and snow at the same time). You cannot play.

As we mentioned earlier, it is difficult to see the usefulness of some of these operators and expressions without some context. We will be providing that context in the next section of the course.

**2.3.4 Control Flow**

As illustrated by some of the examples in [2.3.3 Boolean and Relational Operators and Expressions](javascript:ContentByName('pg-boolean-and-relational-operators');), a program may need to do different things depending upon certain conditions. Returning to our ordering example, the program needs some way to evaluate whether or not a customer is both a student and under age 24, in order to apply a discount based on the result of this evaluation. This example illustrates the need to control the flow of a program. In this section, you will learn to control program flow based on conditions.

**Sequential Execution and Control Structures**

A computer executes statements in a code block sequentially in the order in which the statements appear. Many times, we may need the order of execution to be different from the order in which they appear. To enable a programmer to control the order of execution, most programming languages provide several options. These options are collectively called **control structures**.

**If-Else-Statement**

We often use flowcharts to illustrate control structures. A flowchart is a graphical representation of the order in which statements are executed. We use symbols such as diamonds, rectangles, and circles to draw flowcharts. A diamond is used when a test is to be evaluated to decide which way to proceed. Use a rectangle to denote sequential execution of statements in that rectangle. Lines connect these symbols with arrows called flow-lines. Execution proceeds in the direction of the arrow. Use a circle as a junction point where multiple flow-lines meet. A flow-chart of an if-else-statement is given below.

**Figure 1** *Flow-chart of an if-else-statement*
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The syntax of an if-else-statement is:

if (booleanExpression) statement

else statement

In the above, the statement can be a single statement, a block of statements (enclosed by curly braces) or a null statement (just a semicolon). Thus, all of the following are valid:

* if (isRaining) canPlay = false; // A single statement
* if (isRaining); // Null statement. Does nothing.
* if (isRaining) {
* canPlay = false;
* takeUmbrella = true;
* } // block of statements
* if (order > 50.00) {
* freeShipping = true;
* } else {
* freeShipping = false;
* }

If there is no else-clause, the flowchart looks like the following:

**Figure 2** *Flow-chart of an if-statement*
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In the context of the bank teller example, please look at the implementation of deleteAccount method of AccountsLedger for an example of the if-statement.

Another example of the if-statement is shown in the example below.

**Example**

The PriceCalculator class, detailed below, uses the HTML file [PriceCalculatorForm.html](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-controlflow/PriceCalculatorForm.html" \t "externalWindow) to submit input. Lines 36 to 42 detail the use of an if-statement.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: 66: 67: 68: 69: 70: 71: 72: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class PriceCalculator extends HttpServlet {  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  boolean isStudent;  int age;  double order\_price;  double discount;  double shipping = 10;  double total\_price;  String student;  String orderPrice;  response.setContentType("text/html");  PrintWriter out = response.getWriter();  /\*\*  \* Set the appropriate variables  \*/  student = request.getParameter("student");  orderPrice = request.getParameter("order\_price");  isStudent = Boolean.valueOf(student).booleanValue();  age = Integer.parseInt(request.getParameter("age"));  order\_price = Double.parseDouble(orderPrice);  /\*  \* calculateDiscount snippet  \* Permits order to have only one discount applied.  \* An order may receive a 10% discount if order  \* is under 24 and a student.  \* Orders over $50.00 that do not recieve the above  \* discount qualify for free shipping.  \* In all other cases the order does not qualify  \* for a discount.  \*/  if ((isStudent) && (age <= 24)) {  discount = order\_price \* 0.1;  } else if (order\_price > 50.00) {  discount = shipping;  } else {  discount = 0;  }  /\*  \* Calculate final order price  \*/  total\_price = order\_price + shipping - discount;  /\*  \* Write the response  \*/  out.println("<!DOCTYPE HTML PUBLIC '-//W3C//DTD "  + "HTML 4.01 Transitional//EN'>");  out.println("<html><head><title> Calculation Result"  + "</title></head><body>");  out.println("Order Price: " + order\_price);  out.println("<BR>Shipping: +" + shipping);  out.println("<BR>Discount: -" + discount);  out.println("<HR width='150' align='left'>Total Price: +"  + total\_price);  out.println("</body></html>");  }  } |
| Listing 1 *[PriceCalculator](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-controlflow/PriceCalculator.java" \t "external)* | |

The calculateDiscount snippet (lines 36-42) offers one implementation of the discount specification discussed above. The program will first check to see if the order qualifies for the first discount (i.e., is this a student and is the age less than or equal to 24). If the conditions are met, the 10% discount is applied and no further action is taken.

If the conditions for the first discount are not met, then the program will continue through the if-else-statement and check for the second possible discount: is the order price more than $50.00? If so, the free shipping discount is applied.

If neither of the two discount conditions are met, no discount is applied (hence, discount is set to 0 on line 41).

As currently written, the calculateDiscount snippet will allow only one of two possible discounts for an order. If an order qualifies for the student discount, it cannot qualify for the free shipping discount. If the specifications for the discount were different, we would have to adapt our if-else-statement accordingly. For example, if an order could qualify for both discounts at once, we could write our calculateDiscount snippet as follows:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: | /\*  \* Calculate discount  \*/  discount = 0;  if ((isStudent) && (age <= 24)) {  discount = discount + order\_price \* 0.1;  }  if (order\_price > 50.00) {  discount = discount + shipping;  } |
| Listing 2 *[Multiple discounts](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-controlflow/calculateDiscount2.java" \t "external)* | |

To give you one more look at arranging conditional statements, imagine that an order may receive either free shipping or the student discount, whichever is greater. The following simple if statements accomplish this:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: | /\*  \* Calculate discount  \*/  discount = 0;  if ((isStudent) && (age <= 24)) {  discount = order\_price \* 0.1;  }  if ((order\_price > 50.00) && (shipping > discount)) {  discount = shipping;  } |
| Listing 3 *[Greater of two discounts](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-controlflow/calculateDiscount3.java" \t "external)* | |

**Nested If-Statements**

In many cases, a single if-statement will not adequately meet your needs. You may need to further control the flow of a program based upon earlier conditions. In such cases, you can actually place an if-statement inside the body of another if-statement. We refer to this structure as "nesting." Nesting is quite common in control structures. Let us return to our calculateDiscount snippet and make the criteria for a discount more complex. In our new example, we modify the student discount so that orders that are $100.00 or less receive a 10% discount, while orders that are greater than $100.00 receive a 15% discount. In this new example, the program first checks to see if the criteria for the student discount are met. If the order qualifies for the student discount, then the conditions for the discount are examined. Also note that we have modified the code to check for the shipping discount only if the order does not qualify for the student discount (i.e., an order cannot receive both discounts):

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: | /\*  \* Calculate discount  \*/  if ((isStudent) && (age <= 24)) {  if (order\_price <= 100.00) {  discount = order\_price \* 0.1;  } else if (order\_price > 100.00) {  discount = order\_price \* 0.15;  }  } else if (order\_price > 50.00) {  discount = discount + shipping;  } |
| Listing 4 *[Nested if-statement](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-controlflow/calculateDiscount4.java" \t "external)* | |

**Implementing Catfish**

Now that you have learned about operators and control structures, we can return to the Catfish class and implement some of the methods that we identified in [2.2 Fundamentals of Object-Oriented Programming](javascript:ContentByName('pg-oop-fund');).

First, let us examine the relatively simple getImage method. As we detailed in our specification, the method should return a String representing the filename of the Catfish image. Since our Catfish can face in different directions, the method will need to examine the current value of the direction variable and return an appropriate value. In this case, we check for each of the four possible directions, one at a time, and return the appropriate image for each direction. In addition, we return a default String in case none of the four conditions is met. This default is necessary because without it there is a possibility that none of the four conditions will be met. In such a case, the method would not have a valid return statement, which means that the program will not compile. For each of the conditions, we want to compare the current direction of Catfish (using the accessor method getDirection) with the direction constants declared in Catfish (RIGHT, LEFT, etc.):

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: | /\*\*  \* @return filename of Catfish image  \*/  public String getImage() {  if (getDirection() == RIGHT) {  return "/Catfish-right.gif";  }  if (getDirection() == LEFT) {  return "/Catfish-left.gif";  }  if (getDirection() == UP) {  return "/Catfish-up.gif";  }  if (getDirection() == DOWN) {  return "/Catfish-down.gif";  }  return "/Catfish-right.gif";  } |
| Listing 5 *[getImage](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-controlflow/getImage.java" \t "external)* | |

Now that we have seen a simple method, we move on to one that is a bit more complicated: the moveToRow method. According to our specification, when called by a Catfish object that is alive, moveToRow should change the row of the Catfish to the position specified by the parameter newRow. There is one constraint to this movement, however: the Catfish cannot move beyond the boundary of the lake. In addition, the direction that the Catfish faces should be modified to reflect whether it has moved up or down. Drawing from this specification, we can specify the following sequence of events for the moveToRow method:

1. Check to see if the Catfish is dead. If it is dead, change its position to remove it from the lake. Otherwise, continue.
2. Check to see if the new position (newRow) is within the boundary of the lake. In this case, the boundaries are the top of the lake (row 1) and the bottom (the maxRow of the simulation). If the newRow would be outside of the lake, move the Catfish to the boundary and stop there by changing newRow to have a boundary value.
3. If the Catfish has moved up to get to the newRow, change its direction to UP. If it has moved down, change its direction to DOWN.
4. Set the value of row to newRow.
5. Return the new value of row.

Having specified our event sequence, we can now implement the code for each of the steps.

1. We will first check to see if the Catfish is dead; this can be done using the isDead method discussed in our earlier specification. If isDead returns true, then the method should return a value of -1.
2. if (isDead()) {
3. return -1;

}

1. Next, we need to create code that prevents the Catfish from moving beyond the lake boundaries. In this case, we need to check for two conditions — moving beyond the top of the lake and moving beyond the bottom of the lake. To accomplish this, we will use an if-else-if-statement. We will first check to see if newRow is greater than the maxRow, using the method simulation.getMaxRow. If newRow is greater, then we need to change the value of newRow to the edge of the lake. Next, we will check for the bottom of the lake. If newRow is less than 1, the value of newRow will be set to 1. This can be done using the following code:
2. // Keep the new value within lake boundary.
3. if (newRow > simulation.getMaxRow()) {
4. newRow = simulation.getMaxRow();
5. } else if (newRow < 1) {
6. newRow = 1;

}

1. We now need to examine the direction that the fish has moved and adjust the value of the direction variable accordingly. Again, we have two possible conditions: either the value newRow is less than the current row value (indicating a direction of UP), or newRow is greater than row (indicating a DOWN direction). If neither is true, then the direction the catfish faces should remain the same.

// I might face a new direction  
if (newRow < row) {  
     direction = UP;  
}  
else if (newRow > row) {  
     direction = DOWN;  
}

1. Having taken into account the possibility of the Catfish attempting to move beyond the boundary of the lake and adjusted the value of newRow as appropriate, we can now safely set the value of row to reflect the new position of the Catfish as represented by newRow:

row = newRow;

1. Finally, we can return the value of row:

return row;

After adding some documentation, our completed method is shown below:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: | /\*\*  \* Move the catfish to a new row,  \* if new row is within lake bounds.  \*  \* @param newRow - the row to move to.  \* @return the row moved to. Lake boundary limits movement.  \*/  private int moveToRow(int newRow) {  if (isDead()) {  return -1;  }  // Keep the new value within lake boundary.  if (newRow > simulation.getMaxRow()) {  newRow = simulation.getMaxRow();  } else if (newRow < 1) {  newRow = 1;  }  // I might face a new direction.  if (newRow < row) {  direction = UP;  } else if (newRow > row) {  direction = DOWN;  }  row = newRow;  return row;  } |
| Listing 6 *[moveToRow](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-controlflow/moveToRow.java" \t "external)* | |

**Student Activity**

In the course section on arithmetic operators, you were given the code to create a simple calculator ([SimpleCalculator.java](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-arithmetic-operators/SimpleCalculator.java)). The calculator allowed the user to enter two values (via two text fields) and displayed five expressions using the five operators that you have learned. Modify this program so that, in addition to entering two values, the user must also select one specific operator (+, -, \*, / or %). When the user submits this information, your program should display the result of the expression that he or she has specified.

## 2.3.5 Iteration

### The Need for Iteration

We have worked through some interesting programming problems. Thus far, we have seen two "forms" of code execution in our programs. We started with a style of execution called sequential execution. Sequential execution means that all of the statements in our programs are executed one after another, starting at the top and moving in sequence down to the bottom of the list of statements. No statements are skipped and none is executed more than one time. Therefore, if we are working with a specific method, say the println method, and we want to print 37 String instances, we have to write 37 lines of code calling that method.

Later we worked with what we call control structures, which allow *selective execution* — that is, they allow execution to select different paths (or branches) through our Java statements — and we explored and used the if statement and the if-else statement. (Note that some authors consider these statements the same control structure and other authors consider them two different control statements; it does not really matter to Java as long as you use them correctly.)

The if-statement allows our program to evaluate a conditional expression to determine if they are true or false. If the expression evaluates to true, then a series of statements is executed. If the expression is false, the series of statements is skipped.

The if-else statement is similar — if the expression evaluates to true, statements are executed — just as with the if statement — but if it is false, execution passes to the alternative statement or series of statements that follow the keyword else.

You may want to refer back to the course sections on Boolean expressions and control structures before continuing.

So, we have seen two forms of execution: sequential and selective. This module introduces you to the last form of execution: iteration or repetitive execution.

The shortcoming of selective execution is that it does not allow us to repeat similar tasks easily. Those 37 Strings still require 37 statements, even if we are very clever with one of the control structures. *Iteration*, on the other hand, allows the program to repeat statements until some condition is met. You will learn in this module that Java offers three forms of iteration for the programmer to use (although we cover only two in detail). With these forms of iteration or *loops*, programmers can create applications that repeat one or more Java statements as many times as required.

### Loops

The Java language offers three different loops. All of these loops do essentially the same thing – they start and continue iterating over a set of instructions as long as the Boolean expressions that control them (the loops) evaluate to true, and once the expressions evaluate to false, the loops "terminate" and the iterations cease. However, although these loops do essentially the same thing, having a variety of forms allows us to choose among options when writing code for particular tasks. It is desirable, and usually possible, to make the structure of your program match the intent of your program. As you continue in the course, you will learn more about the different options various loops provide, and you will learn how to choose the most effective loop for your program. In this section, you will learn the while loop:

### The While-Loop

|  |  |
| --- | --- |
| **Form of a while loop** | **Diagrammatic representation of how the loop is executed by the computer.** |
| while (loop guard expression)  loopBody |  |

Table 1 Form of a *while* loop

Here is a simple example of a while loop and the output it generates (assume that these statements are in the doPost method).

int i;   
i = 1;   
while (i < 5) {   
      out.println("<br>value of i is " + i);   
      i = i+1;  
}

The output would be:

value of i is 1

value of i is 2

value of i is 3

value of i is 4

The code within the parentheses of the loop is called the loop guard:

(i < 5)

This expression is evaluated to see if the loop continues to iterate or stops. If this expression evaluates to true, the loop continues the iteration. If this expression is false, the loop terminates iteration and execution continues with the statement following the loop. The guard can be any reasonable Boolean expression. In fact, it MUST be a Boolean expression.

The while loop follows the "test then execute" pattern; it tests the value of i before printing it. The test is "i less than 5" so when i is equal to 5 the result of the test is false and i is not printed when its value is 5. We will return to a slightly different form of this code in our discussion on debugging loops. The use of loops can introduce some very subtle errors.

### The Loop Body

The loop body can be one of the following:

* An empty statement. You will see more about empty statements in the discussion of for loops below. A simple semicolon (“;”) denotes an empty statement.
* A single statement.
* A block of statements. This is the most common loop body. When you have a number of statements that need to be executed for each iteration of the loop, you put all of those statements in a block. The code is placed within a pair of curly braces "{ }" — this is the code that is looped or iterated. You do not need a pair of braces if you are iterating only one statement. However, we strongly advise you always to use a pair of braces to reduce the chance of errors — errors that are not found by the compiler and that are very difficult to locate and fix! An empty while statement should not have curly braces.

Here is the code sample discussed earlier in this section:

int i;   
i = 1;   
while (i < 5) {   
      out.println("<br>value of i is " + i);   
      i = i + 1;  
}

What happens if we leave out the i = i + 1; statement like this?

int i;   
i = 1;   
while (i < 5) {   
      out.println("<br>value of i is " + i);   
}

What would be the output for this new code? Think about this...

We set *i* equal to 1 and then make the test "*i* less than 5" which is true. We then print the value of *i*, which is 1. Since the code inside the loop is done, we go back to the test. Since *i* is still 1, it is less than 5, so the test is true and we execute the print statement printing 1. Since the code inside the loop is done, we go back to the test. Since *i* is still 1, it is less than 5, so the test is true and we execute the print statement print 1. And so on.

There seems to be a pattern here — an infinite pattern. This is an infinite loop. It will print the number 1 forever or until you forcibly terminate the program or turn off the computer.

The output would start like this:

value of i is 1

value of i is 1

value of i is 1

value of i is 1

...

... to infinity ...

Thus, one subtle error to watch out for is failing to adjust the variables that participate in the loop guard expression.

### While-Loop Example

Let us look at a servlet example that uses a while-loop. In this case, the user chooses how many images the servlet should display; we use this parameter in our loop guard to iterate through the correct number of image tags. To use this example, your form will need to supply an integer via an input named numImages. Alternatively, you could send a GET request to your iCarnegie Workbench using the URL

http://127.0.0.1:4615/servlet/WhileLoopServlet?numImages=5

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class WhileLoopServlet extends HttpServlet {  private int numImages;  public void doGet(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  doPost(request, response);  }  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  String numImagesStr;  response.setContentType("text/html");  PrintWriter out = response.getWriter();  numImagesStr = request.getParameter("numImages");  numImages = Integer.parseInt(numImagesStr);  /\*\*  \* Write the response  \*/  out.println("<!DOCTYPE HTML PUBLIC '-//W3C//DTD "  + "HTML 4.01 Transitional//EN'>");  out.println("<html><head><title> Images - while loop "  + "</title></head><body>");  int i = 0;  while(i < numImages) {  out.println("<img src='/Animal.jpeg' alt='animal'>");  ++i;  }  out.println("</body></html>");  }  } |
| Listing 1 *[While-Loop Example](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/WhileLoopServlet.java" \t "external)* | |

As you will see in our next example, we can achieve the same effect in a more graceful way using a for-loop.

### The For-Loop

Another loop form in Java is the for-loop. It is true that you can do anything with a for-loop that you can do with a while-loop. While you can play a game of golf with only a putter, you can play a better game of golf with a bag of clubs. Similarly, you can write better programs if you use all three loops. The for-loop is best used when you know exactly how many iterations are expected.

It turns out that if you understand one loop and can use it correctly, it is straightforward to learn to use the other two.

|  |  |
| --- | --- |
| **Form of a for-loop** | **Diagrammatic representation of how the loop is executed by the computer.** |
| for (initialization; loopGuard; update)  loopBody |  |

Table 2 Form of a *for* loop

In the initialization part, you typically initialize the loop variable. In the following example, the loop variable i is initialized to 0. After initialization, the loopGuard is evaluated. As in the while loop, loopGuard is a Boolean expression. It should evaluate to true or false. If the loopGuard evaluates to false, the loop is terminated. After evaluating the loopGuard, and when it evaluates to true, the loopBody is executed. Then, the update is executed. In the following example, the update increments i by 1. After the update, the cycle of evaluating loopGuard - loopBody - update is repeated.

Here is a for-loop that does some counting:

int i;

for (i = 0; i < 5; i = i + 1){

out.println("value of i is " + i);

}

The output for this is:

value of i is 0

value of i is 1

value of i is 2

value of i is 3

value of i is 4

To examine the for-loop structure, let us write it in a slightly different format:

|  |  |
| --- | --- |
| **for** | the keyword "for" is part of Java — it tells Java that a loop is present |
| **(** | the opening parenthesis is required by Java |
| **i = 0;** | this is the initialization of the control variable, i — it happens first and only one time |
| **i < 5;** | this is the Boolean test — it happens second and is repeated one time for each subsequent iteration, and one more time at the end of the loop (if the loop iterates at least once). |
| **i = i+1;** | this is for the update of the control variable i (and is typically an increment or decrement) — it happens fourth and is repeated one time for each iteration |
| **)** | the closing parenthesis is required by Java |
| **{** | the opening brace begins the body of the loop — the next statement makes up the loop body; it is executed third and is repeated once for each iteration   * out.println("value of i is " + i); |
| **}** | the closing brace ends the body of the loop |

The pattern of execution for the for-loop is shown below

for(

***#1*** i = 0;

***#2*** i < 5;

***#4*** i = i + 1)

{

***#3*** out.println("value of i is " + i);

}

Let ***#5*** be the next instruction.

Then, the order of execution is:

#1-> #2 -> if #2 is true -> #3 -> #4 -> #2

if #2 is true -> #3 -> #4 -> #2

...

...

if #2 is true -> #3 -> #4 -> #2

if #2 is false -> #5

This continues until #2 is false. Once #2 is false, execution drops to the next instruction in the program.

A loop body can also contain an empty statement. As in the while-loop, the loop body can be an empty statement, a single statement, or a block of statements. We mentioned earlier that you might feel the need to "sleep" the program (i.e., slow down the execution of the program) while animating some drawing. It is possible to sleep with empty statements in the loop body of the for-loop:

for (i = 0; i < 1000; i = i+1);

Notice that the loop body does nothing because of the empty statement. Hence, the loop counts from 0 to 1000 and then the loop is done. An example of a for-loop with one statement is given below. Notice that the loopBody is a code block that contains a single if statement.

System.out.println ("Here are the even numbers between 1 and 10:");

for (i = 1; i < 10; i= i + 1) {

if (i % 2 == 0) {

out.println(i);  
    }  
}

### For-Loop Example

The functionality of this example is identical to our earlier [While-Loop Example](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/pg-iteration.html" \l "while-example#while-example). In this case, however, we use a for-loop to generate the image tags. Note that the use of the for-loop leads to a more natural program than our earlier example. Also, note that the for-loop helps avoid the subtle error of forgetting to perform an update of the control variable, since doing so is part of the statement's syntax.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: | import java.io.\*;  import javax.servlet.\*;  import javax.servlet.http.\*;  public class ForLoopServlet extends HttpServlet {  private int numImages;  public void doGet(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  doPost(request, response);  }  public void doPost(  HttpServletRequest request,  HttpServletResponse response)  throws ServletException, IOException {  String numImagesStr;  response.setContentType("text/html");  PrintWriter out = response.getWriter();  numImagesStr = request.getParameter("numImages");  numImages = Integer.parseInt(numImagesStr);  out.println("<!DOCTYPE HTML PUBLIC '-//W3C//DTD "  + "HTML 4.01 Transitional//EN'>");  out.println("<html><head><title> Images - for loop "  + "</title></head><body>");  /\*  \* Write the response.  \* Note: we use increment operator (++i)  \* instead of i = i + 1  \*/  for (int i = 0; i < numImages; ++i) {  out.println("<img src='/Animal.jpeg' alt='animal'>");  }  out.println("</body></html>");  }  } |
| Listing 2 *[For-Loop Example](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/ForLoopServlet.java" \t "external)* | |

### Working with Iteration

While iteration is not a difficult concept in and of itself, mastering loops can be difficult without some additional tools. You will learn to use one of these tools, collections, in the next section of the course. In the meantime, review your specification for the simulation program and consider what pieces of the specification require iteration. Understanding loops also requires practice; the activity below will give you the opportunity to use loops in a practical way.

### Student Activity

We recommend that you complete the following activity. You will practice the following important skills:

* Using loops
* Using if-else-statements

We ask that you create a servlet-based photo gallery. You are provided PhotoGalleryServlet.class and a HTML Form as a sample solution. When you launch the HTML Form from the iCarnegie Servlet Workbench, you can enter the number of images to be displayed per page. The servlet returns an html page that contains the specified number of images, along with a "next" button to see the next set of images. This "next" button appears only if there are more images to be displayed.

Fifteen images (named 1.jpg, 2.jpg ...15.jpg) are provided to you. Create your own version of PhotoGalleryServlet that provides the same functionality as the sample. We recommend that you do this in two steps:

1. Create a servlet that displays the number of images entered by the user but does not provide a "next" button. The servlet should deal gracefully with a user entering a number that exceeds the number of images available. The for-loop and while-loop examples provided above should help you get started. Once you have this portion of the activity working, move on to the next step.
2. Implement the "next" functionality provided in the sample solution. In order to implement this functionality, you will need to pass two pieces of information to the servlet: the first image to be displayed on the page and the number of images that should appear on the page. This can be done using hidden form elements.

#### Files:

* [1.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/1.jpg" \t "externalWindow) [2.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/2.jpg" \t "externalWindow) [3.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/3.jpg" \t "externalWindow) [4.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/4.jpg" \t "externalWindow) [5.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/5.jpg" \t "externalWindow) [6.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/6.jpg" \t "externalWindow)[7.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/7.jpg" \t "externalWindow) [8.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/8.jpg" \t "externalWindow) [9.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/9.jpg" \t "externalWindow) [10.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/10.jpg" \t "externalWindow) [11.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/11.jpg" \t "externalWindow) [12.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/2.jpg" \t "externalWindow) [13.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/13.jpg" \t "externalWindow) [14.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/14.jpg" \t "externalWindow) [15.jpg](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/5.jpg" \t "externalWindow)
* Alternatively, you may download all 15 images in a single [images.zip](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/images.zip) archive.
* [PhotoGalleryForm.html](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/PhotoGalleryForm.html" \t "externalWindow)
* [PhotoGalleryServlet.class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-iteration/iteration-student-activity/PhotoGalleryServlet.class)

**2.3.6 Using Vector**

Recall from [2.2.3 Lifecycle of Objects](javascript:ContentByName('pg-objects-lifecycle');) that a Vector object acts like a container of object references. We discussed how to create a Vector object and how to add object references to it. Recall that a Vector contains only references to objects, not objects themselves. In this page, we will use the context of a Catfish class to perform the following tasks with a Vector:

* Getting a specific object reference from a Vector
* Getting the size of a Vector, i.e., the number of references stored in a Vector

**Adding New Living Beings to Simulation**

Let us first examine how catfish, algae, and crocodile objects are added to the simulation. By clicking various checkboxes in the HTML form, the user specifies the organisms to create and their locations. When the user clicks the "Start Simulation" button, the SimulationServlet receives the browser POST request. The SimulationServlet invokes the createLivingBeing method of the LivingBeing class for each living organism to be created.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: | /\*\*  \* Create an organism that belongs to a specified species at  \* a specified location and add it to the specified simulation.  \*  \* @param simulation - the simulation this organism belongs to  \* @param species - the organism's species  \* @param value - row and column values specified as String from HTML form.  \* row value is the last two digits,  \* column value is given in the remaining digits.  \*/  public static void createLivingBeing(  Simulation sim,  String species,  String value) {  int rowAndCol = Integer.parseInt(value);  int row = rowAndCol / 100;  int column = rowAndCol - (100 \* row);  if (species.equals("algae")) {  sim.addLivingBeing(new AlgaeColony(row, column, sim));  }  if (species.equals("catfish")) {  sim.addLivingBeing(new Catfish(row, column, sim));  }  if (species.equals("crocodile")) {  sim.addLivingBeing(new Crocodile(row, column, sim));  }  } |
| Listing 1 *createLivingBeing* | |

Based on the species value, the createLivingBeing method creates a new algae or catfish or crocodile object at the specified location. In addition, it adds the new object to the simulation by sending an addLivingBeing message with the reference to the newly created object. If you decide to add a new species to the Simulation program, you need to add functionality to the createLivingBeing method to accommodate the new species. In addition, you must implement that new species as a class that extends LivingBeing.

After all living being objects are added to the Simulation object, the Simulation object sends a liveALittle message to each living being object. Our catfish chooses to live by eating and swimming. When a Catfish object gets its turn to live, it should look for food (algae) if hungry and eat food if available. Let us examine the code needed to look for food.

**Catfish Looks for Food**

Let us first state in high-level English how we would implement "looking for food." Then we will convert our English statements into Java statements:

* Spend ENERGY\_TO\_LOOK\_FOR\_FOOD
* If I am dead, return immediately.
* Ask simulation object to give the list of all my neighbors.
* If a neighbor is algae, then that neighbor is food. Return that neighbor.
* If none of the neighbors is algae, return null.

We translate the English statements into Java as follows. Some things may be new to you that we will explain shortly.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: | /\*\*  \* Look for food in the neighborhood. Consume some energy in the process.  \*  \* @return a neighboring algae that is food.  \*/  private AlgaeColony lookForFoodInNeighborhood() {  int neighborIndex;  // Looking for food consumes energy.  setEnergy(getEnergy() - ENERGY\_TO\_LOOK\_FOR\_FOOD);  if (isDead()) {  return null;  }  Vector neighbors =  simulation.getNeighbors(getRow(), getColumn(), 1);  for (neighborIndex = 0;  neighborIndex < neighbors.size();  ++neighborIndex) {  if (neighbors.get(neighborIndex) instanceof AlgaeColony) {  return (AlgaeColony) neighbors.get(neighborIndex);  }  }  return null;  } |
| Listing 2 *lookForFoodInNeighborhood* | |

We ask the simulation object to give us all the living beings that are in the catfish's neighborhood. Neighborhood for a catfish is that portion of the lake that is one cell away from the fish, and hence the parameter value of 1 is passed to getNeighbors.

**Iterating through Elements in a Vector**

The getNeighbors method returns a reference to a Vector object. This is the first time we are using a method that returns a Vector reference. We store that reference in a local variable named neighbors.

In English, we can easily state, "Select the subset of living beings that are algae from this set of living beings that are neighbors." Unfortunately, the Java language does not have any construct to perform such an operation. We have to inspect each member of the set to do our selection. We use a for-loop to do that. The loop iterates through each member of the set starting from the element at index 0 and going up to (and including) the element at index size - 1. Notice the use of Vector's size method. Notice also the use of the increment operator ++, which we discussed in [2.3.2 Arithmetic Operators and Expressions](javascript:ContentByNameAnchor('pg-arithmetic-operators');).

**instanceof Operator**

We know that each object has to be an instance of some class. For example, a catfish object is an instance of the Catfish class. In OOP, it is possible for an object to be an instance of multiple classes at the same time. All algae objects are also instances of the LivingBeing class because AlgaeColony.java has declared that AlgaeColony extends LivingBeing. When AlgaeColony extends LivingBeing, AlgaeColony is said to "inherit" from LivingBeing. We will get into inheritance in [Unit 3 Inheritance](javascript:ContentByName('pg-inheritance');). For now, all we need to know is that, in Java, all classes implicitly extend the class named [Object](http://java.sun.com/j2se/1.4.2/docs/api/java/lang/Object.html" \t "externalWindow). Hence, all objects are instances of the class Object. A simpler approach is to view each AlgaeColony object as an instance of AlgaeColony class *or* as an instance of the Object class. We can take either view to suit our convenience.

In Java, a Vector stores references to Object instances. So, although we know that objects in our neighbors Vector are instances of LivingBeing (because the documentation for Simulation says so), the Vector class knows these objects only as instances of Object class. Thus, when we send a get message to the Vector object, it returns a reference to an Object. Since that reference may refer to an instance of Catfish, AlgaeColony, or Crocodile, we have to inspect its type to see if it is algae. We use the instanceof operator to inspect its type. Recall from [2.3.3 Boolean and Relational Operators and Expressions](javascript:ContentByName('pg-boolean-and-relational-operators');) that the instanceof operator is a relational operator that compares two entities. The two entities are a *reference* and a *reference type* (i.e., a class or null). The result of the comparison is true only if the *reference* refers to an instance of the specified *type*.

**Casting**

The get method returns a reference of type Object. If the reference refers to an instance of AlgaeColony, we need to cast the reference type from Object to AlgaeColony. You can cast a value of some type to another type by specifying the destination type in parentheses:

(AlgaeColony) neighbors.get(neighborIndex)

Note: If your code performs a cast and the object is not really the type to which it is cast, a run-time error occurs.

Returning to our example, if we do not find any algae neighbor, there is no food in our neighborhood, and we return null. That concludes our search for food.

In the context of the bank teller example, please look at the implementation of the lookUpAccount method of AccountsLedger class for an example of a for-loop, a Vector, and casting.

**Student Activity**

We recommend that you complete the following activity. You will practice the following important skills:

* The ability to create a collection of objects (using Vector)
* The ability to iterate through elements of a Vector

The class below, AnimalGalleryServlet, has functionality similar to that of your earlier PhotoGalleryServlet. Users enter the number of images to be displayed per page. In response, the page displays the specified number of images and some information about each image.

Modify your PhotoGalleryServlet.java to create an AnimalGalleryServlet.java. Start by creating a Vector of Animal objects (Animal.java is provided below). For each animal reference in your vector, use the Animal's accessors (get methods) to get the appropriate information. Use Vector's size method to determine the maximum number of images to be displayed. You can reuse your images from the student activity in [2.3.5 Iteration](javascript:ContentByName('pg-iteration');). The text file, image\_info.txt gives information about each image.

You will need the following files to complete this activity:

* [AnimalGalleryForm.html](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-vector/vectors-student-activities/AnimalGalleryForm.html" \t "externalWindow)
* [Animal.java](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-vector/vectors-student-activities/Animal.java" \t "externalWindow)
* [AnimalGalleryServlet.class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-vector/vectors-student-activities/AnimalGalleryServlet.class)
* [image\_info.txt](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-intro-java-oop/pg-java-fund/pg-vector/vectors-student-activities/image_info.txt" \t "externalWindow)

**Unit 3. Inheritance**

In [2.3.6 Using Vector](javascript:ContentByName('pg-vector');), you learned that, because of inheritance, it is possible for an object to be an instance of more than one class. You have already seen this in the life simulation. The AlgaeColony class extended the LivingBeing class. We will now examine inheritance in greater detail. We will show you how you can use inheritance to organize your classes in an intuitive manner.

**3.1 Introduction to Inheritance**

**Introduction**

Biological inheritance has a great impact on the way we are. We have inherited some of our characteristics from our parents. Our parents inherited some of those characteristics from their parents. The concept of inheritance can also be applied to categorical descriptions of objects. When applying inheritance to objects, objects may be classified in a top-down fashion from the least specific to the most specific form of an object.

Consider bank accounts. All bank accounts share common characteristics such as a balance and a means of identification, usually in the form of a name or account number. Bank accounts can be further subdivided into groups such as savings accounts, and checking accounts. If we were to code Java classes to represent checking accounts and savings accounts, we would define much of the same code for both classes. They would both have a name and a balance as well as methods to deposit and withdraw money. It would be much more efficient to define the common behavior of the two account types in one place. We would then only have to deal with the differences between the account types when we write the classes.

Object-oriented programming languages allow programmers to design objects in a top-down fashion using inheritance. Object-oriented programming languages gives the programmer the ability to define a general form of an object and then use inheritance to create more specific forms of the object. Using inheritance, an object acquires all the methods and attributes of the class from which it inherits. This means that class has the attributes and behavior specified in parent classes without explicitly declaring them. Those methods and attributes are in addition to the methods and attributes declared directly in a class.

**Terminology**

When categorizing objects, one may do so from the least to the most specific, or from the most to the least specific. The process of recognizing the common characteristics of existing objects and collapsing them into a more general form is known as *generalization*. The opposite of generalization, deriving specific forms of objects, is known as *specialization*. The relationship that is shared between specific and general forms of objects is known as the "is-a" relationship. An object of a specific form "is-a" object of the general form as well. For example, an animal *is a* type of living being. There are a number of synonymous names for the class that other classes inherit from. Some of these synonymous names are *super class*, *parent class*, *base class*, or *supertype*. The new class that inherits from the parent class is known as the *subclass*, *derived class*, or *subtype*.

**Inheritance in Action**

It may seem very abstract at this point that a class can use the attributes and methods of another class without declaring them. To help you visualize inheritance, we will now build a number of classes based on bank accounts. Bank accounts, implemented in the BankAccount class, have instance variables balance and name as well as methods that get the name and balance of an account, getName, and getBalance respectively. The figure below details the BankAccount class and its instance variables:
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The code for the BankAccount class follows:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: | /\*\*  \* Class modeling a simple BankAccount.  \*  \* @author iCarnegie vp  \*/  public class BankAccount {  /\*\*  \* BankAccount's balance  \*/  protected double balance = 0.0;  /\*\*  \* BankAccount's name  \*/  private String name;  /\*\*  \* BankAccount's constructor takes initialName and initialBalance  \* as input.  \*  \* @param initialName - name of the account  \* @param initialBalance - balance of the account  \*/  public BankAccount(String initialName, double initialBalance) {  name = initialName;  balance = initialBalance;  }  /\*\*  \* Deposit money into the account.  \*  \* @param amount - amount of money to deposit.  \*/  public void deposit(int amount) {  balance = balance + amount;  }  /\*\*  \* Withdraw money from an account.  \*  \* @param amount - amount of money to withdraw.  \*/  public void withdraw(int amount) {  balance = balance - amount;  }  /\*\*  \* Return the name of the account.  \*  \* @return - a string representing the account name.  \*/  public String getName() {  return name;  }  /\*\*  \* Return the balance of the account.  \*  \* @return - a double representing the account balance.  \*/  public double getBalance() {  return balance;  }  } |
| **Listing 1***[The BankAccount class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-introtoinheritance/BankAccount.java" \t "external)* | |

You may have noticed an unfamiliar access modifier in the BankAccount class. We will discuss the protected keyword in the next page.

We will create two subclasses of the BankAccount class. These classes will represent checking accounts and savings accounts. Checking accounts are implemented in the CheckingAccount class. Savings accounts are implemented in the SavingsAccount class. The figure below shows the hierarchy of the BankAccount, CheckingAccount, and SavingsAccount classes.
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The CheckingAccount class contains one instance variable, numChecksWritten that represents the number of checks that have been written against an account. The CheckingAccount class also has a name and a balance that it received from the BankAccount class via inheritance. The figure below is a pictorial representation of the CheckingAccount class.

Notice from the above picture that instance variables and methods of BankAccount are not repeated in CheckingAccount.

Recall that the extends keyword tells Java that the class being declared inherits from the class whose name immediately follows the extends keyword. In this case, CheckingAccount extends BankAccount; therefore, it is a subclass of BankAccount. Notice that the CheckingAccount class contains only one instance variable, numChecksWritten, and one method, a constructor. Suppose we were to create an instance of the CheckingAccount class named alice. This instance is used to represent the checking account owned by *alice* with balance $50.00. Note the figure below. Even though the CheckingAccount class declares one instance variable, an instance of it will also have a name and a balance.
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The SavingsAccount class differs from the CheckingAccount class in that, in addition to the instance variables and methods that it inherits from BankAccount, it also stores the interest rate that the savings account earns. The interest rate is stored in the interestRate instance variable. Consider the figure below detailing the SavingsAccount class.

Let us consider an instance of the SavingsAccount class that stored information about a savings account owned by *bob* with balance $100.00 and earning a 2% interest rate. Note from the figure below that even though the SavingsAccount class does not declare a name and a balance, it inherits them from the BankAccount class.

**Advantages of Programming with Inheritance**

There are a number of advantages to using inheritance when designing software systems. First, inheritance allows programmers to design systems in an intuitive, top-down fashion. Second, it provides a framework for code re-use.

Humans naturally prefer classification when organizing information. Consider a library. Books in a library are divided into categories to make them easier for humans to search. All fiction books are grouped together and all non-fiction books are grouped together. Non-fiction books are further subdivided into such categories as histories and biographies. Fiction books are subdivided among such categories as science fiction, mysteries, and techno-thrillers. Programmers can design complex systems in a top-down fashion from the least specific class to most specific class using inheritance. Inheritance lets you define shared behavior at a high-level and all objects that inherit from the original class acquire that behavior. When the behavior of an object is faulty and requires fixing a logic error in the code, that fix need only be made in one place and all subclasses benefit.

Let us explore the use of shared behavior in the context of the fish example. By now, you should have created classes that represent algae colonies, crocodiles, and catfish. Recall that the Catfish, AlgaeColony, and Crocodile classes all had a function named die that operated the same way for all classes. Consider what would happen if there was an error in your die method that needed to be corrected. Changing the behavior of the die method means that you must make the change in three classes. If you used inheritance, you could make necessary changes to shared behavior at a higher level. All classes that inherit from it can make use of that new behavior. When that behavior needs to change, you need to make only one change that affects all classes.

Inheritance also provides a framework for code re-use to programmers. This concept is not completely orthogonal to designing systems in a top-down fashion. While you were coding Catfish, AlgaeColony, and Crocodile classes, you may have found yourself generating a lot of the same code for each class — attributes and methods had the same name and functionality in many of the classes. For example, Crocodile, Catfish, and AlgaeColony each had attributes named age, energy and isAlive, and had methods named getAge() and getEnergy(). This can be implemented more efficiently using inheritance.

We can define another class, in addition to AlgaeColony, Crocodile, and Catfish, from which all the aforementioned classes may derive common attributes and methods. Previously, you were given an implementation of the class named LivingBeing. Each of the classes you wrote extended LivingBeing, which contained no common attributes and behavior. We will provide you with a more detailed implementation of the LivingBeing class where the common attributes and behaviors of the AlgaeColony, Catfish, and Crocodile classes are implemented. Thus, LivingBeing is the most general form of the AlgaeColony, Crocodile, and Catfish objects in the life simulation. Indeed, they are all living beings. The LivingBeing class serves as a super class from which the subclasses AlgaeColony, Crocodile, and Catfish derive attributes and methods. We can define attributes and methods common to AlgaeColony, Crocodile, and Catfish in the LivingBeing class. All classes that inherit from LivingBeing may refer to these attributes and methods without declaring them themselves. The living beings in the fish simulation may be further categorized between those that are animals and those that are not. While AlgaeColony, Crocodile, and Catfish may all be living beings, Crocodile and Catfish share functionality that AlgaeColony does not. Crocodile and Catfish can, for example, move and eat. The ability to move and eat is shared by all animals, and, hence, we will create a new class named Animal. The common functionality that Crocodile and Catfish share can be subsumed into a class known as Animal, which is a subclass of LivingBeing and a superclass of Catfish and Crocodile. Creating this new superclass will also allow use to create classes for different animals in the future, frogs for example.

**When Not to Use Inheritance**

Now, it may seem as though all common attributes and methods should be taken from specialized forms of objects and placed into superclasses. But, some attributes and methods do not belong in a super class. Indeed, adding some of these attributes and methods may lead to semantically incorrect behavior. There are some attributes and methods that do not belong to all living beings and should not be part of the living being class. All living beings have an age, an energy level and are alive (or not). This common functionality should be generalized into the LivingBeing class. However, consider the ability to move. It does not make sense to include the ability to move in the LivingBeing class since AlgaeColony cannot move. The ability to move, however, should be part of the Animal class because all animals can move. Only those methods and attributes that belong to a superclass should be generalized into a superclass.

**Inheritance in Java**

The Java standard API was built using inheritance. Navigate a web browser to [The Java Version 1.4.2 API Specification](http://java.sun.com/j2se/1.4.2/docs/api/index.html" \t "anewwindow) that details all classes, including their methods and attributes, that are available as part of the standard Java language. In the left frame, named *All Classes*, search for the class named String, and click on the link for the String class. Near the top of the page are the words public final class String extends Object. This states that the String class is a subclass of Object. In Java, all classes are subclasses of Object and inherit all of Object's attributes and methods. Search on the same page for the text *Methods inherited from class java.lang.Object*. The methods listed are those that String has inherited from the Object class. For example, the Object class defines a method named toString that returns a String representation of an object. This is typically used to build output statements that are sent to the system console.

In conclusion, we have seen how inheritance may be used to design objects in a manner that is natural for humans. We can design objects starting with their least specific forms, where all general behavior is shared in one place. We can then proceed to derive specific versions of these general objects. We have also seen that designing software in this manner provides a framework for code re-use.

**3.1 Introduction to Inheritance**

**Introduction**

Biological inheritance has a great impact on the way we are. We have inherited some of our characteristics from our parents. Our parents inherited some of those characteristics from their parents. The concept of inheritance can also be applied to categorical descriptions of objects. When applying inheritance to objects, objects may be classified in a top-down fashion from the least specific to the most specific form of an object.

Consider bank accounts. All bank accounts share common characteristics such as a balance and a means of identification, usually in the form of a name or account number. Bank accounts can be further subdivided into groups such as savings accounts, and checking accounts. If we were to code Java classes to represent checking accounts and savings accounts, we would define much of the same code for both classes. They would both have a name and a balance as well as methods to deposit and withdraw money. It would be much more efficient to define the common behavior of the two account types in one place. We would then only have to deal with the differences between the account types when we write the classes.

Object-oriented programming languages allow programmers to design objects in a top-down fashion using inheritance. Object-oriented programming languages gives the programmer the ability to define a general form of an object and then use inheritance to create more specific forms of the object. Using inheritance, an object acquires all the methods and attributes of the class from which it inherits. This means that class has the attributes and behavior specified in parent classes without explicitly declaring them. Those methods and attributes are in addition to the methods and attributes declared directly in a class.

**Terminology**

When categorizing objects, one may do so from the least to the most specific, or from the most to the least specific. The process of recognizing the common characteristics of existing objects and collapsing them into a more general form is known as *generalization*. The opposite of generalization, deriving specific forms of objects, is known as *specialization*. The relationship that is shared between specific and general forms of objects is known as the "is-a" relationship. An object of a specific form "is-a" object of the general form as well. For example, an animal *is a* type of living being. There are a number of synonymous names for the class that other classes inherit from. Some of these synonymous names are *super class*, *parent class*, *base class*, or *supertype*. The new class that inherits from the parent class is known as the *subclass*, *derived class*, or *subtype*.

**Inheritance in Action**

It may seem very abstract at this point that a class can use the attributes and methods of another class without declaring them. To help you visualize inheritance, we will now build a number of classes based on bank accounts. Bank accounts, implemented in the BankAccount class, have instance variables balance and name as well as methods that get the name and balance of an account, getName, and getBalance respectively. The figure below details the BankAccount class and its instance variables:
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The code for the BankAccount class follows:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: | /\*\*  \* Class modeling a simple BankAccount.  \*  \* @author iCarnegie vp  \*/  public class BankAccount {  /\*\*  \* BankAccount's balance  \*/  protected double balance = 0.0;  /\*\*  \* BankAccount's name  \*/  private String name;  /\*\*  \* BankAccount's constructor takes initialName and initialBalance  \* as input.  \*  \* @param initialName - name of the account  \* @param initialBalance - balance of the account  \*/  public BankAccount(String initialName, double initialBalance) {  name = initialName;  balance = initialBalance;  }  /\*\*  \* Deposit money into the account.  \*  \* @param amount - amount of money to deposit.  \*/  public void deposit(int amount) {  balance = balance + amount;  }  /\*\*  \* Withdraw money from an account.  \*  \* @param amount - amount of money to withdraw.  \*/  public void withdraw(int amount) {  balance = balance - amount;  }  /\*\*  \* Return the name of the account.  \*  \* @return - a string representing the account name.  \*/  public String getName() {  return name;  }  /\*\*  \* Return the balance of the account.  \*  \* @return - a double representing the account balance.  \*/  public double getBalance() {  return balance;  }  } |
| **Listing 1***[The BankAccount class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-introtoinheritance/BankAccount.java" \t "external)* | |

You may have noticed an unfamiliar access modifier in the BankAccount class. We will discuss the protected keyword in the next page.

We will create two subclasses of the BankAccount class. These classes will represent checking accounts and savings accounts. Checking accounts are implemented in the CheckingAccount class. Savings accounts are implemented in the SavingsAccount class. The figure below shows the hierarchy of the BankAccount, CheckingAccount, and SavingsAccount classes.
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The CheckingAccount class contains one instance variable, numChecksWritten that represents the number of checks that have been written against an account. The CheckingAccount class also has a name and a balance that it received from the BankAccount class via inheritance. The figure below is a pictorial representation of the CheckingAccount class.

Notice from the above picture that instance variables and methods of BankAccount are not repeated in CheckingAccount.

Recall that the extends keyword tells Java that the class being declared inherits from the class whose name immediately follows the extends keyword. In this case, CheckingAccount extends BankAccount; therefore, it is a subclass of BankAccount. Notice that the CheckingAccount class contains only one instance variable, numChecksWritten, and one method, a constructor. Suppose we were to create an instance of the CheckingAccount class named alice. This instance is used to represent the checking account owned by *alice* with balance $50.00. Note the figure below. Even though the CheckingAccount class declares one instance variable, an instance of it will also have a name and a balance.
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The SavingsAccount class differs from the CheckingAccount class in that, in addition to the instance variables and methods that it inherits from BankAccount, it also stores the interest rate that the savings account earns. The interest rate is stored in the interestRate instance variable. Consider the figure below detailing the SavingsAccount class.

Let us consider an instance of the SavingsAccount class that stored information about a savings account owned by *bob* with balance $100.00 and earning a 2% interest rate. Note from the figure below that even though the SavingsAccount class does not declare a name and a balance, it inherits them from the BankAccount class.

**Advantages of Programming with Inheritance**

There are a number of advantages to using inheritance when designing software systems. First, inheritance allows programmers to design systems in an intuitive, top-down fashion. Second, it provides a framework for code re-use.

Humans naturally prefer classification when organizing information. Consider a library. Books in a library are divided into categories to make them easier for humans to search. All fiction books are grouped together and all non-fiction books are grouped together. Non-fiction books are further subdivided into such categories as histories and biographies. Fiction books are subdivided among such categories as science fiction, mysteries, and techno-thrillers. Programmers can design complex systems in a top-down fashion from the least specific class to most specific class using inheritance. Inheritance lets you define shared behavior at a high-level and all objects that inherit from the original class acquire that behavior. When the behavior of an object is faulty and requires fixing a logic error in the code, that fix need only be made in one place and all subclasses benefit.

Let us explore the use of shared behavior in the context of the fish example. By now, you should have created classes that represent algae colonies, crocodiles, and catfish. Recall that the Catfish, AlgaeColony, and Crocodile classes all had a function named die that operated the same way for all classes. Consider what would happen if there was an error in your die method that needed to be corrected. Changing the behavior of the die method means that you must make the change in three classes. If you used inheritance, you could make necessary changes to shared behavior at a higher level. All classes that inherit from it can make use of that new behavior. When that behavior needs to change, you need to make only one change that affects all classes.

Inheritance also provides a framework for code re-use to programmers. This concept is not completely orthogonal to designing systems in a top-down fashion. While you were coding Catfish, AlgaeColony, and Crocodile classes, you may have found yourself generating a lot of the same code for each class — attributes and methods had the same name and functionality in many of the classes. For example, Crocodile, Catfish, and AlgaeColony each had attributes named age, energy and isAlive, and had methods named getAge() and getEnergy(). This can be implemented more efficiently using inheritance.

We can define another class, in addition to AlgaeColony, Crocodile, and Catfish, from which all the aforementioned classes may derive common attributes and methods. Previously, you were given an implementation of the class named LivingBeing. Each of the classes you wrote extended LivingBeing, which contained no common attributes and behavior. We will provide you with a more detailed implementation of the LivingBeing class where the common attributes and behaviors of the AlgaeColony, Catfish, and Crocodile classes are implemented. Thus, LivingBeing is the most general form of the AlgaeColony, Crocodile, and Catfish objects in the life simulation. Indeed, they are all living beings. The LivingBeing class serves as a super class from which the subclasses AlgaeColony, Crocodile, and Catfish derive attributes and methods. We can define attributes and methods common to AlgaeColony, Crocodile, and Catfish in the LivingBeing class. All classes that inherit from LivingBeing may refer to these attributes and methods without declaring them themselves. The living beings in the fish simulation may be further categorized between those that are animals and those that are not. While AlgaeColony, Crocodile, and Catfish may all be living beings, Crocodile and Catfish share functionality that AlgaeColony does not. Crocodile and Catfish can, for example, move and eat. The ability to move and eat is shared by all animals, and, hence, we will create a new class named Animal. The common functionality that Crocodile and Catfish share can be subsumed into a class known as Animal, which is a subclass of LivingBeing and a superclass of Catfish and Crocodile. Creating this new superclass will also allow use to create classes for different animals in the future, frogs for example.

**When Not to Use Inheritance**

Now, it may seem as though all common attributes and methods should be taken from specialized forms of objects and placed into superclasses. But, some attributes and methods do not belong in a super class. Indeed, adding some of these attributes and methods may lead to semantically incorrect behavior. There are some attributes and methods that do not belong to all living beings and should not be part of the living being class. All living beings have an age, an energy level and are alive (or not). This common functionality should be generalized into the LivingBeing class. However, consider the ability to move. It does not make sense to include the ability to move in the LivingBeing class since AlgaeColony cannot move. The ability to move, however, should be part of the Animal class because all animals can move. Only those methods and attributes that belong to a superclass should be generalized into a superclass.

**Inheritance in Java**

The Java standard API was built using inheritance. Navigate a web browser to [The Java Version 1.4.2 API Specification](http://java.sun.com/j2se/1.4.2/docs/api/index.html" \t "anewwindow) that details all classes, including their methods and attributes, that are available as part of the standard Java language. In the left frame, named *All Classes*, search for the class named String, and click on the link for the String class. Near the top of the page are the words public final class String extends Object. This states that the String class is a subclass of Object. In Java, all classes are subclasses of Object and inherit all of Object's attributes and methods. Search on the same page for the text *Methods inherited from class java.lang.Object*. The methods listed are those that String has inherited from the Object class. For example, the Object class defines a method named toString that returns a String representation of an object. This is typically used to build output statements that are sent to the system console.

In conclusion, we have seen how inheritance may be used to design objects in a manner that is natural for humans. We can design objects starting with their least specific forms, where all general behavior is shared in one place. We can then proceed to derive specific versions of these general objects. We have also seen that designing software in this manner provides a framework for code re-use.

**3.2 Using Inheritance**

**Introduction**

In [3.1 Introduction to Inheritance](javascript:ContentByName('pg-introtoinheritance');), we introduced you to the concept of classes acquiring the attributes and methods declared in its superclasses via inheritance. Let us now take a close look at the nuances of using inheritance when designing classes. We will motivate our discussion by returning to the bank account example. In [3.1 Introduction to Inheritance](javascript:ContentByName('pg-introtoinheritance');), we created two subclasses of the BankAccount class, namely CheckingAccount and SavingsAccount. We will augment the functionality of these accounts as we explore inheritance in greater depth.

**Controlling Access**

A programmer needs to be aware of the effects that access control modifiers have when using inheritance. Access control modifiers determine what classes may access another class' methods and variables. Recall that variables and methods may have different access controls associated with them. Java provides three levels of access: public, private, and protected. You should already be familiar with public and private access. public access allows code from outside a class definition to access a variable or a method directly. private access does not allow access from outside a class. protected access allows access to methods and instance variables from within the class that defines them, or from all of its subclasses, or from all classes within the same package. Since a discussion of packages is not in the scope of SSD1, you should use protected access only for instance variables that you want to be visible to subclasses. Note the implementation of the BankAccount class below. The balance is a protected double. It is protected because we will want BankAccount's subclasses to access it and modify it. In particular, the deposit and withdraw methods will need to add to and subtract from balance. The instance variable name is left private because subclasses will not need to change an account's name.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: | /\*\*  \* Class modeling a simple BankAccount.  \*  \* @author iCarnegie vp  \*/  public class BankAccount {  /\*\*  \* BankAccount's balance  \*/  protected double balance = 0.0;  /\*\*  \* BankAccount's name  \*/  private String name;  /\*\*  \* BankAccount's constructor takes initialName and initialBalance  \* as input.  \*  \* @param initialName - name of the account  \* @param initialBalance - balance of the account  \*/  public BankAccount(String initialName, double initialBalance) {  name = initialName;  balance = initialBalance;  }  /\*\*  \* Deposit money into the account.  \*  \* @param amount - amount of money to deposit.  \*/  public void deposit(int amount) {  balance = balance + amount;  }  /\*\*  \* Withdraw money from an account.  \*  \* @param amount - amount of money to withdraw.  \*/  public void withdraw(int amount) {  balance = balance - amount;  }  /\*\*  \* Return the name of the account.  \*  \* @return - a string representing the account name.  \*/  public String getName() {  return name;  }  /\*\*  \* Return the balance of the account.  \*  \* @return - a double representing the account balance.  \*/  public double getBalance() {  return balance;  }  } |
| **Listing 1** *[The BankAccount class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-usinginheritance/BankAccount.java" \t "external)* | |

**Polymorphism**

We may want two or more classes to respond to the same method call, or message, in their own ways. The term *polymorphism* refers to this ability. Consider a Vector of CheckingAccount and SavingsAccount objects. This Vector of accounts is encapsulated in the AccountsLedger class. The figure below depicts the AccountsLedger class.

![](data:image/jpeg;base64,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)

Consider printing a list of the accounts in the ledger. We would like the toString method of the AccountsLedger to return a String that contains information about all of the accounts including the type of account (checking or savings), the name of the account, the balance, and the interest rate that the account earns if it is a savings account. One way to go about implementing this method is to have special code that tests the type of account and builds a string representation for each type. This is illustrated by the following implementation of the toString method.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: | public String toString() {  String accountString = "";  // For each account in the vector, append the String representation  // of it to the String named accountString.  for (int i=0; i < accounts.size(); i++ ) {  if (accounts.get(i) instanceof CheckingAccount) {  accountString = accountString + "Checking account: "  + getName() + " balance: $ " + balance ;  }  if (accounts.get(i) instanceof SavingsAccount) {  accountString = accountString + "Savings account : "  + getName() + " balance: $ " + balance  + " earning " + interestRate  + " % interest";  }  }  return accountString;  } |
| **Listing 2** *A possible toString method* | |

This approach does not lend itself to easy code maintenance since adding further subclasses of BankAccounts to our example requires additional modifications to the toString method of AccountsLedger. For each type of account, we would need to extend the toString method to check for the account type and build the necessary String representation of the class. What if we could write a single line of code that calls the toString method for each object in the AccountsLedger so that the system automatically calls the appropriate class' method at run-time? The toString method could then look like the following:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: | /\*\*  \* Return a string representation of the account ledger.  \*  \* @return - String for each account in the ledger.  \*/  public String toString() {  String accountString = "";  /\*\*  \* For each account in the vector, append the String representation  \* of it to the String named accountString.  \*/  for( int i=0; i < accounts.size(); i++ ) {  accountString = accountString + accounts.get(i).toString()  + "\n";  }  return accountString;  } |
| **Listing 3** *AccountsLedger toString method* | |

Polymorphism allows us to do just this. Polymorphism allows us to call the toString method for each account in the accounts Vector. The Java interpreter determines what type the current element in the Vector named accounts is at run-time and automatically calls the toString method for that element's type. The CheckingAccount and SavingsAccount classes can each implement their own toString method, computing and returning class-specific information. We can do this because the toString method is defined for all classes — all classes in Java extend Object, which defines toString.

The toString method for the CheckingAccount class is below:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: | /\*\*  \* Return a string representation of this account.  \*  \* @return String - string of all account info  \*/  public String toString() {  /\*\*  \* Call the getName accessor method of the BankAccount  \* class to return the name of the account. The balance  \* is protected, so we can access it directly.  \*/  return new String( "Checking account: " + getName()  + " balance: $ " + balance );  } |
| **Listing 4** *CheckingAccount toString method* | |

The toString method for the SavingsAccount class is below:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: | /\*\*  \* Return a string representation of this account.  \*  \* @return - a string containing information about this account.  \*/  public String toString() {  /\*\*  \* Call the getName accessor method of the BankAccount  \* class to return the name of the account. The balance  \* is protected, so we can access it directly.  \*/  return new String( "Savings account : " + getName()  + " balance: $ " + balance + " earning "  + interestRate + " % interest");  } |
| **Listing 5** *SavingsAccount toString method* | |

Using a feature of Java known as overriding methods, which we will soon discuss, we can then implement the toString method of the AccountsLedger class as we have proposed above.

You may have noticed an unusual character sequence in the AccountsLedger's toString method. The "\n" character sequence represents the newline character. The newline character causes all text after it to be printed on a new line. For example, consider the following string of text:

"This is printed on line one.\nAnd this is printed on line two."

If Java were to output this string of text, it would look like:

This is printed on line one.

And this is printed on line two.

The applet below simulates adding three different accounts to the AccountsLedger class and calling the toString method. One account is owned by Alice. One account is owned by Bob. The final account is owned by Chuck.

**Downcasting**

Calling a method polymorphically does not work if that method is not defined for all types that the reference can take. Let us examine a scenario where we wanted to change the interest rate for each account in a ledger of SavingsAccount objects to 3%. We could not call the setInterestRate method for each account in ledger as above. Recall that Vector objects store instances of the Object class. When the get method of a Vector is called, it returns a reference to an Object. Since the setInterestRate method is not defined for an Object instance, we cannot call it as follows:

|  |  |
| --- | --- |
| 1: 2: 3: | for(int i = 0; i < accounts.size(); i++) {  accounts.get(i).setInterestRate(3.00);  } |
| **Listing 6** *Setting the interest rate of all accounts* | |

We must cast the return value of the get method to a reference of type SavingsAccount. In particular, must *downcast* the reference. Downcasting a reference casts it from a more general type to a more specific type. In this case, the reference is cast to a SavingsAccount, which is a more specific form of an Object. Once the reference is cast, we can then call the setInterestRate method because the reference is now of type SavingsAccount, for which the setInterestRate method is defined. This is illustrated by the following implementation.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: | for(int i = 0; i < accounts.size(); i++) {  /\*\*  \* Downcast the return value of get to a SavingsAccount.  \*/  SavingsAccount savings = (SavingsAccount) accounts.get(i);  /\*\*  \* Set the interest rate. This will  \* immediately change the version stored in the vector.  \*/  savings.setInterestRate(3.00);  } |
| **Listing 7** *Setting the interest rate of all accounts* | |

You should note that the above code will work only if the Vector contains objects of the same type. If the Vector contained objects of different types, a run-time error would occur.

**Overriding Methods**

In [3.1 Introduction to Inheritance](javascript:ContentByName('pg-introtoinheritance');), you saw that a subclass acquires all methods of a parent class via inheritance. A subclass may re-implement the methods of a parent's class. A method is *overridden* when the parent class' method signature is maintained but the implementation changes. A method's *signature* includes its name and its parameter list. For example, the signature of the withdraw method of BankAccount is:

withdraw(double amount)

Overriding methods allows polymorphism to work. Recall the example toString method for the AccountsLedger class. The version of the toString method that used polymorphism worked because the toString method was overridden for the SavingsAccount and CheckingAccount classes.

Polymorphism is not the only reason to override methods. It may make sense for a subclass to share the signature of a method with its parent class given the semantics of the application, even though the subclass may implement the method differently. Consider a checking account with an upper limit on the number of checks that may be written. If the number of checks written exceeds a set threshold (ten for example) then a one-dollar fee is charged for each withdrawal. This may be implemented by overriding the withdraw method in the CheckingAccount class. Consider the overridden form of withdraw below.

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: | /\*\*  \* Overridden withdraw method.  \*  \* @param amount - amount of money to withdraw  \*/  public void withdraw(double amount) {  balance = balance - amount;  numChecksWritten = numChecksWritten + 1;  /\*\*  \* If more than ten checks have been written against this  \* account, charge a one dollar penalty.  \*/  if ( numChecksWritten >10 ) {  balance = balance - 1.00;  }  } |
| **Listing 8** *CheckingAccount withdraw method* | |

You should not change the intended meaning of an overridden method. If you intend to override a method in a sub class, it should still have the same general effect as the method of the super class. For example, consider the getName method of BankAccount. This method is intended to return a String representing the name of a bank account. This method, if overridden in subclasses, should perform the same operation.

**The super Keyword**

Overriding allows you to change the way a subclass implements a method. When overriding a method, you may also find yourself extending its functionality instead of completely re-implementing it. Thus, you are copying the same code in the superclass' implementation of a method. The super keyword allows us to invoke a parent class' version of a method, including a constructor, which saves you from having to copy a parent class' code!

Recall that the name instance variable of BankAccount is private. Thus, SavingsAccount and CheckingAccount cannot set its value using their constructors. However, the constructors can set the balance as it is protected. It would be convenient for programmers if the SavingsAccount and CheckingAccount classes allowed their constructors to set the same information as the BankAccount constructor.

You may be asking yourself "How do I set the name in the subclass constructor when the instance variable is private?" One potential way to set the value is to write a method in the BankAccount class that sets the name. This solution does not generalize well for classes with large numbers of private instance variables that are initialized by the constructor, since a method must be written that sets each instance variable.

Java allows a superclass' method to be called during overriding by using the super keyword. Consider an implementation of the SavingsAccount class's constructor where, in addition to specifying an account name and balance, we would also like to specify a special interest rate to use instead of the standard bank interest rate, which is set at 2% for in the SavingsAccount class. This may be implemented using the super keyword. We can use the super keyword to call the parent class's constructor. The super keyword may be used to set the name and balance parameters of the BankAccount class from within the SavingsAccount constructor. The code that implements this constructor follows:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: | /\*\*  Constructor calls the BankAccount class constructor  in addition to setting the new interest rate.  \*  @param initialName - name of the account  @param initialBalance - balance of the account  @param initialInterestRate - interest rate for the account.  \*/  public SavingsAccount(String initialName, double initialBalance,  double initialInterestRate ) {  super(initialName, initialBalance);  interestRate = initialInterestRate;  } |
| **Listing 9** *SavingsAccount constructor* | |

Note that if you are using the super keyword in a constructor, Java convention states that you should use super before you call any other statements.

The super keyword may be used to access methods other than constructors. Recall the overridden withdraw method of the CheckingAccount class above. Instead of deducting the input amount in the CheckingAccount's method, we could have used the super keyword to call BankAccount's withdraw method. Therefore, the withdraw method could look like the following:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: | public void withdraw(double amount) {  numChecksWritten = numChecksWritten + 1;  /\*\*  \* If the number of checks written is greater than ten,  \* charge a $1.00 fee.  \*/  if ( numChecksWritten >10 ) {  amount = amount + 1.00;  }  super.withdraw(amount);  } |
| **Listing 10** *Setting the interest rate of all accounts* | |

**The Complete Source Code**

The complete source code for the BankAccount, CheckingAccount, SavingsAccount, and AccountsLedger classes are as follows:

The BankAccount class:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: 62: 63: 64: 65: | /\*\*  \* Class modeling a simple BankAccount.  \*  \* @author iCarnegie vp  \*/  public class BankAccount {  /\*\*  \* BankAccount's balance  \*/  protected double balance = 0.0;  /\*\*  \* BankAccount's name  \*/  private String name;  /\*\*  \* BankAccount's constructor takes initialName and initialBalance  \* as input.  \*  \* @param initialName - name of the account  \* @param initialBalance - balance of the account  \*/  public BankAccount(String initialName, double initialBalance) {  name = initialName;  balance = initialBalance;  }  /\*\*  \* Deposit money into the account.  \*  \* @param amount - amount of money to deposit.  \*/  public void deposit(int amount) {  balance = balance + amount;  }  /\*\*  \* Withdraw money from an account.  \*  \* @param amount - amount of money to withdraw.  \*/  public void withdraw(int amount) {  balance = balance - amount;  }  /\*\*  \* Return the name of the account.  \*  \* @return - a string representing the account name.  \*/  public String getName() {  return name;  }  /\*\*  \* Return the balance of the account.  \*  \* @return - a double representing the account balance.  \*/  public double getBalance() {  return balance;  }  } |
| **Listing 11** *[The BankAccount class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-usinginheritance/BankAccount.java" \t "external)* | |

The CheckingAccount class:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: | /\*\*  \* A class representing a checking account.  \*  \* @author iCarnegie vp  \*/  public class CheckingAccount extends BankAccount {  /\*\*  \* The number of checks written against this account.  \*/  private int numChecksWritten = 0;  /\*\*  \* Constructor calls the BankAccount constructor via super.  \*  \* @param initialName - name of the account  \* @param initialBalance - balance of the account  \*/  public CheckingAccount(String initialName, double initialBalance) {  super(initialName, initialBalance);  }  /\*\*  \* Overridden withdraw method.  \*  \* @param amount - amount of money to withdraw  \*/  public void withdraw(double amount) {  balance = balance - amount;  numChecksWritten = numChecksWritten + 1;  /\*\*  \* If more than ten checks have been written against this  \* account, charge a one dollar penalty.  \*/  if ( numChecksWritten >10 ) {  balance = balance - 1.00;  }  }  /\*\*  \* Return a string representation of this account.  \*  \* @return String - string of all account info  \*/  public String toString() {  /\*\*  \* Call the getName accessor method of the BankAccount  \* class to return the name of the account. The balance  \* is protected, so we can access it directly.  \*/  return new String( "Checking account: " + getName()  + " balance: $ " + balance );  }  } |
| **Listing 12** *[The CheckingAccount class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-usinginheritance/CheckingAccount.java" \t "external)* | |

The SavingsAccount class:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: 54: 55: 56: 57: 58: 59: 60: 61: | /\*\*  \* Class representing a SavingsAccount.  \*  \* @author iCarnegie vp  \*/  public class SavingsAccount extends BankAccount {  /\*\*  \* Each savings account has an interest which defaults to 2%.  \*/  private double interestRate = 2.0;  /\*\*  \* Constructor calls the BankAccount class constructor  \* in addition to setting the new interest rate.  \*  \* @param initialName - name of the account  \* @param initialBalance - balance of the account  \* @param initialInterestRate - interest rate for the account.  \*/  public SavingsAccount(String initialName, double initialBalance,  double initialInterestRate ) {  super(initialName, initialBalance);  interestRate = initialInterestRate;  }  /\*\*  \* Return this account's interest rate.  \*  \* @return - double representing the interest rate.  \*/  public double getInterestRate() {  return interestRate;  }  /\*\*  \* Set this account's interest rate.  \*  \* @param - double representing the new interest rate.  \*/  public void setInterestRate(double newRate) {  interestRate = newRate;  }  /\*\*  \* Return a string representation of this account.  \*  \* @return - a string containing information about this account.  \*/  public String toString() {  /\*\*  \* Call the getName accessor method of the BankAccount  \* class to return the name of the account. The balance  \* is protected, so we can access it directly.  \*/  return new String( "Savings account : " + getName()  + " balance: $ " + balance + " earning "  + interestRate + " % interest");  }  } |
| **Listing 13** *[The SavingsAccount class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-usinginheritance/SavingsAccount.java" \t "external)* | |

The AccountsLedger class:

|  |  |
| --- | --- |
| 1:  2:  3:  4:  5:  6:  7:  8:  9: 10: 11: 12: 13: 14: 15: 16: 17: 18: 19: 20: 21: 22: 23: 24: 25: 26: 27: 28: 29: 30: 31: 32: 33: 34: 35: 36: 37: 38: 39: 40: 41: 42: 43: 44: 45: 46: 47: 48: 49: 50: 51: 52: 53: | import java.util.\*;  /\*\*  \* Class representing a collection, or ledger, of accounts.  \*  \* @author iCarnegie vp  \*/  public class AccountsLedger {  /\*\*  \* Bank accounts are stored in a vector.  \*/  private Vector accounts;  /\*\*  \* Constructor creates a new vector.  \*/  public AccountsLedger() {  accounts = new Vector();  }  /\*\*  \* Return a string representation of the account ledger.  \*  \* @return - String for each account in the ledger.  \*/  public String toString() {  String accountString = "";  /\*\*  \* For each account in the vector, append the String representation  \* of it to the String named accountString.  \*/  for( int i=0; i < accounts.size(); i++ ) {  accountString = accountString + accounts.get(i).toString()  + "\n";  }  return accountString;  }  /\*\*  \* Adds a new account to the ledger. This form can take  \* any BankAccount, or sub class of BankAccount, as input.  \*  \* @param account - account to add to the ledger.  \*/  public void addAccount(BankAccount account) {  accounts.add(account);  }  } |
| **Listing 14** *[The AccountsLedger class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-usinginheritance/AccountsLedger.java" \t "external)* | |

**3.3 Designing a Class Hierarchy**

**What Is Designing a Class Hierarchy?**

The process of designing a class hierarchy allows a programmer to transform a set of related classes into a hierarchical categorization of classes. You can think of a class hierarchy as a tree. Classes at the root (top) of the tree are the most general. Classes that are leaves, that is, at the bottom of the tree, are more specific. Classes at lower levels of the tree are more specialized forms of the classes at the higher levels, with more customized behaviors and data.

Consider the three-level class hierarchy tree below. Seven classes are defined in this hierarchy, Classes A, B, C, D, E, F, and G. Class A is the root and is the most general of all the classes; it is the superclass for the entire hierarchy. Classes B and C are in the middle of the hierarchy and are more specific forms of Class A. Classes D, E, F, and G are leaf nodes, and are therefore the most specific classes in the hierarchy. Classes D and E are the most specific forms of the superclass, Class B. Classes F and G are the most specific forms of their superclass, Class C.
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**The Design Process**

The process of designing a class hierarchy has a number of steps. First, you must examine all of the classes you intend to categorize for common attributes and methods. Second, you should identify an appropriate superclass structure using the information you have gathered in the first step. Third, now that your hierarchy is in place, you should move the common characteristics from the subclass to the superclass. Part of this process is setting the appropriate access modifiers for attributes and methods. Finally, you should look at the overall hierarchy and see if there are any characteristics that can be moved across the different classes in the hierarchy.

The process of taking an existing group of classes and molding them into a hierarchy using inheritance is sometimes referred to as *refactoring*. The process of refactoring classes involves reviewing the classes and determining how they relate to one another. In particular, the process searches for unexploited uses of the "is-a" relationship.

We should note that software designers often do not design complete classes, including all of the details for each class, first, and then assign them to a hierarchy. The design process typically goes in the other direction; a general hierarchy is established first, and then the details are established and factored into each class. This runs counter to the method we have just followed in designing the AlgaeColony, Catfish, and Crocodile classes. We started with the details of each class and then organized them into a hierarchy. We have done this in SSD1 for pedagogical reasons.

**The Simulation Class Hierarchy**

Let us now examine the process of designing a class hierarchy in the context of the simulation. By now, you have already coded the AlgaeColony, Catfish, and Crocodile classes. The classes you have coded already extend a class named LivingBeing, which was left empty. When coding these classes, you added much of the same code in all three classes. We have pointed out that duplicating this code is wasteful. We will now examine the transformation of these classes into a hierarchical structure in greater detail using the steps outlined above.

First, let us examine the three classes. As we mentioned previously, algae colonies, catfish, and crocodiles are all living beings. Catfish and crocodiles are animals and share characteristics that algae colonies do not. It makes sense, therefore, to move the attributes and behavior shared by all living beings into the LivingBeing class. We will also create a class named Animal that encapsulates the shared methods and attributes of the Catfish and Crocodile classes. Animal is a subclass of LivingBeing. The figure below is a pictorial representation of this hierarchy.
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We must identify the common attributes and behaviors that must be subsumed into the LivingBeing class. The following instance variables are common to the AlgaeColony, Catfish, and Crocodile classes.

* *row*. Row in which the living being is located
* *column*. Column in which the living being is located
* *deadOrAlive*. Is the living being dead or alive
* *energy*. Amount of energy the living being has
* *age*. Age expressed as blocks of time lived
* *name*. Name of this living being
* *simulation*. The simulation to which this living being belongs
* *minEnergy*. Minimum energy level needed to survive
* *maxEnergy*. Maximum energy level that the living being could carry

The following class variables are common to the AlgaeColony, Catfish, and Crocodile classes

* *ALIVE*. The value "alive" indicating the being is still alive
* *DEAD*. The value "dead" indicating the being is dead

The following methods are common to the AlgaeColony, Catfish, and Crocodile classes.

* *getRow*. Get the row at which the living being is located
* *getColumn*. Get the column at which the living being is located
* *getAge*. Get the living being's age
* *getColor*. Get the color of the living being expressed in hex notation
* *getName*. Get the name of this living being
* *getImage*. Get the filename that contains the image of the living being
* *getDisplayMechanism*. Get the preferred display mechanism for living being
* *getMinEnergy*. Get the minimum energy needed to live
* *getMaxEnergy*. Get the maximum energy that the living being can carry
* *getSpecies*. Returns the species
* *getEnergy*. Get the energy currently carried by the living being
* *setEnergy*. Sets energy level
* *die*. Change the deadOrAlive to DEAD
* *isDead*. Is the living being dead
* *liveALittle*. The living being's age increases by one time block

Now that we have identified common attributes and behaviors of the AlgaeColony, Catfish, and Crocodile classes, we must identify the common attributes and behaviors of the Catfish and Crocodile classes. The following class variables are common to the Catfish and Crocodile classes.

* *RIGHT*. Represents moving right
* *LEFT*. Represents moving left
* *UP*. Represents moving up
* *DOWN*. Represents moving down

The following methods are common to the Catfish, and Crocodile classes.

* *isHungry*. Is the animal hungry
* *getDirection*. Get the direction faced by the animal
* *moveToRow*. Move the animal to a new row, if new row is within lake bounds
* *moveToColumn*. Move the animal to a new column, if new column is within lake bounds

Next, we must move the shared attributes and behaviors out of the subclasses and into the superclasses. Part of this process is setting the appropriate access modifiers for the methods and variables. Let us assign the access to one method and one instance variable.

The liveALittle method should be set to protected access in the LivingBeing class because subclasses must be able to access it. Recall that the liveALittle method contains one line of code that is shared by all classes. All classes must increment their age. Note from the implementation of the LivingBeing class below that the liveALittle method contains only the line that increments that age. This behavior must be accessible to all subclassses that intend to override the liveALittle method.

The instance variable named direction of the Animal class is changed only by the moveToRow and moveToColumn methods of the Animal class. No other classes can change this variable, nor should they be able to. For this reason, direction should be set to private access.

**The LivingBeing Class**

The complete source code of the LivingBeing class is below.

|  |  |
| --- | --- |
| 1:   2:   3:   4:   5:   6:   7:   8:   9:  10:  11:  12:  13:  14:  15:  16:  17:  18:  19:  20:  21:  22:  23:  24:  25:  26:  27:  28:  29:  30:  31:  32:  33:  34:  35:  36:  37:  38:  39:  40:  41:  42:  43:  44:  45:  46:  47:  48:  49:  50:  51:  52:  53:  54:  55:  56:  57:  58:  59:  60:  61:  62:  63:  64:  65:  66:  67:  68:  69:  70:  71:  72:  73:  74:  75:  76:  77:  78:  79:  80:  81:  82:  83:  84:  85:  86:  87:  88:  89:  90:  91:  92:  93:  94:  95:  96:  97:  98:  99: 100: 101: 102: 103: 104: 105: 106: 107: 108: 109: 110: 111: 112: 113: 114: 115: 116: 117: 118: 119: 120: 121: 122: 123: 124: 125: 126: 127: 128: 129: 130: 131: 132: 133: 134: 135: 136: 137: 138: 139: 140: 141: 142: 143: 144: 145: 146: 147: 148: 149: 150: 151: 152: 153: 154: 155: 156: 157: 158: 159: 160: 161: 162: 163: 164: 165: 166: 167: 168: 169: 170: 171: 172: 173: 174: 175: 176: 177: 178: 179: 180: 181: 182: 183: 184: 185: 186: 187: 188: 189: 190: 191: 192: 193: 194: 195: 196: 197: 198: 199: 200: 201: 202: 203: 204: 205: 206: 207: 208: 209: 210: 211: 212: 213: 214: 215: 216: 217: 218: 219: 220: 221: 222: 223: 224: 225: 226: 227: 228: 229: 230: 231: 232: 233: 234: 235: 236: 237: 238: 239: 240: 241: 242: 243: 244: 245: 246: 247: 248: 249: 250: 251: 252: 253: 254: 255: 256: 257: 258: 259: 260: 261: 262: 263: 264: 265: 266: 267: 268: 269: 270: 271: 272: 273: 274: 275: 276: 277: 278: 279: 280: 281: 282: 283: 284: 285: 286: 287: 288: 289: 290: 291: 292: 293: 294: 295: 296: 297: 298: 299: 300: 301: 302: 303: 304: 305: 306: 307: 308: 309: 310: 311: | /\*  \* Created on Jul 4, 2003  \*  \*/  /\*\*  \* Each living being lives in a location (row, column) at any given time.  \* More than one living being can be in a location. E.g.: algae and fish.  \* Depending on the species, living beings could move.  \* <p>  \* Each living being has some energy level. If the energy level falls  \* below the minimum needed to live, it dies. When a living being  \* dies, it is deleted from the simulation.  \* </p>  \*  \* @author iCarnegie av  \*/  public class LivingBeing {  /\*\*  \* The living being is born "alive".  \* Then it dies, becoming a corpse.  \*/  protected static final String ALIVE = "alive";  /\*\*  \* The living being is born "alive".  \* Then it dies, becoming a "dead" corpse.  \*/  protected static final String DEAD = "dead";  /\*\*  \* Row-wise location of the living being  \*/  protected int row;  /\*\*  \* Column-wise location of the living being  \*/  protected int column;  /\*\*  \* Is the living being dead or alive?  \*/  private String deadOrAlive;  /\*\*  \* Amount of energy the living being has.  \*/  private int energy;  /\*\*  \* Age expressed as blocks of time lived  \*/  private int age = 0;  /\*\*  \* Name of this living being.  \*/  private final String name;  /\*\*  \* The simulation to which this living being belongs.  \* This is needed so the living being can send a message  \* to simulation and ask  \* for prey (or predator) in the neighboring locations.  \* Prey is food. Food is good!  \*/  protected Simulation simulation;  /\*\*  \* Minimum energy level needed to survive.  \* The minimum could increase as the individual grows.  \*/  protected int minEnergy;  /\*\*  \* Maximum energy level that the living being could carry.  \* The maximum could change as the individual grows.  \*/  protected int maxEnergy;  /\*\*  \* Create a living being at a given location with a  \* given energy and store the simulation to which the living being  \* belongs. Cap row and column within lake boundary.  \*  \* @param initialRow - the row location of living being  \* @param initialColumn - the column location of living being  \* @param initialSimulation - the simulation to which being belongs  \* @param initialName - name of the living being  \* @param initialMinEnergy - minimum energy to survive  \* @param initialMaxEnergy - max energy the living being can carry  \*/  protected LivingBeing(  int initialRow,  int initialColumn,  Simulation initialSimulation,  String initialName,  int initialMinEnergy,  int initialMaxEnergy) {  simulation = initialSimulation;  deadOrAlive = ALIVE;  // Set the Row within bounds  if (initialRow > simulation.getLastRow()) {  row = simulation.getLastRow();  } else if (initialRow < simulation.getFirstRow()) {  row = simulation.getFirstRow();  } else {  row = initialRow;  }  // Set the Column within bounds  if (initialColumn > simulation.getLastColumn()) {  column = simulation.getLastColumn();  } else if (initialColumn < simulation.getFirstColumn()) {  column = simulation.getFirstColumn();  } else {  column = initialColumn;  }  // Set the minEnergy and maxEnergy  minEnergy = initialMinEnergy;  maxEnergy = initialMaxEnergy;  energy = simulation.getRand().nextInt(maxEnergy - minEnergy)  + minEnergy;  age = 0;  name = initialName;  }  /\*\*  \* Create an organism that belongs to a specified species at  \* a specified location and add it to the specified simulation.  \*  \* @param simulation - the simulation this organism belongs to  \* @param species - the organism's species  \* @param value - row and column values from HTML Form.  \* row value is the last two digits,  \* column value is given in the remaining digits.  \*/  public static void createLivingBeing(  Simulation sim,  String species,  String value) {  int rowAndCol = Integer.parseInt(value);  int row = rowAndCol / 100;  int column = rowAndCol - (100 \* row);  if (species.equals("algae")) {  sim.addLivingBeing(new AlgaeColony(row, column, sim));  }  if (species.equals("catfish")) {  sim.addLivingBeing(new Catfish(row, column, sim));  }  if (species.equals("crocodile")) {  sim.addLivingBeing(new Crocodile(row, column, sim));  }  }  /\*\*  \* Get the row at which the living being is located  \*  \* @return - the row of the living being's location.  \*/  public int getRow() {  return row;  }  /\*\*  \* Get the column at which the living being is located  \*  \* @return - the column of the living being's location.  \*/  public int getColumn() {  return column;  }  /\*\*  \* Get the living being's age  \*  \* @return the age of the living being expressed in blocks of time  \*/  public int getAge() {  return age;  }  /\*\*  \* Color of the living being expressed in hex notation.  \* For example, the "green-est" color is "#00FF00",  \* "blue-est" is "#0000FF", the "red-est" is "#FF0000".  \*  \* @return the rgb color in hex notation. preceded by a '#'  \*/  public String getColor() {  return "#FFFFFF"; // default is white.  }  /\*\*  \* Get the name of this living being  \*  \* @return the name of the living being.  \*/  public String getName() {  return name;  }  /\*\*  \* Get the filename that contains the image of the living being  \*  \* @return the image of the living being.  \*/  public String getImage() {  return "/blank.gif";  }  /\*\*  \* Get the preferred display mechanism for living being  \*  \* @return one of the constants IMAGE or COLOR,  \* depending on the display mechanism for the living being.  \*/  public String getDisplayMechanism() {  return Simulation.IMAGE;  }  /\*\*  \* Get the minimum energy needed to live.  \*  \* @return the minimum energy needed for the living being to live.  \*/  protected int getMinEnergy() {  return minEnergy;  }  /\*\*  \* get the maximum energy that the living being can carry.  \*  \* @return the maximum energy the living being can carry.  \*/  protected int getMaxEnergy() {  return maxEnergy;  }  /\*\*  \* Returns the species.  \*  \* @return the species  \*/  public String getSpecies() {  return "Unknown";  }  /\*\*  \* Get the energy currently carried by the living being.  \*  \* @return current energy level of the organism  \*/  public int getEnergy() {  return energy;  }  /\*\*  \* Sets energy level. If new energy level is less  \* than minimum energy level, the organism dies.  \* New energy level is capped at maximum energy level.  \*/  protected void setEnergy(int newEnergy) {  if (newEnergy < getMinEnergy()) {  energy = newEnergy;  die();  } else if (newEnergy > getMaxEnergy()) {  energy = getMaxEnergy();  } else {  energy = newEnergy;  }  }  /\*\*  \* Die: Change the deadOrAlive to DEAD.  \*/  protected void die() {  deadOrAlive = DEAD;  }  /\*\*  \* Is the living being dead?  \*  \* @return <code>true</code> if dead. <code>false</code>, otherwise.  \*/  public boolean isDead() {  return (deadOrAlive == DEAD);  }  /\*\*  \* The living being's age increases by one time block.  \*/  public void liveALittle() {  age = age + 1;  }  } |
| **Listing 1** *[The LivingBeing class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-designingaclasshierarchy/LivingBeing.java" \t "external)* | |

**The Animal Class**

The complete source code of the Animal class follows.

|  |  |
| --- | --- |
| 1:   2:   3:   4:   5:   6:   7:   8:   9:  10:  11:  12:  13:  14:  15:  16:  17:  18:  19:  20:  21:  22:  23:  24:  25:  26:  27:  28:  29:  30:  31:  32:  33:  34:  35:  36:  37:  38:  39:  40:  41:  42:  43:  44:  45:  46:  47:  48:  49:  50:  51:  52:  53:  54:  55:  56:  57:  58:  59:  60:  61:  62:  63:  64:  65:  66:  67:  68:  69:  70:  71:  72:  73:  74:  75:  76:  77:  78:  79:  80:  81:  82:  83:  84:  85:  86:  87:  88:  89:  90:  91:  92:  93:  94:  95:  96:  97:  98:  99: 100: 101: 102: 103: 104: 105: 106: 107: 108: 109: 110: 111: 112: 113: 114: 115: 116: 117: 118: 119: 120: 121: 122: 123: 124: 125: 126: 127: 128: 129: 130: 131: 132: 133: 134: 135: 136: 137: 138: 139: 140: 141: 142: 143: 144: 145: 146: 147: 148: 149: 150: 151: 152: 153: 154: 155: 156: 157: 158: 159: 160: | /\*  \* Created on Jul 6, 2003  \*  \*/  // Concept example: extends.  // Each Animal is a LivingBeing.  // Animal should inherit all attributes and behavior of LivingBeing.  /\*\*  \* Animals can move.  \*  \* @author iCarnegie av  \*  \*/  public class Animal extends LivingBeing {  // Concept example: final. since it is a constant  // Concept example: static. since only one value is needed  // irrespective of number of object instances  /\*\*  \* String constant - used to indicate the direction animal is facing.  \*/  protected static final String RIGHT = "right";  /\*\*  \* String constant - used to indicate the direction animal is facing.  \*/  protected static final String LEFT = "left";  /\*\*  \* String constant - used to indicate the direction animal is facing.  \*/  protected static final String UP = "up";  /\*\*  \* String constant - used to indicate the direction animal is facing.  \*/  protected static final String DOWN = "down";  /\*\*  \* Which direction am I facing.  \*/  private String direction;  /\*\*  \* Create an animal at a given location with a  \* given energy and store the simulation to which the animal belongs.  \* Cap row and column within lake boundary.  \*  \* @param initialRow - the row location of animal  \* @param initialColumn - the column locaiton of animal  \* @param initialSimulation - the simulation to which animal belongs  \* @param initialName - name of the animal  \* @param initialMinEnergy - minimum energy to survive  \* @param initialMaxEnergy - max energy the animal can carry  \*/  public Animal(  int initialRow,  int initialColumn,  Simulation initialSimulation,  String initialName,  int minEnergy,  int maxEnergy) {  super(  initialRow,  initialColumn,  initialSimulation,  initialName,  minEnergy,  maxEnergy);  direction = RIGHT; // Start by facing east.  }  /\*\*  \* Get the direction faced by the animal.  \*  \* @return the facing direction.  \*/  protected String getDirection() {  return direction;  }  /\*\*  \* Is the animal hungry?  \*  \* @return True, if hungry. False, otherwise.  \*/  protected boolean isHungry() {  // Hungry, if current energy level is less than twice the  // amount needed for survival.  return (getEnergy() < (2 \* getMinEnergy()));  }  /\*\*  \* Move the animal to a new row, if new row is within lake bounds.  \*  \* @param newRow - the row to move to.  \* @return the row moved to. -1, if dead  \*/  protected int moveToRow(int newRow) {  if (isDead()) {  return -1;  }  // Keep the new value within lake boundary.  if (newRow > simulation.getLastRow()) {  newRow = simulation.getLastRow();  } else if (newRow < simulation.getFirstRow()) {  newRow = simulation.getFirstRow();  }  // I might face a new direction.  if (newRow < row) {  direction = UP;  } else if (newRow > row) {  direction = DOWN;  }  row = newRow;  return row;  }  /\*\*  \* Move the animal to a new column, if column is within lake bounds.  \*  \* @param newColumn - the column to move to.  \* @return the column moved to. Lake boundary limits movement.  \*/  protected int moveToColumn(int newColumn) {  if (isDead()) {  return -1;  }  // System.out.println("newColumn = " + newColumn);  // System.out.flush();  // Keep the new value within lake boundary.  if (newColumn > simulation.getLastColumn()) {  newColumn = simulation.getLastColumn();  } else if (newColumn < simulation.getFirstColumn()) {  newColumn = simulation.getFirstColumn();  }  // I might face a new direction.  if (newColumn < column) {  direction = LEFT;  } else if (newColumn > column) {  direction = RIGHT;  }  column = newColumn;  return column;  }  } |
| **Listing 2** *[The Animal class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-designingaclasshierarchy/Animal.java" \t "external)* | |

**The AlgaeColony Class**

Now that we have created our two superclasses, let us examine how two of our classes have changed. Consider what we have removed from the AlgaeColony class. We have removed all of the attributes and behaviors that are shared among the AlgaeColony, Catfish, and Crocodile classes. There are still attributes and behaviors that are specific to the AlgaeColony class. The following class variables are specific to the AlgaeColony class:

* *BABY\_MIN\_ENERGY*. Lowest possible energy needed for a baby to survive
* *BABY\_MAX\_ENERGY*. Maximum energy that a baby can store
* *ENERGY\_TO\_LIVE*. Amount of energy needed to live for a block of time
* *SPECIES*. Name of species
* *nAlgaeCreated*. Number of Algae objects created so far

The AlgaeColony class uses one unique method, giveUpEnergy, which makes an AlgaeColony loose energy when it is being eaten. In addition to this method, AlgaeColony must override a number of methods from the LivingBeing class. These methods are as follows:

* getDisplayMechanism
* getSpecies
* getColor
* liveALittle

The complete code of the AlgaeColony class is as follows:

|  |  |
| --- | --- |
| 1:   2:   3:   4:   5:   6:   7:   8:   9:  10:  11:  12:  13:  14:  15:  16:  17:  18:  19:  20:  21:  22:  23:  24:  25:  26:  27:  28:  29:  30:  31:  32:  33:  34:  35:  36:  37:  38:  39:  40:  41:  42:  43:  44:  45:  46:  47:  48:  49:  50:  51:  52:  53:  54:  55:  56:  57:  58:  59:  60:  61:  62:  63:  64:  65:  66:  67:  68:  69:  70:  71:  72:  73:  74:  75:  76:  77:  78:  79:  80:  81:  82:  83:  84:  85:  86:  87:  88:  89:  90:  91:  92:  93:  94:  95:  96:  97:  98:  99: 100: 101: 102: 103: 104: 105: 106: 107: 108: 109: 110: 111: 112: 113: 114: 115: 116: 117: 118: 119: 120: 121: 122: 123: 124: 125: 126: 127: 128: 129: 130: 131: 132: 133: 134: 135: 136: 137: 138: 139: 140: 141: 142: 143: 144: 145: 146: 147: 148: 149: 150: 151: 152: 153: 154: 155: 156: 157: 158: 159: 160: 161: 162: 163: 164: 165: 166: 167: 168: 169: 170: 171: 172: 173: | /\*  \* Created on Jul 4, 2003  \*  \*/  /\*\*  \* AlgaeColony does not move. If there is sunlight, a portion of the  \* solar energy will be converted into life-energy.  \*  \* @author iCarnegie av  \*/  public class AlgaeColony extends LivingBeing {  /\*\*  \* Lowest possible energy needed for a baby to survive.  \*/  private static final int BABY\_MIN\_ENERGY = 5;  /\*\*  \* Maximum energy that a baby can store.  \*/  private static final int BABY\_MAX\_ENERGY = 255;  /\*\*  \* Amount of energy needed to live for a block of time.  \*/  private static final int ENERGY\_TO\_LIVE = 1;  /\*\*  \* Name of species  \*/  private static final String SPECIES = "Algae";  /\*\*  \* Number of Algae objects created so far.  \*/  private static int nAlgaeCreated = 0;  /\*\*  \* Constructor. Initialize an algae to start life at a specified  \* location with a specified energy. If location is out of bounds,  \* locate the algae at the nearest edge.  \*  \* @param initialRow - the row at which the algae is located  \* @param initialColumn - the column at which the algae is located  \* @param initialSimulation - the simulation that algae belongs to  \*/  public AlgaeColony(  int initialRow,  int initialColumn,  Simulation initialSimulation) {  super(  initialRow,  initialColumn,  initialSimulation,  SPECIES + nAlgaeCreated,  BABY\_MIN\_ENERGY,  BABY\_MAX\_ENERGY);  ++nAlgaeCreated;  }  /\*\*  \* The mechanism to display Algae is to use its color.  \*  \* @return a constant from {@link Simulation#COLOR Simulation} class  \*/  public String getDisplayMechanism() {  return Simulation.COLOR;  }  /\*\*  \* Get the species that the algae belongs to  \*  \* @return a string indicating the species.  \*/  public String getSpecies() {  return SPECIES;  }  /\*\*  \* Get the color of Algae  \*  \* @return - the color as a string in hexademinal notation  \*/  public String getColor() {  // Concept example: Distinction between local variable  // and instance variable.  // Note: Since energyLevel is declared as a \*private\* instance  // in LivingBeing it is not visible here.  // We create a local variable  // whose name happens to be the same as the instance variable.  // The local variable is assigned a value that is the  // instance variable's value.  int energy = getEnergy();  // Let us limit the energy to the color range of 0 to 255.  if (energy < 0) {  energy = 0;  }  if (energy > 255) {  energy = 255;  }  // Convert energy scale into green scale expressed in hex form.  String greenLevel = Integer.toHexString(energy);  // If energy is a value less than 16,  // there will be only one character.  // Since we need 2 characters for green, we pad left with a "0".  if (energy < 16) {  greenLevel = "0" + greenLevel;  }  // Now prepend with "00" to indicate there is no red  // and append with "00" to indicate there is no blue.  return "#00" + greenLevel + "00";  }  /\*\*  \* Algae is being eaten up.  \* So, relinquish energy up to the amount requested.  \* If no energy remains, die.  \*  \* @param energyWanted amount of energy requested - expressed as int.  \* @return - the amount of energy that algae can give up.  \* If the requested energy is greater than the available energy,  \* only the available energy will be given up.  \*/  public int giveUpEnergy(int energyWanted) {  int energy = getEnergy();  // We do not know what it means to want negative energy!!!  if (energyWanted < 0) {  return 0;  }  if (energyWanted < energy) {  setEnergy(energy - energyWanted);  } else // caller is asking for more than energy than available.  // Give only what I have.  // I will die since my energy level falls below minimum.  {  energyWanted = energy;  setEnergy(getMinEnergy() - 1);  }  return energyWanted;  }  /\*\*  \* Algae lives its life. May gain or lose energy.  \*/  public void liveALittle() {  if (isDead()) {  return;  }  super.liveALittle();  int row = getRow();  int column = getColumn();  int sun = simulation.getSunlight(row, column);  // Let us assume that algae can convert 50% of  // solar energy into life-energy.  // Algae has to give up some energy to live.  setEnergy((int) (sun \* 0.5) + getEnergy() - ENERGY\_TO\_LIVE);  }  } |
| **Listing 3** *[The AlgaeColony class](http://www.icarnegie.com/content/SSD/SSD1/2.1/normal/pg-inheritance/pg-designingaclasshierarchy/AlgaeColony.java" \t "external)* | |

**The Catfish Class**

At the bottom of our class hierarchy are the two animals themselves, the Catfish and Crocodile classes. As an exercise, you design a version of Catfish that uses inheritance. Let us take a brief look at this version of the Catfish class to get you started. The Catfish class extends Animal. Catfish must exhibit a number of attributes and behaviors in the form of methods and variables. Some of these attributes and behaviors are already implemented in the LivingBeing or Animal classes. Some behaviors are implemented in the LivingBeing or Animal classes but need to be overridden. Some attributes and behaviors must be implemented specially for the Catfish class. A subset of these attributes and behaviors are listed on [2.2.6 The AlgaeColony Class](javascript:ContentByName('pg-algae-class');). It is up to you to decide which attributes and behaviors are missing from this list and therefore you must implement, which attributes and behaviors can be inherited directly, and which behaviors must be overridden.

* **Guidelines for Designing a Class Hierarchy**

1. Subclasses extend the superclass in a class hierarchy by modifying and adding behavior. For that reason, common behavior should be pushed as high as possible in the class hierarchy. For example, not all LivingBeings can move, and not all Animals can swim. We added the ability to swim to the class Catfish, and the ability to move to the Animal class.
2. Subclasses are specialized forms of superclasses. Therefore, each subclass may require specialized forms of methods implemented in the superclass. You can specialize the behavior of subclasses by overriding methods. Recall that the AlgaeColony, Catfish, and Crocodile classes live their lives differently, and, hence, override the liveALittle method.
3. When deciding between public, private, and protected access for a method or attribute, ask yourself what other classes need access to that method or attribute. Allowing the least amount of access prevents methods from being used in unintended ways. Methods and instance variables used only within a class should be set to private. Methods and instance variables used only within a class and by its subclasses should be set to protected. Public instance variables and methods are visible to all classes and should be used only if it is appropriate to allow access from outside of a class.
4. The meaning of a feature must be maintained from a superclass to a subclass. If you intend to override a method in a subclass, it should still have the same general effect as the method of the superclass. For example, consider the getSpecies method of LivingBeing. This method is intended to return a String representing the name of a species. This method, if overridden in subclasses, should perform the same operation.
5. All features (behaviors and attributes) in a superclass must also apply to a subclass. Features of a superclass not applying to a subclass runs counter to the "is-a" relationship. If a feature of a super class does not apply to one of its subclasses, the subclass should not extend the super class. If you find yourself ignoring a parent class' feature, you should reconsider the class' place in the hierarchy. Recall that the AlgaeColony class does not move and is never hungry. If it were a subclass of Animal, it would need to ignore that functionality.